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### 前言

* 本笔记是针对人工智能典型算法的课程中Machine Learning with Python Cookbook的学习笔记
* 学习的实战代码都放在代码压缩包中
* 实战代码的运行环境是**python3.9 numpy 1.23.1**

## Chapter 1 **Vectors, Matrices, and Arrays**

vector（向量）

matrice(矩阵)

array（数组）

### 1.0 简介

* numpy是python机器学习的基础
* 它可以对机器学习常用的数据结构进行操作
* 操作支持向量矩阵和数组

numpy相关资料：

[NumPy 教程 | 菜鸟教程 (runoob.com)](https://www.runoob.com/numpy/numpy-tutorial.html)

### 1.1 创建一个vector

#### **Problem**

You need to create a vector

#### **Solution**

Use Numpy to create a one-dimensional array

在numpy中一维数组等价于向量

**numpy.array函数**

numpy.array(object, dtype = None, copy = True, order = None, subok = False, ndmin = 0)

**vectorExample.py**

# 引入numpy库  
import numpy as np  
  
# 创建行向量  
vector\_row = np.array([1, 2, 3])  
  
# 创建列向量  
vector\_column = np.array([[1],  
 [2],  
 [3]])
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分别打印两者结果如下

### 1.2 创建一个矩阵

#### **Problem**

You need to create a matrix.

#### **Solution**

Use Numpy to create a two-dimensional array:

创建二维数组=矩阵

matrixExample.py

# 导入库  
import numpy as np  
  
# 创建一个 matrix  
matrix = np.array([[1, 2],  
 [1, 2],  
 [1, 2]])

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAABPCAIAAAB9KZzIAAADf0lEQVR4nO3ZXUiTURgH8OdsU2eps2xziwJrSwKTvpS+CDFCohuhD1MvjDRI6CIkoS6EgroYpSVEgZISBCkIYirCKkLIm1LLwiQy7EtybnOataab2+miFFE296wz9y6e393OXraz/872vu/5s7S0NBCKc7a54HJxbFtFfbebMbEvHvb5MOF5/d9k4Z5AhKG8cCgvHMoLh/LCobxwKC8chZ/n+PaiysJ0AABb501j+7fZiz1f40Jw5Z7SK0cMAADmR9cqH1vDf8U7n7+8QC5XfO+tu9tp8zisgYwLMd3XVPUxOjo9r2yHTHqr329eADDz0zYyYmYMFiyiReOcyzSZ+SXHM5Ndz+9UNAwuteh4vCHnaO6+VI3SbR/qaWtsfTvJGAAw7rSbnVyR4g76M4WSmG+Qc6X+0Nlzx9Z/6n0/FdDxcbvzi7PiBpprbt1u6ovedTJ/b4KQmYSaqBWfqF873lZ9o+H1uDegt03Rr7N3tXS8+Tz8td/U8cqp37RB0ExCa6nfY6BGn9y7zzkDVUBHM97/4FI/AAMAzmUrYqPc0y5BMwktMeuLMc55kCcymXr/gXTXy55BITMJtTCfgbhyY27J4fjuxo4PM+GdSYDCmReXabNPF++caK1tfjclgZ3FQIQtL85UGUVncuTPauu7rN7ICAtE/d9zLk/QqFfKAZKUMgardTotuCZGxnytGs6jDLmleSlfWup6nSr1GgDw/rKPObySX2Wizo/qrJILB7V/P23BxW2cDzSU17zw+DpeZUjVxiTqTpzf+ucxtz6tuvpwWNBsQsff/j3POFVduMXj8fIF948+xoWYvX+UyRUWk9FoGpXWivObl3KVLjEGAMDjsFomPXN5+RgXgrPYpGRVNADAzA+L1SGxvzbqh3CktwMgbZQXDuWFQ3nhUF44lBcO5YUTzP0Q9UNI1A+hUT/0L6gfwqJ+CIf6IQzqh5YJ9UMI1A8hUD9E/RAC9UO+UT+EQ/0QCZT0dgCkjfLCobxwKC8cyguH8sKhvHAiph+SSG8UOf2QNHqjiOmHJNIbUT+EQ/0QDvVDONQP4VA/hEP9EA71QzjUD+FQP4QTbF6a7PLKrLl+iDFzu7GsfeFBPhcLYzbT9TLTolGY3w+BZWjek77Gl1nE9EMS6Y2oH8Kh/S8cyguH8sKhvHAoLxzKC4fywqG8cCgvHMoLh/LC+Q142bPkiAVrhAAAAABJRU5ErkJggg==)

打印matrix如下

**两个原因不推荐适用matrix**

* First, arrays are the de facto standard data structure of NumPy.（数组是numpy标准的数据结构）
* Second the vast majority of NumPy operations return arrays, not matrix object.(大部分numpy的标准操作返回的是array)

### 1.3 Creating a Sparse Matrix（创建一个稀疏矩阵）

Sparse：稀疏

#### Problem

Given data with very few nonzero values, you want to efficiently represent it.

#### Solution

Create a sparse matrix:

sparseMatrixExample.py

import numpy as np  
# 引入sparse  
from scipy import sparse  
  
# 创建一个矩阵  
matrix = np.array([[0, 0],  
 [0, 1],  
 [3, 0]])  
  
# create compressed sparse row (CSR) matrix  
matrix\_sparse = sparse.csr\_matrix(matrix)  
  
# view sparse matrix  
print(matrix\_sparse)

打印结果
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#### scipy库

* 需要额外安装，是一个开源的python高级科学计算库
* pip install scipy
* 额外支持的操作包括：数值积分、最优化、统计和一些专用函数
* 学习资源：[SciPy 教程 | 菜鸟教程 (runoob.com)](https://www.runoob.com/scipy/scipy-tutorial.html)

#### Discussion

* A frequent situation in machine learning is having a huge amount of data; however most of the elements in the data are zeros. 机器学习中大多情形拥有大量数据但是数据很多时候为0
* Sparse matricies only store nonzero elements and assume all other values will be zero, leading to significant computational savings. 稀疏矩阵存储非零值并且假设其他值是0，从而节约计算量
* 稀疏矩阵的存储方式：CSR，存储非0坐标位置
* [Compressed Sparse Row（CSR）——稀疏矩阵的存储格式 - 知乎 (zhihu.com)](https://zhuanlan.zhihu.com/p/342942385)

# create larger matrix  
matrix\_large = np.array([[0, 0, 0, 0, 0, 0, 0, 0, 0, 0],  
 [0, 1, 0, 0, 0, 0, 0, 0, 0, 0],  
 [3, 0, 0, 0, 0, 0, 0, 0, 0, 0]])  
  
# create compressed sparse row (CSR) matrix  
matrix\_large\_sparse = sparse.csr\_matrix(matrix\_large)  
  
# view original sparse matrix  
print(matrix\_sparse)

打印结果：![fig:](data:image/png;base64,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)

* 稀疏矩阵中0元素的添加不会影响其在存储中所占的空间
* 稀疏矩阵有许多类型：compressed sparse column, list of lists, and dictionary of keys

### 1.4 **Selected Elements**

#### Problem

You need to select one or more elements in a vector or matrix.

#### Solution

NumPy's arrays make that easy

要求：访问特定的值

selectedExample.py

import numpy as np  
  
# create row vector  
vector = np.array([1, 2, 3, 4, 5, 6])  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [4, 5, 6],  
 [7, 8, 9]])  
  
# select the third element of vector  
vector[2]  
matrix[1,1]

结果：

![](data:image/png;base64,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)

#### Discussion

* numpy的数组下标从0开始
* With that caveat, NumPy offers a wide variety of methods for selecting (i.e., indexing and slicing) elements or groups of elements in arrays:（numpy数组提供了许多种访问方法）
* #访问全部元素  
  vector[:]  
  # 切片访问  
  vector[:3]  
  # 逆向访问  
  vector[-1]  
  # 访问前两行  
  matrix[:2, :]  
  # 访问所有行，第二列  
  matrix[:,1:2]
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### 1.5 Describing a Matrix

#### Problem

You want to describe the shape, size, and dimensions of the matrix

#### Solution

Use shape, size, and ndim:

描述矩阵信息

describeExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3, 4],  
 [5, 6, 7, 8],  
 [9, 10, 11, 12]])  
  
# 行和列  
print(matrix.shape)  
#大小  
print(matrix.size)  
#维度  
print(matrix.ndim)

结果：![fig:](data:image/png;base64,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)

### 1.6 Applying Operations to Elements

#### Problem

You want to apply some function to multiple elements in an array.

#### Solutions

Use NumPy's vectorize:

对多个元素进行函数操作

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [4, 5, 6],  
 [7, 8, 9]])  
  
print(matrix)  
  
#创建一个函数  
add\_1000 = lambda i: i + 1000  
  
  
# vectorized  
vectorized\_add\_1000 = np.vectorize(add\_1000)  
  
# 适用该函数  
vectorized\_add\_1000(matrix)  
  
print(matrix)

运行结果
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#### Discusion

NumPy’s vectorize class converts a function into a function that can apply to all elements in an array or slice of an array. It’s worth noting that vectorize is essentially a for loop over the elements and does not increase performance. Furthermore, NumPy arrays allow us to perform operations between arrays even if their dimensions are not the same (a process called broadcasting). For example, we can create a much simpler version of our solution using broadcasting:

* vectorized可应用于数组和数组切片的所有元素
* 本质上vectorized是for循环不会提升性能
* 另外即使维度不同数组之间也可以进行操作，例如广播
* matrix+1000
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### 1.7 Finding Maximum and Minimum Values

#### Problem

You need to find the maximum or minimum value in an array.

#### Solution

Use NumPy's max and min:

findingExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [4, 5, 6],  
 [7, 8, 9]])  
  
# 最大值  
np.max(matrix)  
# 最小值  
np.min(matrix)
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#### Discussion

Often we want to know the maximum and minimum value in an array or subset of an array. This can be accomplished with the max and min methods. Using the axis parameter we can also apply the operation along a certain axis:

我们可以通过axis参数来求出每行或每列的最值

# 每行最值
  
print(np.max(matrix, axis=0))
  
# 每列最值
  
print(np.max(matrix, axis=1))
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### 1.8 Calculating the Average, Variance, and Standard Deviation

#### Problem

You want to calculate some descriptive statistics about an array.

#### Solution

Use NumPy's mean, var, and std:

计算数组的统计数据

calculateExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [4, 5, 6],  
 [7, 8, 9]])  
  
# mean是算术平均值  
np.mean(matrix)  
# var是 方差  
np.var(matrix)  
# deviation 是标准差  
np.std(matrix)

结果![fig:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAABLCAIAAACTGaA4AAAKYklEQVR4nO2da1RTVxbH90nQJISAiiBYXgIKCAooCLRWDSKKjIIvQLusra2tq+PMWh071Xa1nXaNY6dOHa12OSPa8VEXKOAbtFpFq/gAKo+CPBQJCIIYEpAYEgjJmQ95FPWeKwTsuOae37e7s9c/55w/95F7992gwMBAoHAA3v96AJTfCOo0V6BOcwXqNFewYYyGvrF5RQjfsllx8IPU6z0sKljsPWtx4lS/UaKe9rqinIwTpQoDGuSRUgYGs9N8HpJfTt350wPjZtcjPYsExkMnLngzZmRx5q4MucgvLnn5aw+btl1oHfzBUgYAs9M8HtJ1Kltb++iWm/9YVJx29IYMAzQezgv+2N9vaK68G9Hd+gWCwWmMeQgBOEWuWh82RqxtLvsh/XBhq57FNluRUKNUGwAQADzq1CChSAjQ/dwGTbECxisyxOeBi4/TnWO7d2fdgOCkJVH2fZCyf2XVF+vixwzyACmDBOPR21B2fHujrumuQgtQl+Mb8a6XF+SVPUuq4/qBr0t0HRAx+KOkDBwGpxHCqvu1KvOm+pF66AhbHsaGZ5139RqVGpBwsIdIGRQYjt4Yi70jpEGjTL6KxaIurbq3zXzxCMnQ3q53arQisdgkZWcrgu4uepJ+0WA8T2sF3tJlS+KC3F09xs+aM8m2prrO8hmWRL3z2aef/3meO8bmWGPVbRz6uwWhY9w8xs9cOHX03epqLb3wfsHgOzs7PxFCCMvv1MG4aXFzZ0b5D1MUZh662NgFZuf4I/wjAoc/rLyaL1MjBAAI6Vvu1KMxkbGxM6dOdH5UcjTt9O1OTJ1+sUD0qSVHoPe9uQJ1mitQp7kCdZorUKe5AnWaK1CnuQJ1mitQp7kCdZorUKe5ApvTkohVGz9KHGODWXL6kk/j/Ypje+n7W7Zs7cWWr14Pwn11gQRzxSAAYL5v3CzH6wf2yHr69FSKlE/jVsUbzmzZX6gGALCfsmLNhL7WbrJA3KdHSee6l6Zny3R9FCLl03i/4/q2hjv19x7IW1tb5XLsHTD63o2C+wN+3s/wfBoAsCg0OcnfxiE8MXHWZHfcWCV7yLpnk/Jp3Io40t2vKKhsMS64qzR5Nr8gLbe+6/k47R67IlZUlLknPae43X36whnDay9VKID8Z0XKp3Hr4qb9ByOf2UundeUdyGvoGfA+zVhHNnZqFO/q4bM1HRp1U0Fm7i2HoImeZAlSPo1bF/8Vm3ERoeKKwiLNYJRqMZ2nHT1H27Ur5aatztY2jUhsy6JByqdx6+Jmhk6ICOaVF5ZoWNa+7zA53dNjACcXd9NHDq7Otm0KRa/Pn6wNJeXTuHVxAADAWDR5SmDXLwU32V597AdM52mtytZPKg0eoWpW2bhFLp43qeNKZm5dp2kEkqjVn763MGxo5aWqDuNRhZRP49bFjdi/vHDxS9VHjlY9HBynmSsGkb1/XHJCpO9IgU5Rm5+dnl3WYa71xKKJy9e9FqA8s+2b8y3m8wcpn8atiwPAyJi1H4dVbfoye+C/r9icpvz/Qe97cwXqNFegTnMF6jRXoE5zBeo0V6BOcwXqNFegTnMF6jRXoE5zBeaKQSzxjV2U8Mo4Z6FOWfvzyYMnbnaw3mcn9RnFQo/olJQZAU62Pe11xWcyjhTKDQgAMOY5h6e8tSR8VHf+jk/Sb1uelEj85iQlRI5zEura64vPZh0reKBHbDr9jDPqY3vpn76Y79lrgrir6LsP95Vbaj/QqNnvrw2t/nZTdj1GbPmkeRmRRKz6KFq+6x9HLcWBpHx2Hetg7DFoF5mycrrgcsbOQ22SwISUFSmtG1KvqZ7OtMDYZxRjceTy92KEeRk7ihRCn5glKStnN311ugljoc+cVSultuU3bjlM6P29jtI3Vr6CL2X9u1Qp8IlenLxKr/jy6B092BF0SPqkOEkf2Gsx7SMSoh1K9/1Yj39dcYZ80rxMs3uqBpS8Dmw6VsN09OZ5+bgp846d+qW+saH8zKlijc/YZ3QOtPQZNaLSGouTXb089GVnT5bWNzVWX87Jb3bx8OJjDDDMZ3Tbya3/TC9tM/RWcZgQ7P3gYnp2iazxbtVPB3LKHUJCvdh0+hkn6bPWYmJhwPw4n9ofTlZ2m20m5hPmBQDMtaGkfDYdq2HqPIfL0/5SbmwCijHPVjREx9pejNxn9N4dGcSGBEpu3ewQeoaNd7x7s0aPEOCWc3u/xxiBw+NCQoEAdLou05ZepzPwbXgAZJ1+xgn6SF2S9W2Jcb7gGhHmWn9tl9wyfc9Z80NUuZuvPwRz9yZyPmFeAFgUGh8p0mne3LjJpq3q/MH03HotSz5RZyAQK/uN8JxejZ7QXZR6mzXL1Gf05/Td5wUB8UlJS5qq/5WnQkhTmL572JsrPlz7QClx45el7TrfAoAQwpixh1WrrE41e2pieFVWsULgHRczkd9wrBGArNO/OEnfAsbI5+Uwx5pzBRZbR05LfFVUsOv8fYymvL0l+v7mv2c3kvKJ8wJwl8b6tBft3Z/XbDdh0crkFfENf826DQgY81l0BgLbtTcWeie8NVdSePBUDXstk6Hs+Pat277PraqrLT2dU9Tp5eVl/MDOMzhkhKqy5Jfi0kahX7j/SD6LCjLcOnXwsnb80vUbN32+esEkN13JlUJjBzuSTr/iLPomHq/FxNg2fH6MS/WpU7cIrzf0rXazv7W2zwny2zo8F+nbKye3n9h2pIq9YSCpz6ieP27e0omyfX87XKvH+Ep5zB8+WBxVviNPTVZTVRz9+rOzjhLe8Ol/XK27eLZcBwhh3lhGnUcEfVJcjRCjvuXbjbWYB0o05j3aO8AfF+3KJw34qXwCjp6j7drr+l5r+3xg3qcxcgh7/d1Y/uXU/+TJn/o/C0/UhhL7jA7zeMle2dLcA8a+hU1y7PqS67MGhHrUCgiZ+/KQwpyLcuMSk3T6Gyfpm2bBUIuJwG7qmm+Mr8EtC3r8faq+124+q9b2t4HxV9YQ34TVSV53j313Q+PgNBIADJ1KhalJLJZEvfNJkm/Hha0bjjeYVkor8JYuCxelHS/ukATNmWRbc6IOAKBdVtcWNyMlWnmuskPgERkXgu4evgeAMd/e2UnMB3AU8hCMcHV1ge72ZoXWdMwcEjQ3xk12dm+VeYcj6PQ7bp7dk/pG7MPD/dTF22/1+ilVk711c675hBOQuHZy72V6Kp80L83DslJZ3JwlSc1Z1+6LA+JjPOsuHGpBiJgPNizrM5hOAzj4jnMRDHNNXhtsmoM8d/OG46ZLkR61StOtVT2yXI4jpK84tudc8sLFv58u7FLW5u/PKFQBIGSoPZ6ayV80c9maeIFB1Vz5Y+rhfA1CgJ2mv7UuxsU07qXrQzCuSP9gZ4EeAIDnGh0fqr287arKcjuFoNPfuFHtaX0jThHhY+Q3MmUGi/0IaZXNjUpzwmgtsOcDkOaluLh3jyg5If7dMIFOUZu/78CFBwCIlJ/fw7Y+VkNrQ7kCve/NFajTXIE6zRWo01yBOs0VqNNcgTrNFajTXIE6zRWo01yBOs0VqNNcgTrNFajTXIE6zRX+CyMj92qLCeQ3AAAAAElFTkSuQmCC)

#### Discussion

Just like with max and min, we can easily get descriptive statistics about the whole matrix or do calculations alon a single axis:

也可以像min和max一样可以指定axis：

# find the mean value in each column  
np.mean(matrix, axis=0)

结果：[4. 5. 6.]

### 1.9 Reshaping Arrays

#### Problem

You want to change the shape (number of rows and columns) of an array without changing the element values.

#### Solution

Use NumPy's reshape:

更改数组形状

reshapeExample.py

# load library  
import numpy as np  
  
# create 4x3 matrix  
matrix = np.array([[1, 2, 3],  
 [4, 5, 6],  
 [7, 8, 9],  
 [10, 11, 12]])  
  
# 重构  
matrix.reshape(2, 6)

结果：![fig:](data:image/png;base64,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)

#### Discussion

* The only requirement is that the shape of the original and new matrix contain the same number of elements (i.e., the same size). We can see the size of a matrix using size。reshape要求重构前和重构后的size相等，拥有相同数量
* reshape可以用参数-1表示尽可能多
* Finally, if we provide one integer, reshape will return a 1D array of that length:（如果只有一个数字那么数组将变为1维）
* print(matrix.size)  
  print(matrix.reshape(1, -1))  
  print(matrix.reshape(12))
* ![](data:image/png;base64,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)

### 1.10 Transposing a Vector or Matrix

#### Problem

You need to transpose a vector or matrix

#### Solution

Use the T method:

转置

transposingExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [4, 5, 6],  
 [7, 8, 9]])  
  
# 转置矩阵  
print(matrix.T)

结果![fig:](data:image/png;base64,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)

* Transposing is a common operation in linear algebra where the column and row indices of each element are swapped. One nuanced point that is typically overlooked outside of a linear algebra class is that, technically, a vector cannot be transposed because it is just a collection of values:（普通向量无法转置）
* However, it is common to refer to transposing a vector as converting a row vector to a column vector (notice the second pair of brackets) or vice versa:（行向量可以转置）
* # 转置向量  
  np.array([1, 2, 3, 4, 5, 6]).T  
  # 转置 行向量  
  np.array([[1, 2, 3, 4, 5, 6]]).T

结果![fig:](data:image/png;base64,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)

### 1.11 Flattening a Matrix

#### Problem

You need to transform a matrix into a one-dimensional array.

#### Solution

Use flatten:

平铺矩阵,使用flatten()函数

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [4, 5, 6],  
 [7, 8, 9]])  
# 平展矩阵  
matrix.flatten()

输出：

![](data:image/png;base64,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)

#### Discussion

flatten is a simple method to transform a matrix into a one-dimensional array. Alternatively, we can use reshape to create a row vector:

#flatten等价于，但是不创建行向量  
matrix.reshape(1, -1)

### 1.12 Finding the Rank of a Matrix

#### Problem

You need to know the rank of a matrix

#### Solution

Use NumPy's linear algebra method matrix\_rank:

计算矩阵的秩

rankExample

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 1, 1],  
 [1, 1, 10],  
 [1, 1, 15]])  
  
# 计算秩   
np.linalg.matrix\_rank(matrix)

结果：2

#### Discussion

The rank of a matrix is the dimensions of the vector space spanned by its columns or rows. Finding the rank of a matrix is easy in NumPy thanks to matrix\_rank.（求秩函数非常好用）

### 1.13 Calculating the Determinant

#### Problem

You need to know the determinant of a matrix

#### Solution

Use NumPy's linear algebra method det:

求行列式

determinantExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [2, 4, 6],  
 [3, 8, 9]])  
  
# 计算行列式  
np.linalg.det(matrix)

结果：0.0

#### Discussion

It can sometimes be useful to calculate the determinant of a matrix. NumPy makes this easy with det

计算行列式非常好用

### 1.14 Getting the Diagonal of a Matrix

#### Problem

You need to get the diagonal elements of matrix.

#### Solution

Use diagonal:

矩阵的对角线用diagonal函数

diagonalExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [2, 4, 6],  
 [3, 8, 9]])  
  
# 对角线  
print(matrix.diagonal())
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#### Discussion

NumPy makes getting the diagonal elements of a matrix easy with diagonal. It is also possible to get a diagonal off from the main diagonal by using the offset parameter:

可以用offset函数获得副对角线

print(matrix.diagonal(offset=1))  
print(matrix.diagonal(offset=-1))
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### 1.15 Calculating the Trace of a Matrix

#### Problem

You need to calculate the trace of a matrix

#### Solution

Use trace:

计算矩阵的迹

traceExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 2, 3],  
 [2, 4, 6],  
 [3, 8, 9]])  
  
# 矩阵的迹  
matrix.trace()

结果：1+4+9=14

#### Discussion

The trace of a matrix is the sum of the diagonal elements and is often used under the hood in machine learning methods. Given a NumPy multidimensional array, we can calculate the trace using trace. We can also return the diagonal of a matrix and calculate its sum:

* 矩阵的迹通常在底层适用
* 多维数组我们可以通过trace计算轨迹
* 等价于sum函数求对角线和

#等价  
print(sum(matrix.diagonal()))

### 1.16 Finding Eigenvalues and Eigenvectors

#### Problem

You need to find the eigenvalues and eigenvectors of a square matrix.

#### Solution

Use NumPy's linalg.eig:

特征值和特征向量

eigenExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, -1, 3],  
 [1, 1, 6],  
 [3, 8, 9]])  
  
#计算特征值和特征向量  
eigenvalues, eigenvectors = np.linalg.eig(matrix)  
  
# 特征值  
print(eigenvalues)  
# 特征向量  
print(eigenvectors)
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#### Discussion

Eigenvectors are widely used in machine learning libraries. Intuitively, given a linear transformation represented by a matrix, , eigenvectors are vectors that, when that transformation is applied, change only in scale (not direction). More formally:

where is a square matrix, contains the eigenvalues and contains the eigenvectors. In NumPy’s linear algebra toolset, eig lets us calculate the eigenvalues, and eigenvectors of any square matrix.

(解释特征值和特征向量的定义)

### 1.17 Calculating Dot Products

#### Problem

You need to calculate the dot product of two vectors.

#### Solution

Use NumPy's dot:

向量点积

dotExample

# load library  
import numpy as np  
  
# create two vectors  
vector\_a = np.array([1, 2, 3])  
vector\_b = np.array([4, 5, 6])  
  
# 计算点积  
print(np.dot(vector\_a, vector\_b))  
print(vector\_a@vector\_b)

结果![fig:](data:image/png;base64,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)

#### Discussion

* The dot product of two vectors, a and b, is defined as:（点积定义）
* where is the ith element of vector a. We can use NumPy’s dot class to calculate the dot product. Alternatively, in Python 3.5+ we can use the new @ operator:（3.5版本以上可以用@）
* vector\_a @ vector\_b

### 1.18 Adding and Subtracting Matricies

#### Problem

You want to add or subtract two matricies

#### Solution

Use NumPy's add and subtract:

#### Discussion

Alternatively, we can simply use the + and - operators:

加法和减法

addAndSubstract.py

# load library  
import numpy as np  
  
# create matricies  
matrix\_a = np.array([[1, 1, 1],  
 [1, 1, 1],  
 [1, 1, 2]])  
  
matrix\_b = np.array([[1, 3, 1],  
 [1, 3, 1],  
 [1, 3, 8]])  
  
# +  
print(np.add(matrix\_a, matrix\_b))  
# +  
print(matrix\_a + matrix\_b)  
# -  
print(np.subtract(matrix\_a, matrix\_b))  
# -  
print(matrix\_a - matrix\_b)

![](data:image/png;base64,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)

### 1.19 Multiplying Matricies

#### Problem

You want to multiply two matrices.

#### Solution

Use NumPy's dot:

#### Discussion

Alternatively, in Python 3.5+ we can use the @ operator:

矩阵点乘

# load library  
import numpy as np  
  
# create matrices  
matrix\_a = np.array([[1, 1],  
 [1, 2]])  
  
matrix\_b = np.array([[1, 3],  
 [1, 2]])  
  
# multiply two matrices  
np.dot(matrix\_a, matrix\_b)
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### 1.20 Inverting a Matrix

#### Problem

You want to calculate the inverse of a square matrix.

#### Solution

Use NumPy's linear algebra inv method:

invertingExample.py

# load library  
import numpy as np  
  
# create matrix  
matrix = np.array([[1, 4],  
 [2, 5]])  
  
# inv求逆  
print(np.linalg.inv(matrix))
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#### Discussion

The inverse of a square matrix, , is a second matrix , such that:

where is the identity matrix. In NumPy we can use linalg.inv to calculate if it exists. To see this in action, we can multiply a matrix by its inverse and the result is the identity matrix:

（定义：矩阵乘其逆矩阵得到单位矩阵）

print(matrix @ np.linalg.inv(matrix))
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### 1.21 Generating Random Values

#### Problem

You want to generate pseudorandom values.

#### Solution

Use NumPy's random:

生成随机值

randomExample.py

# load library  
import numpy as np  
  
# 设置种子  
np.random.seed(0)  
  
# 生成大小为3的随机数组  
print(np.random.random(3))

#### Discussion

* NumPy offers a wide variety of means to generate random numbers, many more than can be covered here. In our solution we generated floats; however, it is also common to generate integers:
* (numpy提供了许多生成随机数的方法，可以生成整数)
* Alternatively, we can generate numbers by drawing them from a distribution:
* （我们可以从特殊分布中提取数字）
* Finally, it can sometimes be useful to return the same random numbers multiple times to get predictable, repeatable results. We can do this by setting the “seed” (an integer) of the pseudorandom generator. Random processes with the same seed will always produce the same output. We will use seeds throughout this book so that the code you see in the book and the code you run on your computer produces the same results.

（有时可以通过设置相同的种子来产生多次相同的值，这有时候会很有用；种子产生的是伪随机数）

# 生成3个在 1 和 10的随机整数  
print(np.random.randint(0, 11, 3))  
# 从均值为0的正态分布生成三个随机数  
# 方差为1  
print(np.random.normal(0.0, 1.0, 3))  
# 从logistic分布中获得3个随机数  
print(np.random.logistic(0.0, 1.0, 3))  
# 从均值分布中获得3个随机数  
print(np.random.uniform(1.0, 2.0, 3))
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