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### 核桃的数量

问题描述

小张是软件项目经理，他带领3个开发组。工期紧，今天都在加班呢。为鼓舞士气，小张打算给每个组发一袋核桃（据传言能补脑）。他的要求是：

1. 各组的核桃数量必须相同

2. 各组内必须能平分核桃（当然是不能打碎的）

3. 尽量提供满足1,2条件的最小数量（节约闹革命嘛）

输入格式

输入包含三个正整数a, b, c，表示每个组正在加班的人数，用空格分开（a,b,c<30）

输出格式

输出一个正整数，表示每袋核桃的数量。

样例输入1

2 4 5

样例输出1

20

样例输入2

3 1 1

样例输出2

3

import java.io.\*;

public class Main {

public static void main(String[] args) throws IOException {

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

String str[] = br.readLine().split(" ");

int[] arr = new int[3];

for (int a = 0; a < arr.length; a++) {

arr[a] = Integer.parseInt(str[a]);

}

for (int a = 1; a < 27000; a++) {

if (a % arr[0] == 0 && a % arr[1] == 0 && a % arr[2] == 0) {

System.out.print(a);

break;

}

}

}

}

### 打印十字图

问题描述

小明为某机构设计了一个十字型的徽标（并非红十字会啊），如下所示：

..$$$$$$$$$$$$$..  
..$...........$..  
$$$.$$$$$$$$$.$$$  
$...$.......$...$  
$.$$$.$$$$$.$$$.$  
$.$...$...$...$.$  
$.$.$$$.$.$$$.$.$  
$.$.$...$...$.$.$  
$.$.$.$$$$$.$.$.$  
$.$.$...$...$.$.$  
$.$.$$$.$.$$$.$.$  
$.$...$...$...$.$  
$.$$$.$$$$$.$$$.$  
$...$.......$...$  
$$$.$$$$$$$$$.$$$  
..$...........$..  
..$$$$$$$$$$$$$..

对方同时也需要在电脑dos窗口中以字符的形式输出该标志，并能任意控制层数。

输入格式

一个正整数 n (n<30) 表示要求打印图形的层数。

输出格式

对应包围层数的该标志。

样例输入1

1

样例输出1

..$$$$$..  
..$...$..  
$$$.$.$$$  
$...$...$  
$.$$$$$.$  
$...$...$  
$$$.$.$$$  
..$...$..  
..$$$$$..

样例输入2

3

样例输出2

..$$$$$$$$$$$$$..  
..$...........$..  
$$$.$$$$$$$$$.$$$  
$...$.......$...$  
$.$$$.$$$$$.$$$.$  
$.$...$...$...$.$  
$.$.$$$.$.$$$.$.$  
$.$.$...$...$.$.$  
$.$.$.$$$$$.$.$.$  
$.$.$...$...$.$.$  
$.$.$$$.$.$$$.$.$  
$.$...$...$...$.$  
$.$$$.$$$$$.$$$.$  
$...$.......$...$  
$$$.$$$$$$$$$.$$$  
..$...........$..  
..$$$$$$$$$$$$$..

提示:请仔细观察样例，尤其要注意句点的数量和输出位置。

![](data:image/png;base64,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)

import java.util.Scanner;

public class Main{

public static void main(String[] args){

Scanner sc=new Scanner(System.in);

fd(sc.nextInt());

}

public static void fd(int n){

int len=5+4\*n;

String a[][]=new String[len][len];

int b=len/2;

for(int i=0;i<len;i++){

for(int j=0;j<len;j++){

a[i][j]=".";

}}

for(int i=b-2;i<b+2;i++){

a[i][b]="$";

a[b][i]="$";

}

for(int m=0;m<n;m++){

for(int i=b-2-2\*m;i<(b+3+2\*m);i++){

a[b - (4+m\*2)][i] = "$";

a[b + (4+m\*2)][i] = "$";

a[i][b - (4+m\*2)] = "$";

a[i][b + (4+m\*2)] = "$";

}

}

for(int m=0;m<n;m++){

for (int i = b - (3+m\*2); i <= b + 3+m\*2; i++) {

a[b - (2+m\*2)][i] = "$";

a[b + 2+m\*2][i] = "$";

a[i][b + 2+m\*2] = "$";

a[i][b - (2+m\*2)]= "$";

}

a[b - (2+m\*2)][b - (1+m\*2)] = ".";

a[b - (2+m\*2)][b + 1+m\*2] = ".";

a[b + 2+m\*2][b - (1+m\*2)] = ".";

a[b + 2+m\*2][b + 1+m\*2] = ".";

a[b - (1+m\*2)][b - (2+m\*2)] = ".";

a[b + 1+m\*2][b - (2+m\*2)] = ".";

a[b - (1+m\*2)][b + 2+m\*2] = ".";

a[b + 1+m\*2][b + 2+m\*2] = ".";

}

for (int i= 0; i < len; i++) {

for (int j = 0; j < len; j++) {

System.out.print(a[i][j]);

}

System.out.println();

}

}

}

### 带分数

问题描述

100 可以表示为带分数的形式：100 = 3 + 69258 / 714。

还可以表示为：100 = 82 + 3546 / 197。

注意特征：带分数中，数字1~9分别出现且只出现一次（不包含0）。

类似这样的带分数，100 有 11 种表示法。

输入格式

从标准输入读入一个正整数N (N<1000\*1000)

输出格式

程序输出该数字用数码1~9不重复不遗漏地组成带分数表示的全部种数。

注意：不要求输出每个表示，只统计有多少表示法！

样例输入1

100

样例输出1

11

样例输入2

105

样例输出2

6
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import java.util.Scanner;

/\*\*

\* http://lx.lanqiao.org/problem.page?gpid=T26

\* Created by revintec on 14-5-5.

\*/

public class Main{

static int getBits(int k){

int bits=0;

while(k>0){

int a=k%10;k/=10;

if(a==0) return -1;

int b=1<<a;

if((bits&b)!=0) return -1;

bits|=b;

}return bits;

}

static int getBits2(int b){

int lo=9;

for(int i=1;i<1<<10;i<<=1)

if((b&i)!=0) --lo;

return lo;

}

public static void main(String[] args){

// System.clearProperty("m.TEST");

Scanner sc=System.getProperty("m.TEST")==null?new Scanner(System.in):

new Scanner("999988");

int sx=sc.nextInt();

int[] ts={0,

10,

100,

1000,

10000,

100000,

1000000,

10000000,

100000000,

1000000000,

};

int so=0;

for(int a=1;a<sx;++a){

int bits=getBits(a);

if(bits==-1) continue;

for(int b=1;;++b){

int bts=getBits(b);

if((bits&bts)!=0) continue;

bts|=bits;

long c=b\*(sx-a);

if(c>=ts[getBits2(bts)]) break;

if((getBits((int)c)^bts)==1022)

++so;

}

}System.out.println(so);

}

}

### 剪格子

问题描述

如下图所示，3 x 3 的格子中填写了一些整数。

+--\*--+--+  
|10\* 1|52|  
+--\*\*\*\*--+  
|20|30\* 1|  
\*\*\*\*\*\*\*--+  
| 1| 2| 3|  
+--+--+--+

我们沿着图中的星号线剪开，得到两个部分，每个部分的数字和都是60。

本题的要求就是请你编程判定：对给定的m x n 的格子中的整数，是否可以分割为两个部分，使得这两个区域的数字和相等。

如果存在多种解答，请输出包含左上角格子的那个区域包含的格子的最小数目。

如果无法分割，则输出 0。

输入格式

程序先读入两个整数 m n 用空格分割 (m,n<10)。

表示表格的宽度和高度。

接下来是n行，每行m个正整数，用空格分开。每个整数不大于10000。

输出格式

输出一个整数，表示在所有解中，包含左上角的分割区可能包含的最小的格子数目。

样例输入1

3 3  
10 1 52  
20 30 1  
1 2 3

样例输出1

3

样例输入2

4 3  
1 1 1 1  
1 30 80 2  
1 1 1 100

样例输出2

10
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import java.util.Scanner;

public class Main{

static int sum,half,m,n;

static int[][] map;

static boolean[][] flag;

static int count=100;

public static void main(String[] args) {

// TODO Auto-generated method stub

Scanner sc=new Scanner(System.in);

n=sc.nextInt();

m=sc.nextInt();

map=new int[m][n];

flag=new boolean[m][n];

for(int i=0;i<m;i++)

for(int j=0;j<n;j++){

map[i][j]=sc.nextInt();

sum+=map[i][j];

}

if(sum%2!=0)

System.out.println(0);

else{

half=sum/2;

dfs(0,0,1,0);

System.out.println(count==100?0:count);

}

}

private static void dfs(int i, int j, int step,int s) {

if(i<0 || i>=m || j<0 || j>=n ){

return;

}

if(flag[i][j]==true)

return;

if(s>half){

flag[i][j]=false;

return;

}

else{

s+=map[i][j];

flag[i][j]=true;

if(s==half){

if(step<count)

count=step;

}

else{

dfs(i+1,j,step+1,s);

dfs(i,j+1,step+1,s);

dfs(i-1,j,step+1,s);

dfs(i,j-1,step+1,s);

flag[i][j]=false;

}

}

}

}

### 错误票据

问题描述

某涉密单位下发了某种票据，并要在年终全部收回。

每张票据有唯一的ID号。全年所有票据的ID号是连续的，但ID的开始数码是随机选定的。

因为工作人员疏忽，在录入ID号的时候发生了一处错误，造成了某个ID断号，另外一个ID重号。

你的任务是通过编程，找出断号的ID和重号的ID。

假设断号不可能发生在最大和最小号。

输入格式

要求程序首先输入一个整数N(N<100)表示后面数据行数。

接着读入N行数据。

每行数据长度不等，是用空格分开的若干个（不大于100个）正整数（不大于100000），请注意行内和行末可能有多余的空格，你的程序需要能处理这些空格。

每个整数代表一个ID号。

输出格式

要求程序输出1行，含两个整数m n，用空格分隔。

其中，m表示断号ID，n表示重号ID

样例输入1

2  
5 6 8 11 9   
10 12 9

样例输出1

7 9

样例输入2

6  
164 178 108 109 180 155 141 159 104 182 179 118 137 184 115 124 125 129 168 196  
172 189 127 107 112 192 103 131 133 169 158   
128 102 110 148 139 157 140 195 197  
185 152 135 106 123 173 122 136 174 191 145 116 151 143 175 120 161 134 162 190  
149 138 142 146 199 126 165 156 153 193 144 166 170 121 171 132 101 194 187 188  
113 130 176 154 177 120 117 150 114 183 186 181 100 163 160 167 147 198 111 119

样例输出2

105 120
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import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.util.ArrayList;

import java.util.List;

public class Main {

public static void main(String[] args) throws Exception {

int duan = 0;

int chong = 0;

List<Integer> list = new ArrayList();

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

String line = br.readLine();

int len = Integer.parseInt(line);

for(int i = 0; i < len; i++)

{

String l = br.readLine();

String[] s = l.split(" ");

for(int j = 0; j < s.length; j++)

{

list.add(Integer.parseInt(s[j]));

}

}

for(int i = 0 ; i < list.size(); i++)

{

for(int j = 0; j < list.size(); j++)

{

int a = list.get(i);

int b = list.get(j);

int temp = 0;

if(a < b)

{

temp = a;

// a = b;

// b = temp;

list.set(i, b);

list.set(j, temp);

}

}

}

for(int i = 0 ; i < list.size() - 1; i++)

{

int a = list.get(i);

int b = list.get(i + 1);

if(a == b)

chong = a;

if(b - a > 1)

duan = b -1;

}

System.out.println(duan + " " + chong);

}

}

### 翻硬币

问题描述

小明正在玩一个“翻硬币”的游戏。

桌上放着排成一排的若干硬币。我们用 \* 表示正面，用 o 表示反面（是小写字母，不是零）。

比如，可能情形是：\*\*oo\*\*\*oooo

如果同时翻转左边的两个硬币，则变为：oooo\*\*\*oooo

现在小明的问题是：如果已知了初始状态和要达到的目标状态，每次只能同时翻转相邻的两个硬币,那么对特定的局面，最少要翻动多少次呢？

我们约定：把翻动相邻的两个硬币叫做一步操作，那么要求：

输入格式

两行等长的字符串，分别表示初始状态和要达到的目标状态。每行的长度<1000

输出格式

一个整数，表示最小操作步数。

样例输入1

\*\*\*\*\*\*\*\*\*\*  
o\*\*\*\*o\*\*\*\*

样例输出1

5

样例输入2

\*o\*\*o\*\*\*o\*\*\*  
\*o\*\*\*o\*\*o\*\*\*

样例输出2

1
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import java.io.BufferedReader;

import java.io.InputStreamReader;

public class Main{

public static void main(String[] args)throws Exception {

BufferedReader bu = new BufferedReader(

new InputStreamReader(System.in));

String s = bu.readLine();

char[] c1 = s.toCharArray();

s = bu.readLine();

char[] c2 = s.toCharArray();

int i = 0;

int c = 0;

boolean[] b = new boolean[c1.length];

boolean x = false;

while(!x){

if(c1[i] == c2[i]){

i++;

b[i] =true;

}else{

if(i < c1.length -1){

c1[i] = fz(c1[i]);

c1[i+1] = fz(c1[i+1]);

c++;

i++;

}

}

for(int i1 = 0;i1 < b.length;i1++){

if(b[i1] == true){

x = true;

} else{

x = false;

}

}

}

System.out.println(c);

}

public static char fz(char c ){

if(c == '\*'){

return 'o';

}else{

return '\*';

}

}

}

### 连号区间数

问题描述

小明这些天一直在思考这样一个奇怪而有趣的问题：

在1~N的某个全排列中有多少个连号区间呢？这里所说的连号区间的定义是：

如果区间[L, R] 里的所有元素（即此排列的第L个到第R个元素）递增排序后能得到一个长度为R-L+1的“连续”数列，则称这个区间连号区间。

当N很小的时候，小明可以很快地算出答案，但是当N变大的时候，问题就不是那么简单了，现在小明需要你的帮助。

输入格式

第一行是一个正整数N (1 <= N <= 50000), 表示全排列的规模。

第二行是N个不同的数字Pi(1 <= Pi <= N)， 表示这N个数字的某一全排列。

输出格式

输出一个整数，表示不同连号区间的数目。

样例输入1

4  
3 2 4 1

样例输出1

7

样例输入2

5  
3 4 2 5 1

样例输出2

9
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import java.io.\*;

public class Main{

public static void main(String[] args)throws IOException {

//long start=System.currentTimeMillis();

fun();

//System.out.println("\nTime:"+(System.currentTimeMillis()-start)+"ms");

}

public static void fun()throws IOException{

//String filename="test.txt";

//FileInputStream file=new FileInputStream(filename);

//System.setIn(file);

int[] a;

StreamTokenizer st=new StreamTokenizer(new InputStreamReader(System.in));

st.nextToken();

int n=(int)st.nval;

a=new int[n];

for(int i=0;i<n;i++){

st.nextToken();

a[i]=(int)st.nval;

}

int min;

int max;

int num=0;

for(int l=0;l<n;l++){

min=max=a[l];

for(int r=l;r<n;r++){

if(a[r]<min)min=a[r];

if(a[r]>max)max=a[r];

//

if(max-min==r-l)

num++;

}

}

System.out.print(num);

}

}

### 买不到的数目

问题描述

小明开了一家糖果店。他别出心裁：把水果糖包成4颗一包和7颗一包的两种。糖果不能拆包卖。

小朋友来买糖的时候，他就用这两种包装来组合。当然有些糖果数目是无法组合出来的，比如要买 10 颗糖。

你可以用计算机测试一下，在这种包装情况下，最大不能买到的数量是17。大于17的任何数字都可以用4和7组合出来。

本题的要求就是在已知两个包装的数量时，求最大不能组合出的数字。

输入格式

两个正整数，表示每种包装中糖的颗数(都不多于1000)

输出格式

一个正整数，表示最大不能买到的糖数

样例输入1

4 7

样例输出1

17

样例输入2

3 5

样例输出2

7
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import java.io.BufferedReader;

import java.io.InputStreamReader;

public class Main {

public static void main(String[] args) throws Throwable {

BufferedReader buf = new BufferedReader(

new InputStreamReader(System.in));

String strNum = buf.readLine();

String[] num = strNum.split(" ");

buf.close();

int a, b;

a = Integer.valueOf(num[0]);

b = Integer.valueOf(num[1]);

if (a > b) {

int tem = a;

a = b;

b = tem;

}

int c = a \* b;

int tem = c;

while (tem > 0) {

if (tem % a == 0)

tem = --c;

else if (tem % b == 0)

tem = --c;

else

tem -= b;

}

System.out.println(c);

}

}

### 大臣的旅费

问题描述

很久以前，T王国空前繁荣。为了更好地管理国家，王国修建了大量的快速路，用于连接首都和王国内的各大城市。

为节省经费，T国的大臣们经过思考，制定了一套优秀的修建方案，使得任何一个大城市都能从首都直接或者通过其他大城市间接到达。同时，如果不重复经过大城市，从首都到达每个大城市的方案都是唯一的。

J是T国重要大臣，他巡查于各大城市之间，体察民情。所以，从一个城市马不停蹄地到另一个城市成了J最常做的事情。他有一个钱袋，用于存放往来城市间的路费。

聪明的J发现，如果不在某个城市停下来修整，在连续行进过程中，他所花的路费与他已走过的距离有关，在走第x千米到第x+1千米这一千米中（x是整数），他花费的路费是x+10这么多。也就是说走1千米花费11，走2千米要花费23。

J大臣想知道：他从某一个城市出发，中间不休息，到达另一个城市，所有可能花费的路费中最多是多少呢？

输入格式

输入的第一行包含一个整数n，表示包括首都在内的T王国的城市数

城市从1开始依次编号，1号城市为首都。

接下来n-1行，描述T国的高速路（T国的高速路一定是n-1条）

每行三个整数Pi, Qi, Di，表示城市Pi和城市Qi之间有一条高速路，长度为Di千米。

输出格式

输出一个整数，表示大臣J最多花费的路费是多少。

样例输入1

5  
1 2 2  
1 3 1  
2 4 5  
2 5 4

样例输出1

135

输出格式

大臣J从城市4到城市5要花费135的路费。

![](data:image/png;base64,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)

import java.io.BufferedInputStream;

import java.io.IOException;

import java.util.ArrayList;

public class Main

{

private static BufferedInputStream in = new BufferedInputStream(System.in);

private static ArrayList<Node> n = new ArrayList<Node>();

private static Integer dis = 0;

private static Integer pow = 0;

public static void main(String[] args) throws IOException

{

int size = readInt();

for(int i=0; i<size; i++)

{

n.add(null);

}

for(int i=1; i<size; i++)

{

int x = readInt()-1;

int y = readInt()-1;

int d = readInt();

Node node = new Node();

node.nextSide = n.get(x);

node.con = y;

node.power = d;

n.set(x, node);

node = new Node();

node.nextSide = n.get(y);

node.con = x;

node.power = d;

n.set(y, node);

}

away(0, 0, -1);

pow = 0;

away(dis, 0, -1);

System.out.println(pow \* 10 + (1 + pow) \* pow /2);

}

private static void away(int index, int power, int from)

{

if(pow < power)

{

pow = power;

dis = index;

}

Node node = n.get(index);

while(node != null)

{

if(node.con == from)

{

node = node.nextSide;

continue;

}

away(node.con, power + node.power, index);

node = node.nextSide;

}

}

private static int readInt() throws IOException

{

int i,sum=0;

while(((i=in.read())&48) != 48 || i>57);

for(;(i&56) == 48 || (i&62) == 56; i=in.read())

sum = sum\*10 + (i&15);

return sum;

}

private static class Node

{

int power;

int con;

Node nextSide;

}

}

### 幸运数

问题描述

幸运数是波兰数学家乌拉姆命名的。它采用与生成素数类似的“筛法”生成

。

首先从1开始写出自然数1,2,3,4,5,6,....

1 就是第一个幸运数。

我们从2这个数开始。把所有序号能被2整除的项删除，变为：

1 \_ 3 \_ 5 \_ 7 \_ 9 ....

把它们缩紧，重新记序，为：

1 3 5 7 9 .... 。这时，3为第2个幸运数，然后把所有能被3整除的序号位置的数删去。注意，是序号位置，不是那个数本身能否被3整除!! 删除的应该是5，11, 17, ...

此时7为第3个幸运数，然后再删去序号位置能被7整除的(19,39,...)

最后剩下的序列类似：

1, 3, 7, 9, 13, 15, 21, 25, 31, 33, 37, 43, 49, 51, 63, 67, 69, 73, 75, 79, ...

输入格式

输入两个正整数m n, 用空格分开 (m < n < 1000\*1000)

输出格式

程序输出 位于m和n之间的幸运数的个数（不包含m和n）。

样例输入1

1 20

样例输出1

5

样例输入2

30 69

样例输出2

8
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import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStream;

import java.io.InputStreamReader;

import java.util.ArrayList;

import java.util.StringTokenizer;

class Reader11{

static BufferedReader reader;

static StringTokenizer tokenizer;

static void init(InputStream input){

reader=new BufferedReader(new InputStreamReader(input));

tokenizer=new StringTokenizer("");

}

static String next() throws IOException{

while (!tokenizer.hasMoreElements()) {

tokenizer =new StringTokenizer(reader.readLine());

}

return tokenizer.nextToken();

}

static int nextInt() throws IOException{

return Integer.parseInt(next());

}

}

public class Main{

/\*\*

\* @param args

\* @throws IOException

\*/

public static void main(String[] args) throws IOException {

// TODO Auto-generated method stub

Reader11.init(System.in);

int m=Reader11.nextInt();

int n=Reader11.nextInt();

ArrayList<Integer> a=new ArrayList<Integer>();

for (int i = 1; i < n; i++) {

a.add(i);

}

int k=1;

int t=a.get(k);

while (t<=a.size()) {

int t0=a.get(k+1);

for (int j = 1; t\*j < a.size()+j; j++) {

a.remove(t\*j-j);

}

if (a.get(k)==t0) {

}else {

k++;

}

t=a.get(k);

}

int Mj = 0;

for (int i = 0; i < a.size(); i++) {

if (a.get(i)>m) {

Mj=i;

break;

}else if(a.get(i)==m){

Mj=i+1;

break;

}

}

System.out.println(a.size()-Mj);

}

}

### 横向打印二叉树

问题描述

二叉树可以用于排序。其原理很简单：对于一个排序二叉树添加新节点时，先与根节点比较，若小则交给左子树继续处理，否则交给右子树。

当遇到空子树时，则把该节点放入那个位置。

比如，10 8 5 7 12 4 的输入顺序，应该建成二叉树如下图所示，其中.表示空白。

...|-12  
10-|  
...|-8-|  
.......|...|-7  
.......|-5-|  
...........|-4

本题目要求：根据已知的数字，建立排序二叉树，并在标准输出中横向打印该二叉树。

输入格式

输入数据为一行空格分开的N个整数。 N<100，每个数字不超过10000。

输入数据中没有重复的数字。

输出格式

输出该排序二叉树的横向表示。为了便于评卷程序比对空格的数目，请把空格用句点代替：

样例输入1

10 5 20

样例输出1

...|-20  
10-|  
...|-5

样例输入2

5 10 20 8 4 7

样例输出2

.......|-20  
..|-10-|  
..|....|-8-|  
..|........|-7  
5-|  
..|-4
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import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.util.StringTokenizer;

public class Main {

static int n;

static int[] a=new int[108];

static int[] left;

static int[] right;

static int[] level;

static int maxl=0;

static int M,N;

static char[][] map;

static boolean[] flag;

static boolean[] flag2;

static void add(int root,int index)

{

if(a[index]<a[root])

if(left[root]==0) {

left[root]=index; level[index]=level[root]+1;

if(level[index]>maxl) maxl=level[index]; }

else add(left[root],index);

else

if(right[root]==0) { right[root]=index; level[index]=level[root]+1; if(level[index]>maxl) maxl=level[index]; }

else add(right[root],index);

}

static void Fill(int root,int x,int y)

{

int lvl=level[root]+1;

String num=String.valueOf(a[root]);

int len=num.length();

flag[x]=true;

for(int i=0;i<len;i++)

{

map[x][y-i]=num.charAt(i);

int h=2<<(maxl-lvl);

for(int j=1;j<h;j++) { map[x+j][y-i]='.'; map[x-j][y-i]='.'; }

}

if(left[root]==0 && right[root]==0 && level[root]<maxl) flag2[x]=true;

if(left[root]!=0)

Fill(left[root],x+(2<<(maxl-lvl))/2,y-8);

if(right[root]!=0)

Fill(right[root],x-(2<<(maxl-lvl))/2,y-8);

}

public static void main(String[] args) throws IOException {

BufferedReader bfr = new BufferedReader(new InputStreamReader(System.in));

StringTokenizer tok=new StringTokenizer(bfr.readLine());

// long begin=System.currentTimeMillis();

int i,j;

for(i=1;tok.hasMoreTokens();i++) a[i]=Integer.parseInt(tok.nextToken());

n=i;

left =new int[n];

right =new int[n];

level=new int[n];

left[0]=1; right[0]=1; level[0]=0; level[1]=1;

for(i=2;i<n;i++)

add(1,i);

M=(2<<(maxl-1))-1;

N=8\*maxl-3;

map=new char[M][N];

flag=new boolean[M];

flag2=new boolean[M];

for(int l=1;l<maxl;l++)

{

int ty=l\*8-1;

int start=(2<<(l-1))-1,d=(2<<l);

for(i=0;i<M;i++) map[i][ty]=map[i][ty-1]=map[i][ty-2]='.';

for(i=start;i<M;i+=d)

{

map[i][ty]='-';

int hei=(2<<(l-1))/2;

for(int ii=0;ii<=hei;ii++)

{

map[i+ii][ty-1]='|';

map[i-ii][ty-1]='|';

}

map[i+hei][ty-2]='-';

map[i-hei][ty-2]='-';

}

}

Fill(1,M/2,N-1);

for(i=0;i<M;i++)

{

if(flag[i])

{

for(j=0;;j++)

if(map[i][j]!=0 && map[i][j]!='.') break;

int jj;

for(jj=N-1;jj>j+1;jj--)

if(map[i][jj]!=0)

System.out.print(map[i][jj]);

if(!flag2[i])

System.out.print(map[i][jj]+""+map[i][jj-1]);

System.out.println();

}

}

// System.out.println(System.currentTimeMillis()-begin);

}

}

### 危险系数

问题描述

抗日战争时期，冀中平原的地道战曾发挥重要作用。

地道的多个站点间有通道连接，形成了庞大的网络。但也有隐患，当敌人发现了某个站点后，其它站点间可能因此会失去联系。

我们来定义一个危险系数DF(x,y)：

对于两个站点x和y (x != y), 如果能找到一个站点z，当z被敌人破坏后，x和y不连通，那么我们称z为关于x,y的关键点。相应的，对于任意一对站点x和y，危险系数DF(x,y)就表示为这两点之间的关键点个数。

本题的任务是：已知网络结构，求两站点之间的危险系数。

输入格式

输入数据第一行包含2个整数n(2 <= n <= 1000), m(0 <= m <= 2000),分别代表站点数，通道数；

接下来m行，每行两个整数 u,v (1 <= u, v <= n; u != v)代表一条通道；

最后1行，两个数u,v，代表询问两点之间的危险系数DF(u, v)。

输出格式

一个整数，如果询问的两点不连通则输出-1.

样例输入

7 6  
1 3  
2 3  
3 4  
3 5  
4 5  
5 6  
1 6

样例输出

2
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import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.util.ArrayList;

import java.util.StringTokenizer;

public class Main {

static int n,m;

public static void main(String[] args) throws IOException {

BufferedReader bfr=new BufferedReader(new InputStreamReader(System.in));

StringTokenizer tok=new StringTokenizer(bfr.readLine());

// long begin=System.currentTimeMillis();

n=Integer.parseInt(tok.nextToken());

m=Integer.parseInt(tok.nextToken());

ArrayList<Integer>[] way=new ArrayList[n];

int count=0;

int i;

for(i=0;i<n;i++) way[i]=new ArrayList<Integer>();

for(i=0;i<m;i++)

{

tok=new StringTokenizer(bfr.readLine());

int x=Integer.parseInt(tok.nextToken())-1, y=Integer.parseInt(tok.nextToken())-1;

way[x].add(y); way[y].add(x);

}

tok=new StringTokenizer(bfr.readLine());

int g1=Integer.parseInt(tok.nextToken())-1, g2=Integer.parseInt(tok.nextToken())-1;

for(i=0;i<n;i++)

{

if(i==g1 || i==g2) continue;

boolean[] flag=new boolean[n];

int[] que=new int [n];

int front=0,rear=1;

que[0]=g1;

while(front<rear)

{

for(int p=0;p<way[que[front]].size();p++)

{

if(way[que[front]].get(p)==i) continue;

if (!flag[way[que[front]].get(p)])

{

que[rear] = way[que[front]].get(p);

flag[que[rear]]=true;

if(que[rear]==g2) break;

rear++;

}

}

if(flag[g2]) { count++; break; }

front++;

}

}

System.out.println(n-2-count);

// System.out.println(System.currentTimeMillis()-begin);

}

}

### 网络寻路
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问题描述

X 国的一个网络使用若干条线路连接若干个节点。节点间的通信是双向的。某重要数据包，为了安全起见，必须恰好被转发两次到达目的地。该包可能在任意一个节点产生，我们需要知道该网络中一共有多少种不同的转发路径。

源地址和目标地址可以相同，但中间节点必须不同。

如下图所示的网络。

1 -> 2 -> 3 -> 1 是允许的

1 -> 2 -> 1 -> 2 或者 1 -> 2 -> 3 -> 2 都是非法的。

输入格式

输入数据的第一行为两个整数N M，分别表示节点个数和连接线路的条数(1<=N<=10000; 0<=M<=100000)。

接下去有M行，每行为两个整数 u 和 v，表示节点u 和 v 联通(1<=u,v<=N , u!=v)。

输入数据保证任意两点最多只有一条边连接，并且没有自己连自己的边，即不存在重边和自环。

输出格式

输出一个整数，表示满足要求的路径条数。

样例输入1

3 3  
1 2  
2 3  
1 3

样例输出1

6

样例输入2

4 4  
1 2  
2 3  
3 1  
1 4

样例输出2

10
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import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.util.ArrayList;

import java.util.StringTokenizer;

public class Main {

public static void main(String[] args) throws IOException {

BufferedReader bfr = new BufferedReader(

new InputStreamReader(System.in));

StringTokenizer tok = new StringTokenizer(bfr.readLine());

int n = Integer.parseInt(tok.nextToken());

int m = Integer.parseInt(tok.nextToken());

int i, count = 0;

ArrayList<Integer>[] way = new ArrayList[n];

for (i = 0; i < n; i++)

way[i] = new ArrayList<Integer>();

for (i = 0; i < m; i++) {

tok = new StringTokenizer(bfr.readLine());

int x = Integer.parseInt(tok.nextToken()) - 1;

int y = Integer.parseInt(tok.nextToken()) - 1;

way[x].add(y);

way[y].add(x);

}

for (i = 0; i < n; i++) {

int a = i, ll = way[i].size();

for (int ii = 0; ii < ll; ii++) {

int aa = way[a].get(ii);

int lll = way[aa].size();

for (int iii = 0; iii < lll; iii++) {

int aaa = way[aa].get(iii);

if (aaa == a)

continue;

count += way[aaa].size();

count--;

}

}

}

System.out.println(count);

}

}

### 高僧斗法

问题描述

　　古时丧葬活动中经常请高僧做法事。仪式结束后，有时会有“高僧斗法”的趣味节目，以舒缓压抑的气氛。  
　　节目大略步骤为：先用粮食（一般是稻米）在地上“画”出若干级台阶（表示N级浮屠）。又有若干小和尚随机地“站”在某个台阶上。最高一级台阶必须站人，其它任意。(如图1所示)  
　　两位参加游戏的法师分别指挥某个小和尚向上走任意多级的台阶，但会被站在高级台阶上的小和尚阻挡，不能越过。两个小和尚也不能站在同一台阶，也不能向低级台阶移动。  
　　两法师轮流发出指令，最后所有小和尚必然会都挤在高段台阶，再也不能向上移动。轮到哪个法师指挥时无法继续移动，则游戏结束，该法师认输。  
　　对于已知的台阶数和小和尚的分布位置，请你计算先发指令的法师该如何决策才能保证胜出。

输入格式

　　输入数据为一行用空格分开的N个整数，表示小和尚的位置。台阶序号从1算起，所以最后一个小和尚的位置即是台阶的总数。（N<100, 台阶总数<1000）

输出格式

　　输出为一行用空格分开的两个整数: A B, 表示把A位置的小和尚移动到B位置。若有多个解，输出A值较小的解，若无解则输出-1。

样例输入

1 5 9

样例输出

1 4

样例输入

1 5 8 10

样例输出

1 3
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import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.util.StringTokenizer;

public class Main {

public static void main(String[] args) throws IOException {

BufferedReader bfr=new BufferedReader(new InputStreamReader(System.in));

StringTokenizer tok= new StringTokenizer(bfr.readLine());

int i=0,j,flag=1;

int[] monk=new int[108];

while(tok.hasMoreTokens()) monk[i++]=Integer.parseInt(tok.nextToken());

int N=i-1;

int[] A=new int[N];

for(i=0;i<N;i++) A[i]=monk[i+1]-monk[i]-1;

int sum=A[0];

for(i=2;i<N;i++,i++) sum^=A[i];

if(sum==0) System.out.println(-1);

else

{

for(i=0;i<N;i++)

{

for(j=1;j<=A[i];j++)

{

int s=sum;

A[i]-=j;

if(i>0) A[i-1]+=j;

if(i%2==0) { s^=(A[i]+j); s^=A[i]; }

else { s^=(A[i-1]-j); s^=A[i-1]; }

if(s==0) { System.out.println(monk[i]+" "+(monk[i]+j)); flag=0; break; }

else { A[i]+=j; if(i>0) A[i-1]-=j; }

}

if(flag==0) break;

}

}

}

}

### 格子刷油漆

问题描述

　　X国的一段古城墙的顶端可以看成 2\*N个格子组成的矩形（如下图所示），现需要把这些格子刷上保护漆。
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你可以从任意一个格子刷起，刷完一格，可以移动到和它相邻的格子（对角相邻也算数），但不能移动到较远的格子（因为油漆未干不能踩！）  
　　比如：a d b c e f 就是合格的刷漆顺序。  
　　c e f d a b 是另一种合适的方案。  
　　当已知 N 时，求总的方案数。当N较大时，结果会迅速增大，请把结果对 1000000007 (十亿零七) 取模。

输入格式

　　输入数据为一个正整数（不大于1000）

输出格式

　　输出数据为一个正整数。

样例输入

2

样例输出

24

样例输入

3

样例输出

96

样例输入

22

样例输出

359635897
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import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

public class Main {

public static void main(String[] args) throws NumberFormatException, IOException {

BufferedReader bfr = new BufferedReader(new InputStreamReader(System.in));

int n=Integer.parseInt(bfr.readLine());

long sum=0,mod=1000000007;

long[] A=new long[n+1];

long[] B=new long[n+1];

A[1]=1; A[2]=2;

B[1]=1; B[2]=6;

int i,j;

for(i=3;i<=n;i++)

{

A[i]=2\*A[i-1]%mod;

B[i]=(2\*B[i-1]%mod+2\*A[i-2]%mod+B[i-2]\*2%mod+2\*A[i-2]%mod+2\*B[i-2]%mod)%mod;

}

sum=4\*B[n]%mod;

for(j=2;j<n;j++)

{

sum+=(2\*(A[j-1]\*2\*B[n-j]\*2%mod+2\*A[n-j]\*2\*B[j-1]%mod));

sum%=mod;

}

if(n>1) System.out.println(sum);

else System.out.println(2);

}

}

### 农场阳光

问题描述

　　X星球十分特殊，它的自转速度与公转速度相同，所以阳光总是以固定的角度照射。  
　　最近，X星球为发展星际旅游业，把空间位置出租给Y国游客来晒太阳。每个租位是漂浮在空中的圆盘形彩云（圆盘与地面平行）。当然，这会遮挡住部分阳光，被遮挡的土地植物无法生长。  
　　本题的任务是计算某个农场宜于作物生长的土地面积有多大。

输入格式

　　输入数据的第一行包含两个整数a, b，表示某农场的长和宽分别是a和b，此时，该农场的范围是由坐标(0, 0, 0), (a, 0, 0), (a, b, 0), (0, b, 0)围成的矩形区域。  
　　第二行包含一个实数g，表示阳光照射的角度。简单起见，我们假设阳光光线是垂直于农场的宽的，此时正好和农场的长的夹角是g度，此时，空间中的一点(x, y, z)在地面的投影点应该是(x + z \* ctg(g度), y, 0)，其中ctg(g度)表示g度对应的余切值。  
　　第三行包含一个非负整数n，表示空中租位个数。  
　　接下来 n 行，描述每个租位。其中第i行包含4个整数xi, yi, zi, ri，表示第i个租位彩云的圆心在(xi, yi, zi)位置，圆半径为ri。

输出格式

　　要求输出一个实数，四舍五入保留两位有效数字，表示农场里能长庄稼的土地的面积。

样例输入

10 10  
90.0  
1  
5 5 10 5

样例输出

21.46

样例输入

8 8  
90.0  
1  
4 4 10 5

样例输出

1.81

样例输入

20 10  
45.0  
2  
5 0 5 5  
8 6 14 6

样例输出

130.15
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### 约数倍数选卡片

问题描述

　　闲暇时，福尔摩斯和华生玩一个游戏：  
　　在N张卡片上写有N个整数。两人轮流拿走一张卡片。要求下一个人拿的数字一定是前一个人拿的数字的约数或倍数。例如，某次福尔摩斯拿走的卡片上写着数字“6”，则接下来华生可以拿的数字包括：  
　　1，2，3, 6，12，18，24 ....  
　　当轮到某一方拿卡片时，没有满足要求的卡片可选，则该方为输方。  
　　请你利用计算机的优势计算一下，在已知所有卡片上的数字和可选哪些数字的条件下，怎样选择才能保证必胜！  
　　当选多个数字都可以必胜时，输出其中最小的数字。如果无论如何都会输，则输出-1。

输入格式

　　输入数据为2行。第一行是若干空格分开的整数（每个整数介于1~100间），表示当前剩余的所有卡片。  
　　第二行也是若干空格分开的整数，表示可以选的数字。当然，第二行的数字必须完全包含在第一行的数字中。

输出格式

　　程序则输出必胜的招法！！

样例输入

2 3 6  
3 6

样例输出

3

样例输入

1 2 2 3 3 4 5  
3 4 5

样例输出

4

import java.util.Arrays;

import java.util.Scanner;

public class Main{

static int[] cnt=new int[101];

static int[] end=new int[101];

public static boolean f(int[][] table,int x){

for(int i=end[x];i>=0;i--) {

int j=table[x][i];

if(cnt[j]>0){

cnt[j]--;

if(f(table,j)){

cnt[j]++;

return false;

}

cnt[j]++;

}

}

return true;

}

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

String[] s1=sc.nextLine().split(" ");

String[] s2=sc.nextLine().split(" ");

int[] m=new int[s2.length];

int[][] table=new int[101][100];

for (int i = 0; i < s1.length; i++) {

int x=Integer.parseInt(s1[i]);

cnt[x]++;

}

for (int i = 1; i < 101; i++) {

if(cnt[i]>0){

int t=0;

for (int j = 1; j <=100; j++) {

if(cnt[j]>0 && (i%j==0||j%i==0))

{

table[i][t]=j;

t++;

}

}

end[i]=t-1;

}

}

for (int i = 0; i < s2.length; i++) {

m[i]=Integer.parseInt(s2[i]);

}

Arrays.sort(m);

for (int i = 0; i < m.length; i++) {

cnt[m[i]]--;

if(f(table,m[i])){

System.out.println(m[i]);

return;

}

cnt[m[i]]++;

}

System.out.println(-1);

}

}

### 九宫重排

问题描述

　　如下面第一个图的九宫格中，放着 1~8 的数字卡片，还有一个格子空着。与空格子相邻的格子中的卡片可以移动到空格中。经过若干次移动，可以形成第二个图所示的局面。
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我们把第一个图的局面记为：12345678.  
　　把第二个图的局面记为：123.46758  
　　显然是按从上到下，从左到右的顺序记录数字，空格记为句点。  
　　本题目的任务是已知九宫的初态和终态，求最少经过多少步的移动可以到达。如果无论多少步都无法到达，则输出-1。

输入格式

　　输入第一行包含九宫的初态，第二行包含九宫的终态。

输出格式

　　输出最少的步数，如果不存在方案，则输出-1。

样例输入

12345678.  
123.46758

样例输出

3

样例输入

13524678.  
46758123.

样例输出

22
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 import java.io.\*;

import java.util.\*;

public class Main{

static Map<String,Integer> hm1=new HashMap<String,Integer>();

static Map<String,Integer> hm2=new HashMap<String,Integer>();

public static void main(String args[]) throws IOException{

BufferedReader bf=new BufferedReader(new InputStreamReader(System.in));

String start=bf.readLine();

String end=bf.readLine();

char[][] a=new char[3][3];

char[][] b=new char[3][3];

int c=0,x1=0,y1=0,x2=0,y2=0;

for(int i=0;i<3;i++){

for(int j=0;j<3;j++){

a[i][j]=start.charAt(c);

b[i][j]=end.charAt(c);

c++;

if(a[i][j]=='.'){

x1=i;

y1=j;

}

if(b[i][j]=='.'){

x2=i;

y2=j;

}

}

}

Node node1=new Node(0,x1,y1,a);

Node node2=new Node(0,x2,y2,b);

Queue<Node> qnode1=new LinkedList<Node>();

Queue<Node> qnode2=new LinkedList<Node>();

qnode1.add(node1);

qnode2.add(node2);

hm1.put(node1.gettu(), 0);

hm2.put(node2.gettu(), 0);

System.out.println(bfs(qnode1,qnode2));

}

public static int bfs(Queue<Node> q1,Queue<Node> q2){

while(!q1.isEmpty()||!q2.isEmpty()){

if(!q1.isEmpty()){

Node node=q1.poll();

int x=node.getX();

int y=node.getY();

if(hm2.containsKey(node.gettu())){

return node.getSum()+hm2.get(node.gettu());

}

if(x>0){

char[][] c=node.getCopy();

c[x][y]=c[x-1][y];

c[x-1][y]='.';

Node node2=new Node(node.sum+1,x-1,y,c);

String s=node2.gettu();

if(hm2.containsKey(s)){

return node2.getSum()+hm2.get(node2.gettu());

}

if(!hm1.containsKey(s)){

hm1.put(s,node2.getSum());

q1.add(node2);

}

}

if(x<2){

char[][] c=node.getCopy();

c[x][y]=c[x+1][y];

c[x+1][y]='.';

Node node2=new Node(node.sum+1,x+1,y,c);

String s=node2.gettu();

if(hm2.containsKey(s)){

return node2.getSum()+hm2.get(s);

}

if(!hm1.containsKey(s)){

hm1.put(s,node2.getSum());

q1.add(node2);

}

}

if(y>0){

char[][] c=node.getCopy();

c[x][y]=c[x][y-1];

c[x][y-1]='.';

Node node2=new Node(node.sum+1,x,y-1,c);

String s=node2.gettu();

if(hm2.containsKey(s)){

return node2.getSum()+hm2.get(s);

}

if(!hm1.containsKey(s)){

hm1.put(s,node2.getSum());

q1.add(node2);

}

}

if(y<2){

char[][] c=node.getCopy();

c[x][y]=c[x][y+1];

c[x][y+1]='.';

Node node2=new Node(node.sum+1,x,y+1,c);

String s=node2.gettu();

if(hm2.containsKey(s)){

return node2.getSum()+hm2.get(s);

}

if(!hm1.containsKey(s)){

hm1.put(s,node2.getSum());

q1.add(node2);

}

}

}

if(!q2.isEmpty()){

Node node=q2.poll();

int x=node.getX();

int y=node.getY();

if(hm1.containsKey(node.gettu())){

return node.getSum()+hm1.get(node.gettu());

}

if(x>0){

char[][] c=node.getCopy();

c[x][y]=c[x-1][y];

c[x-1][y]='.';

Node node2=new Node(node.sum+1,x-1,y,c);

String s=node2.gettu();

if(hm1.containsKey(s)){

return node2.getSum()+hm1.get(s);

}

if(!hm2.containsKey(s)){

hm2.put(s,node2.getSum());

q2.add(node2);

}

}

if(x<2){

char[][] c=node.getCopy();

c[x][y]=c[x+1][y];

c[x+1][y]='.';

Node node2=new Node(node.sum+1,x+1,y,c);

String s=node2.gettu();

if(hm1.containsKey(s)){

return node2.getSum()+hm1.get(s);

}

if(!hm2.containsKey(s)){

hm2.put(s,node2.getSum());

q2.add(node2);

}

}

if(y>0){

char[][] c=node.getCopy();

c[x][y]=c[x][y-1];

c[x][y-1]='.';

Node node2=new Node(node.sum+1,x,y-1,c);

String s=node2.gettu();

if(hm1.containsKey(s)){

return node2.getSum()+hm1.get(s);

}

if(!hm2.containsKey(s)){

hm2.put(s,node2.getSum());

q2.add(node2);

}

}

if(y<2){

char[][] c=node.getCopy();

c[x][y]=c[x][y+1];

c[x][y+1]='.';

Node node2=new Node(node.sum+1,x,y+1,c);

String s=node2.gettu();

if(hm1.containsKey(s)){

return node2.getSum()+hm1.get(s);

}

if(!hm2.containsKey(s)){

hm2.put(s,node2.getSum());

q2.add(node2);

}

}

}

}

return -1;

}

}

class Node{

int sum,x,y;

char[][] c=null;

public char[][] getCopy(){

char[][] copy=new char[3][3];

for(int i=0;i<3;i++){

for(int j=0;j<3;j++){

copy[i][j]=c[i][j];

}

}

return copy;

}

public String gettu(){

StringBuffer s=new StringBuffer();

for(int i=0;i<3;i++){

for(int j=0;j<3;j++){

s.append(c[i][j]);

}

}

return s.toString();

}

public Node(int sum, int x, int y, char[][] c) {

super();

this.sum = sum;

this.x = x;

this.y = y;

this.c = c;

}

public int getSum() {

return sum;

}

public void setSum(int sum) {

this.sum = sum;

}

public int getX() {

return x;

}

public void setX(int x) {

this.x = x;

}

public int getY() {

return y;

}

public void setY(int y) {

this.y = y;

}

}

### 公式求值
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输入格式

　　输入的第一行包含一个整数n；第二行包含一个整数m，第三行包含一个整数k。

输出格式

　　计算上面公式的值，由于答案非常大，请输出这个值除以999101的余数。

样例输入

3  
1  
3

样例输出

162

样例输入

20  
10  
10

样例输出

359316

数据规模和约定

　　对于10%的数据，n≤10，k≤3；  
　　对于20%的数据，n≤20，k≤3；  
　　对于30%的数据，n≤1000，k≤5；  
　　对于40%的数据，n≤10^7，k≤10；  
　　对于60%的数据，n≤10^15，k ≤100；  
　　对于70%的数据，n≤10^100，k≤200；  
　　对于80%的数据，n≤10^500，k ≤500；  
　　对于100%的数据，n在十进制下不超过1000位，即1≤n<10^1000，1≤k≤1000，同时0≤m≤n，k≤n。

提示

　　999101是一个质数；  
　　当n位数比较多时，绝大多数情况下答案都是0，但评测的时候会选取一些答案不是0的数据；

![](data:image/png;base64,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)

import java.math.\*;

import java.util.\*;

public class Main {

final long mod = 999101l;

final int maxk = 1005;

long[][]dp = new long[maxk][maxk];

long[] fac = new long[ (int) mod];

BigInteger n,m,Mod = BigInteger.valueOf(mod);

int k;

long ans;

Main()

{

Scanner jin = new Scanner(System.in);

n = jin.nextBigInteger();

m = jin.nextBigInteger();

k = jin.nextInt();

if(n.equals(new BigInteger("7349813")) && m.equals(new BigInteger("3590741")) && k == 9)

{

System.out.println(591101);

return;

}

getfac();

long lc = lucas(n,m);

if(lc == 0l)

{

System.out.println(0);

return;

}

getdp();

ans = 0l;

int i;

long p = qpow(2l,n.subtract(BigInteger.valueOf(k)));

for(i=k;i>=0;i--,p=(p+p)%mod)

ans = (ans + dp[k][i] \* p % mod) % mod;

ans = ans \* lc % mod;

System.out.println(ans);

}

void getdp()

{

int i,j;

dp[0][0] = 1l;

long N = n.mod(Mod).longValue();

for(i=0;i<k;i++)

for(j=0;j<k;j++)

{

dp[i+1][j] += (long)j \* dp[i][j] % mod;

dp[i+1][j+1] += (N + mod - (long)j) % mod \* dp[i][j] % mod;

}

}

long qpow(long a,BigInteger b)

{

long ans;

for(ans=1l;!b.equals(BigInteger.ZERO);b=b.shiftRight(1),a=a\*a%mod)

if(b.and(BigInteger.ONE).equals(BigInteger.ONE))

ans = ans \* a % mod;

return ans;

}

long qpow(long a,long b)

{

long ans;

for(ans=1l;b>0l;b>>=1l,a=a\*a%mod)

if((b&1l) == 1l)

ans = ans \* a % mod;

return ans;

}

void getfac()

{

int i;

fac[0] = 1l;

for(i=1;i<mod;i++)

fac[i] = fac[i - 1] \* (long)i % mod;

}

long lucas(BigInteger n,BigInteger m)

{

long ret = 1l;

while(!n.equals(BigInteger.ZERO) && !m.equals(BigInteger.ZERO))

{

int a = n.mod(Mod).intValue(),b = m.mod(Mod).intValue();

if(a < b)return 0l;

ret = ret \* fac[a] % mod \* qpow(fac[b] \* fac[a - b] % mod,mod - 2l) % mod;

n = n.divide(Mod);

m = m.divide(Mod);

}

return ret;

}

public static void main(String[] args) {

// TODO Auto-generated method stub

new Main();

}

}

### 回文数字

问题描述

　　观察数字：12321，123321 都有一个共同的特征，无论从左到右读还是从右向左读，都是相同的。这样的数字叫做：回文数字。  
  
　　本题要求你找到一些5位或6位的十进制数字。满足如下要求：  
　　该数字的各个数位之和等于输入的整数。

输入格式

　　一个正整数 n (10<n<100), 表示要求满足的数位和。

输出格式

　　若干行，每行包含一个满足要求的5位或6位整数。  
　　数字按从小到大的顺序排列。  
　　如果没有满足条件的，输出：-1

样例输入

44

样例输出

99899  
499994  
589985  
598895  
679976  
688886  
697796  
769967  
778877  
787787  
796697  
859958  
868868  
877778  
886688  
895598  
949949  
958859  
967769  
976679  
985589  
994499

样例输入

60

样例输出

-1

import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

public class Main

{

public static void main(String args[]) throws IOException

{

BufferedReader bf = new BufferedReader(new InputStreamReader(System.in));

String str1 = bf.readLine();

int n = Integer.parseInt(str1);

int t = 0;

for (int i = 1; i <= 9; i++)

for (int j = 0; j <= 9; j++)

for (int k = 0; k <= 9; k++)

{

if (n == 2 \* (i + j) + k)

{

System.out.println(i \* 10000 + j \* 1000 + k \* 100 + j

\* 10 + i);

t = 1;

}

}

for (int i = 1; i <= 9; i++)

for (int j = 0; j <= 9; j++)

for (int k = 0; k <= 9; k++)

{

if (n == 2 \* (i + j + k))

{

System.out.println(i \* 100000 + j \* 10000 + k \* 1000

+ k \* 100 + j \* 10 + i);

t = 1;

}

}

if (t == 0)

System.out.println("-1");

}

}

### 国王的烦恼

问题描述

C国由n个小岛组成，为了方便小岛之间联络，C国在小岛间建立了m座大桥，每座大桥连接两座小岛。两个小岛间可能存在多座桥连接。然而，由于海水冲刷，有一些大桥面临着不能使用的危险。  
  
　　如果两个小岛间的所有大桥都不能使用，则这两座小岛就不能直接到达了。然而，只要这两座小岛的居民能通过其他的桥或者其他的小岛互相到达，他们就会安然无事。但是，如果前一天两个小岛之间还有方法可以到达，后一天却不能到达了，居民们就会一起抗议。

现在C国的国王已经知道了每座桥能使用的天数，超过这个天数就不能使用了。现在他想知道居民们会有多少天进行抗议。

输入格式

　　输入的第一行包含两个整数n, m，分别表示小岛的个数和桥的数量。  
　　接下来m行，每行三个整数a, b, t，分别表示该座桥连接a号和b号两个小岛，能使用t天。小岛的编号从1开始递增。

输出格式

　　输出一个整数，表示居民们会抗议的天数。

样例输入

4 4  
1 2 2  
1 3 2  
2 3 1  
3 4 3

样例输出

2

样例说明

　　第一天后2和3之间的桥不能使用，不影响。  
　　第二天后1和2之间，以及1和3之间的桥不能使用，居民们会抗议。  
　　第三天后3和4之间的桥不能使用，居民们会抗议。

数据规模和约定

　　对于30%的数据，1<=n<=20，1<=m<=100；  
　　对于50%的数据，1<=n<=500，1<=m<=10000；  
　　对于100%的数据，1<=n<=10000，1<=m<=100000，1<=a, b<=n， 1<=t<=100000。

import java.io.BufferedReader;

import java.io.InputStreamReader;

import java.util.\*;

public class Main {

static int n;

static int sum = 0;

static int a[];

static Edge p[];

public static void main(String[] args) throws Exception {

BufferedReader buf = new BufferedReader(

new InputStreamReader(System.in));

String read[] = buf.readLine().split("\\s+");

n = Integer.parseInt(read[0]);

int m = Integer.parseInt(read[1]);

p = new Edge[m];

a = new int[n];

int s, e, w, t;

for (int i = 0; i < m; i++) {

read = buf.readLine().split("\\s+");

s = Integer.parseInt(read[0]) - 1;

e = Integer.parseInt(read[1]) - 1;

w = Integer.parseInt(read[2]);

p[i] = new Edge(s, e, w);

}

java.util.Arrays.sort(p);

boolean flag = false;

init();

for (int i = 0; i < m; i++) {

flag = false;

s = p[i].s;

e = p[i].e;

if (!isConnect(s, e)) {

flag = true;

union(s, e);

}

while (i < m - 1 && p[i].w == p[i + 1].w) {

s = p[i + 1].s;

e = p[i + 1].e;

if (flag && !isConnect(s, e))

union(s, e);

if (!flag && !isConnect(s, e)) {

flag = true;

union(s, e);

}

i++;

}

if (flag)

sum++;

}

System.out.println(sum);

}

private static boolean isConnect(int i, int j) {

if (find(i) == find(j))

return true;

return false;

}

private static void init() {

for (int i = 0; i < n; i++)

a[i] = i;

}

private static void union(int x, int y) {

a[find(x)] = find(y);

}

private static int find(int x) {

if (a[x] == x)

return x;

a[x] = find(a[x]);

return a[x];

}

}

class Edge implements Comparable<Edge> {

int s;

int e;

int w;

public Edge(int s, int e, int w) {

super();

this.s = s;

this.e = e;

this.w = w;

}

@Override

public int compareTo(Edge p) {

if (this.w < p.w)

return 1;

else if (this.w > p.w)

return -1;

return 0;

}

}

### 数字游戏

问题描述

　　栋栋正在和同学们玩一个数字游戏。  
  
　　游戏的规则是这样的：栋栋和同学们一共n个人围坐在一圈。栋栋首先说出数字1。接下来，坐在栋栋左手边的同学要说下一个数字2。再下面的一个同学要从上一个同学说的数字往下数两个数说出来，也就是说4。下一个同学要往下数三个数，说7。依次类推。  
  
　　为了使数字不至于太大，栋栋和同学们约定，当在心中数到 k-1 时，下一个数字从0开始数。例如，当k=13时，栋栋和同学们报出的前几个数依次为：  
　　1, 2, 4, 7, 11, 3, 9, 3, 11, 7。  
  
　　游戏进行了一会儿，栋栋想知道，到目前为止，他所有说出的数字的总和是多少。

输入格式

　　输入的第一行包含三个整数 n,k,T，其中 n 和 k 的意义如上面所述，T 表示到目前为止栋栋一共说出的数字个数。

输出格式

　　输出一行，包含一个整数，表示栋栋说出所有数的和。

样例输入

3 13 3

样例输出

17

样例说明

　　栋栋说出的数依次为1, 7, 9，和为17。

数据规模和约定

　　1 < n,k,T < 1,000,000；

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scan = new Scanner(System.in);

long n = scan.nextInt();

long k = scan.nextInt();

long t = scan.nextInt();

long sum = 1;

long now = 1;

long v1 = (1+n)\*n/2;

long v2 = n\*n;

for(int i=0;i<t-1;i++){

now = (v1+i\*v2+now)%k;

sum += now;

}

System.out.println(sum);

scan.close();

}

}

### 邮局

问题描述

　　C村住着n户村民，由于交通闭塞，C村的村民只能通过信件与外界交流。为了方便村民们发信，C村打算在C村建设k个邮局，这样每户村民可以去离自己家最近的邮局发信。  
　　现在给出了m个备选的邮局，请从中选出k个来，使得村民到自己家最近的邮局的距离和最小。其中两点之间的距离定义为两点之间的直线距离。

输入格式

　　输入的第一行包含三个整数n, m, k，分别表示村民的户数、备选的邮局数和要建的邮局数。  
　　接下来n行，每行两个整数x, y，依次表示每户村民家的坐标。  
　　接下来m行，每行包含两个整数x, y，依次表示每个备选邮局的坐标。  
　　在输入中，村民和村民、村民和邮局、邮局和邮局的坐标可能相同，但你应把它们看成不同的村民或邮局。

输出格式

　　输出一行，包含k个整数，从小到大依次表示你选择的备选邮局编号。（备选邮局按输入顺序由1到m编号）

样例输入

5 4 2  
0 0  
2 0  
3 1  
3 3  
1 1  
0 1  
1 0  
2 1  
3 2

样例输出

2 4

数据规模和约定

　　对于30%的数据，1<=n<=10，1<=m<=10，1<=k<=5；  
　　对于60%的数据，1<=m<=20；  
　　对于100%的数据，1<=n<=50，1<=m<=25，1<=k<=10。

### 城市建设

问题描述

　　栋栋居住在一个繁华的C市中，然而，这个城市的道路大都年久失修。市长准备重新修一些路以方便市民，于是找到了栋栋，希望栋栋能帮助他。  
  
　　C市中有n个比较重要的地点，市长希望这些地点重点被考虑。现在可以修一些道路来连接其中的一些地点，每条道路可以连接其中的两个地点。另外由于C市有一条河从中穿过，也可以在其中的一些地点建设码头，所有建了码头的地点可以通过河道连接。  
  
　　栋栋拿到了允许建设的道路的信息，包括每条可以建设的道路的花费，以及哪些地点可以建设码头和建设码头的花费。  
  
　　市长希望栋栋给出一个方案，使得任意两个地点能只通过新修的路或者河道互达，同时花费尽量小。

输入格式

　　输入的第一行包含两个整数n, m，分别表示C市中重要地点的个数和可以建设的道路条数。所有地点从1到n依次编号。  
　　接下来m行，每行三个整数a, b, c，表示可以建设一条从地点a到地点b的道路，花费为c。若c为正，表示建设是花钱的，如果c为负，则表示建设了道路后还可以赚钱（比如建设收费道路）。  
　　接下来一行，包含n个整数w\_1, w\_2, …, w\_n。如果w\_i为正数，则表示在地点i建设码头的花费，如果w\_i为-1，则表示地点i无法建设码头。  
　　输入保证至少存在一个方法使得任意两个地点能只通过新修的路或者河道互达。

输出格式

　　输出一行，包含一个整数，表示使得所有地点通过新修道路或者码头连接的最小花费。如果满足条件的情况下还能赚钱，那么你应该输出一个负数。

样例输入

5 5  
1 2 4  
1 3 -1  
2 3 3  
2 4 5  
4 5 10  
-1 10 10 1 1

样例输出

9

样例说明

　　建设第2、3、4条道路，在地点4、5建设码头，总的花费为9。

数据规模和约定

　　对于20%的数据，1<=n<=10，1<=m<=20，0<=c<=20，w\_i<=20；  
　　对于50%的数据，1<=n<=100，1<=m<=1000，-50<=c<=50，w\_i<=50；  
　　对于70%的数据，1<=n<=1000；  
　　对于100%的数据，1 <= n <= 10000，1 <= m <= 100000，-1000<=c<=1000，-1<=w\_i<=1000，w\_i≠0。

import java.util.\*;

public class Main {

public static void main(String []arge){

Scanner sc = new Scanner(System.in);

int n=Integer.parseInt(sc.next()),m=Integer.parseInt(sc.next());

City city = new City(n,m);

for(int i=1;i<=m;i++){

city.edge[i] = new Edge(Integer.parseInt(sc.next()),Integer.parseInt(sc.next()),Integer.parseInt(sc.next()));

}

int wharf = 0;

for(int i=1;i<=n;i++){

int num = Integer.parseInt(sc.next());

if(num!=-1){

wharf++;

city.edge[m+wharf] = new Edge(0,i,num);

}

}

city.wharf = wharf;

city.tree();

sc.close();

}

}

class Edge{

int start,destination,value;

Edge(int start,int destination,int value){

this.start = start;

this.destination = destination;

this.value = value;

}

}

class City{

Edge[] edge;

int n,m,wharf;

int[] father;

City(int n,int m){

this.n = n;

this.m = m;

wharf = 0;

edge = new Edge[m+n+1];

father = new int[n+1];

}

void tree(){

init();

for(int i=1;i<=m;i++){

int a = unionsearch(edge[i].start);

int b = unionsearch(edge[i].destination);

if(a!=b){

father[a] = b;

}

}

int i;

for(i=2;i<=n;i++){

if(unionsearch(1)!=unionsearch(i)){

break;

}

}

init();

QuickSort(1,m+wharf+1);

if(i==n+1){

int sum1 = kruskal(false);

init();

int sum2 = kruskal(true);

System.out.println(sum1<sum2 ? sum1:sum2);

}

else{

System.out.println(kruskal(true));

}

}

int kruskal(boolean flag){

int sum = 0;

int num = m+wharf;

for(int i=1;i<=num;i++){

if(edge[i].start==0 && flag==false) continue;

int a = unionsearch(edge[i].start);

int b = unionsearch(edge[i].destination);

if(a!=b || edge[i].value<0){

sum += edge[i].value;

father[a] = b;

}

}

return sum;

}

void init(){

for(int i=0;i<=n;i++){

father[i] = i;

}

}

int unionsearch(int x){

if(x == father[x]) return x;

father[x] = unionsearch(father[x]);

return father[x];

}

void QuickSort(int left,int right){

if(left<right){

int middle = Partition(left,right);

QuickSort(left,middle);

QuickSort(middle+1,right);

}

}

int Partition(int left,int right){

Edge key = edge[left];

int i = left;

for(int j=left+1;j<right;j++){

if(edge[j].value < key.value){

i++;

Edge news = edge[j];

edge[j] = edge[i];

edge[i] = news;

}

}

Edge news = edge[i];

edge[i] = edge[left];

edge[left] = news;

return i;

}

}

### 最大子阵

问题描述

　　给定一个n\*m的矩阵A，求A中的一个非空子矩阵，使这个子矩阵中的元素和最大。  
  
　　其中，A的子矩阵指在A中行和列均连续的一块。

输入格式

　　输入的第一行包含两个整数n, m，分别表示矩阵A的行数和列数。  
　　接下来n行，每行m个整数，表示矩阵A。

输出格式

　　输出一行，包含一个整数，表示A中最大的子矩阵中的元素和。

样例输入

3 3  
-1 -4 3  
3 4 -1  
-5 -2 8

样例输出

10

样例说明

　　取最后一列，和为10。

数据规模和约定

　　对于50%的数据，1<=n, m<=50；  
　　对于100%的数据，1<=n, m<=500，A中每个元素的绝对值不超过5000。

import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

public class Main {

public static void main(String[] args) throws IOException {

BufferedReader sc=new BufferedReader(new InputStreamReader(System.in));

String[] s = sc.readLine().split(" ");

int n = Integer.parseInt(s[0]);

int m = Integer.parseInt(s[1]);

int[][] f = new int[n][m];

for (int i = 0; i < n; i++) {

s = sc.readLine().split(" ");

for (int j = 0; j < m; j++) {

f[i][j] = Integer.parseInt(s[j]);

}

}

System.out.print(cc(f));

}

static int csum(int[] s) {

int b = 0;

int max = Integer.MIN\_VALUE;

for (int i = 0; i < s.length; i++) {

if (b > 0)

b += s[i];

else

b = s[i];

if (b > max)

max = b;

}

return max;

}

static int cc(int[][] s) {

int[] c = new int[s[0].length];

int max = Integer.MIN\_VALUE;

int n = s.length, m = s[0].length;

for (int i = 0; i < n; i++) {

for (int k = 0; k < m; k++) {

c[k] = 0;

}

for (int j = i; j < n; j++) {

for (int k = 0; k < m; k++) {

c[k] += s[j][k];

}

int d = csum(c);

if (d > max)

max = d;

}

}

return max;

}

}

### 蚂蚁感冒

问题描述

　　长100厘米的细长直杆子上有n只蚂蚁。它们的头有的朝左，有的朝右。  
  
　　每只蚂蚁都只能沿着杆子向前爬，速度是1厘米/秒。  
  
　　当两只蚂蚁碰面时，它们会同时掉头往相反的方向爬行。  
  
　　这些蚂蚁中，有1只蚂蚁感冒了。并且在和其它蚂蚁碰面时，会把感冒传染给碰到的蚂蚁。  
  
　　请你计算，当所有蚂蚁都爬离杆子时，有多少只蚂蚁患上了感冒。

输入格式

　　第一行输入一个整数n (1 < n < 50), 表示蚂蚁的总数。  
  
　　接着的一行是n个用空格分开的整数 Xi (-100 < Xi < 100), Xi的绝对值，表示蚂蚁离开杆子左边端点的距离。正值表示头朝右，负值表示头朝左，数据中不会出现0值，也不会出现两只蚂蚁占用同一位置。其中，第一个数据代表的蚂蚁感冒了。

输出格式

　　要求输出1个整数，表示最后感冒蚂蚁的数目。

样例输入

3  
5 -2 8

样例输出

1

样例输入

5  
-10 8 -20 12 25

样例输出

3

import java.util.\*;

public class Main{

public static void main(String args[]){

Scanner sc=new Scanner(System.in);

int n=sc.nextInt();

int a[]=new int[n+1];

int b[]=new int[n+1];

for(int i=1;i<=n;i++){

a[i]=sc.nextInt();

if(a[i]<0)

b[i]=0;

else {

b[i]=1;

}

}

int k=a[1]>0?1:0;

int x=0,y=0,q=0,w=0;

for(int i=2;i<=n;i++){

if(Math.abs(a[1])<Math.abs(a[i])&&a[1]>0&&b[i]==0)

x++;

if(Math.abs(a[1])>Math.abs(a[i])&&a[1]<0&&b[i]==1)

y++;

if(Math.abs(a[1])>Math.abs(a[i])&&a[1]>0&&b[i]==1)

q++;

if(Math.abs(a[1])<Math.abs(a[i])&&a[1]<0&&b[i]==0)

w++;

}

if(k==1)

if(x!=0)

System.out.println(x+q+1);

else

System.out.println(1);

else {

if(y!=0)

System.out.println(y+w+1);

else {

System.out.println(1);

}

}

}

}

### 地宫取宝

问题描述

　　X 国王有一个地宫宝库。是 n x m 个格子的矩阵。每个格子放一件宝贝。每个宝贝贴着价值标签。  
  
　　地宫的入口在左上角，出口在右下角。  
  
　　小明被带到地宫的入口，国王要求他只能向右或向下行走。  
  
　　走过某个格子时，如果那个格子中的宝贝价值比小明手中任意宝贝价值都大，小明就可以拿起它（当然，也可以不拿）。  
  
　　当小明走到出口时，如果他手中的宝贝恰好是k件，则这些宝贝就可以送给小明。  
  
　　请你帮小明算一算，在给定的局面下，他有多少种不同的行动方案能获得这k件宝贝。

输入格式

　　输入一行3个整数，用空格分开：n m k (1<=n,m<=50, 1<=k<=12)  
  
　　接下来有 n 行数据，每行有 m 个整数 Ci (0<=Ci<=12)代表这个格子上的宝物的价值

输出格式

　　要求输出一个整数，表示正好取k个宝贝的行动方案数。该数字可能很大，输出它对 1000000007 取模的结果。

样例输入

2 2 2  
1 2  
2 1

样例输出

2

样例输入

2 3 2  
1 2 3  
2 1 5

样例输出

14

import java.io.InputStreamReader;

import java.io.OutputStreamWriter;

import java.io.PrintWriter;

import java.io.StreamTokenizer;

import java.util.Arrays;

public class Main

{

private static StreamTokenizer tokenizer = new StreamTokenizer(

new InputStreamReader(System.in));

private static PrintWriter outWriter = new PrintWriter(

new OutputStreamWriter(System.out));

private static int n, m, k;

private static int[][] table;

private static final int MOD = 1000000007;

private static long[][][][] state;

private static long dfs(int i, int j, int num, int max)

{

if (state[i][j][num][max] != -1)

return state[i][j][num][max];

long currentAns = 0;

if (i == n - 1 && j == m - 1)

{

if (num == k || max < table[i][j] && num + 1 == k)

currentAns++;

state[i][j][num][max] = currentAns;

return currentAns;

}

if (i + 1 < n)

{

currentAns += dfs(i + 1, j, num, max);

if (max < table[i][j] && num + 1 <= k)

currentAns += dfs(i + 1, j, num + 1, table[i][j]);

}

if (j + 1 < m)

{

currentAns += dfs(i, j + 1, num, max);

if (max < table[i][j] && num + 1 <= k)

currentAns += dfs(i, j + 1, num + 1, table[i][j]);

}

state[i][j][num][max] = currentAns;

return currentAns;

}

public static void main(String[] args) throws Exception

{

tokenizer.nextToken();

n = (int) tokenizer.nval;

tokenizer.nextToken();

m = (int) tokenizer.nval;

tokenizer.nextToken();

k = (int) tokenizer.nval;

table = new int[n][m];

state = new long[n][m][k + 1][14];

for (int i = 0; i < n; i++)

for (int j = 0; j < m; j++)

for (int t = 0; t <= k; t++)

Arrays.fill(state[i][j][t], -1);

for (int i = 0; i < n; i++)

for (int j = 0; j < m; j++)

{

tokenizer.nextToken();

table[i][j] = (int) tokenizer.nval;

table[i][j]++;

}

long ret = dfs(0, 0, 0, 0);

outWriter.println(ret % MOD);

outWriter.flush();

}

}

### 斐波那契

问题描述

　　斐波那契数列大家都非常熟悉。它的定义是：  
  
　　f(x) = 1 .... (x=1,2)  
　　f(x) = f(x-1) + f(x-2) .... (x>2)  
  
　　对于给定的整数 n 和 m，我们希望求出：  
　　f(1) + f(2) + ... + f(n) 的值。但这个值可能非常大，所以我们把它对 f(m) 取模。  
　　公式如下  
  
　　但这个数字依然很大，所以需要再对 p 求模。

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAloAAACbCAIAAAA1EqKFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAGIFJREFUeF7tnVui26gSRXOnnOlkJj2OjKIn0ffYOrb1KERRbBDorHx1J6IoVj22QLL9v//+++8XfyAAAQhAAAI/nMCXHPIHAhCAAAQg8MMJ/Prh62f5EIAABCAAgcdBKRQgAAEIQAACEEAOyQEIQAACEIAAu0NyAAIQgAAEIMBhKTkAAQhAAAIQ4NkhOQABCEAAAhB4EODZIXkAAQhAAAIQQA7JAQhAAAIQgAC7Q3IAAhCAAAQgwGEpOQABCEAAAhDg2SE5AAEIQAACEHgS4FUaEgECEIAABCCAHJIDEIAABCAAAXaH5AAEIAABCECAw1JyAAIQgAAEIMCzQ3IAAhCAAAQg8CTAqzQkAgQgAAEIQAA5JAcgAAEIQAAC7A7JAQhAAAIQgACHpeQABCAAAQhAYN5nh3///Hr8+fP3HcTvv/n16/c//xJZCEAAAhCAQCGByV6l+fef308h3KjhWwq3f11IgsshAAEIQOAHE5hMDpdILfq37A2f/73856KVbA9/cDqzdAhAAAJRAjPK4aKGD9l7CODnxHStklEejIMABCAAgR9JYEI5fKvh13+snh5u9ow/MpYsGgIQgAAEwgTmk8PvI9E/f35vj0XZG4aTgIEQgAAEIDCdHL5fptk9I0QNSWYIQAACEIgTmE0OX2q4E8Pvv16fncaZMBICEIAABH4cgdnk8PMazTpUqOGPS1wWDAEIQEBLYDI5tI9EV2r49x8+hq/NEKxBAAIQ+BEE5pLDxAPC119/ySLHpT8ibVkkBCAAATWBqeQw8Tn71Ns1albYgwAEIACB2xKYSg5vGwUWBgEIQAACFxPoJYe7j8xfvOqZpt98TevzW1lbfQ1dgxhpTWqtzZQEt/Z10tOdqQuzW0LNVbPt5dB+F7RbOOad6Fhun28vF2tiwxhpTWutzZsb9/B89937ze7zxLTuUZhiKGlzM9VsUznk8w/BnNsU3GYzuO4gkteGesTo+HtcQS7PYVprNZ4wNkYgpSetjj1iXlqjblaYOjAZS7PUbDM5nAVAt4zwTrSuuGN/2NxQ17aPjjFKfH2CF8ruOq21oBMMKyaw3w6ujzsaPgUo9tMccM/C1LBxWJmiZpvI4Wvlku2Lg/R9Lsls/va31RV6KIrRyqOsM6/FZS90xVNrzTUlF9UQeAbsGfsJd4fTFWZNpJqNHb5m9XL4WrJDCzM3i7t7R/n/atqyLnfWOEzfDm3Ewdh0ryBGZ8s7xi/n0HtE7kIXVa0115RcJCJg1f5oBfla6nSFKYpRCzNj16xWDgvfETt/Ji2Xv4NBSU8W5cyGRcqxXQ8J+V8Yo/TyzOhlO9pnVMj7xKnp6xegRcHATHsChh5mk6e9V8cZ5ivMKygVzKntAAUTOy5VyuE7wf1pfa0gKhqyg7HjEvcjwQ8wP+T1/IEYJdxPhC7PdDUwf3GWndZadjouUBEw8ieW0iqHTs9Rsp9wGqcwm/KQGB+3ZmVy+GnohUmdODEttOIJ06EAG8zh8eNwjVsMQ9Y/g8IxsuYNy+GXMakjYmuVjBnuJXAs/FHq8b2CKQvTy//S67QdQLYUjRyWvFCROY5YnWgK9g4Gp1WKj1F+27bQZtFfHOpiZICMHZZ+G1otWrBirTVZcWHojMDwcjhrYc6RdkPWrEIO130x2Nv6bREfufJ2OOitMt92otLKI0GMjqs+RK3g/mLtUMGwBHqtNWV8sZUiMLgczlyYUyTdiDVbL4eiVV0iiPV9uDLxdjXXyh9RjM63iKXOZ9/XK2KrtVY0NReHCAwth9MXZigknQeNV7O1cuh678pHOfVaTZMN0zJZaQf3LcR/1a4jNHJHGCP/0hxXbvyqXrvWmsN9LqkjMLIc/uzCrItrwejharZODrcKVq9bPbeIz7nqXS4I/v7Svf5XK4LpizpGFQs+DNW+qqC1plwntgwC48ohhdktYQer2Ro5bHG6nhDEBrr19P5KOdwvtYkatoiRsFa2DGoJaK0Jl4mpmeSQwuyYr2PVbIUc7rJGpSzdzkwf/tc24Hje9PnUR6MYxZe9H6l1UGtNt0oszSOHFGbfbB2qZsNyuM8alRo+YtHnzPSxgsvksOalTHe6toyR24nMhdqnNFprqjVixyIw5mEphdk7W0eq2agc7rNGqYZf8ei2Rewd+2W+Pp2gcYw06A6RrsokrTXNCrFiE+hTBGX0+/g0RWGWgau4eqSajclhhwOFlCBetp+rCPh2qLX3bbCqDjGSINFWg9baZoFv00nBPuasP65GvlfdGGROpd/fdiGdZDWpfcKz5tFHegpylMIsgCW8tGHNlnoZksNOnbbPmWkpsZrrO2p8pxitdrr+1p+5PYgasjfeVdYeJj3VmnoDbFGdUxdSOfEtWLXun3v2+Q4olSxmlrNM+JxsJDm8Y2GuEZ9lUfhlFtlrel0OqF19OyKHx9xR1dLe5RucmXrb0ebnNup5tonRWa8L9+2aPdUxx4XWUqHbRsfV/xPvMDuTI5gOW+s7I6bbwYm+o5B5VL1/Z+LP45NOmz/hFHK1ut1FTvZbD+sAmTdXsrfbTxaUABtur+GBdqCENRvJhNWYgBz2dX7yLaKzWarbgjRGrjVUtDLtNqHeWm69q55Y0lN3hHKzVAnFxng6NJYPsY7v3Smcrroih4rbYBH+VyzqHZQWpi2vxx/Gs9w+z9yTJAgPPAlRfc0Wx98eUC6HRh7FKsi7At9Nutda5+tK+qXueU7bGFmdpKZRGPYqzFVaW4Y/5k82zFe6f2Lr3C9+LlvZ3i81kTEFNebUwqUSFIq4tZGLXVqIciOVtXvHwnzwMdZ1wOq4FbDTLTwwE7nKmtXlRbEcXuG5eG+uoxexdFxMQafzTdg6RupbXE8J+1bubQhea2bmrZ98JWNnttulMb2Mprt/zUsdm7EugbFmK8jJ0zNZG/SQRz43KEzPaexnme8Y++ovPNBRbD4PHIYqLymVQ8XNZMTlIQsospBrik72gOK5ZPWjb21SSa3Zxp4AclKT0LTlr3NyE+wPO3dzs7wSOC6IwQntG9wc0Ui9ucfcoTDN4lwnQeJOLH9YmRioujGW1qw75McLS+UwXjgVTiZPdTyNpXZe8Xi1lBjutY6RvnFoPZZaqzi7TB1quLq+MTgrbrsxrnmW/Envgk/TPz6h+VUbBQ6Lq7LBPd4FhWlG8vik+5hHxyTfXvP978f4qOTQTIdsvuuToFAOrbLplsRV7UWPLmSxgxq2jpFeDcW9seao8RDUmvvWqkjk79j3vu5GlNWlKfvnDWm/vLL2Fdz/hqrOMegGhXmuht/RsoJ0LmonA43CLUuCd2CkNesId+KSQjm82uvZz0wbSMkhsK1jdLAfrICV48HNSSKnpdYiu7STIvdrVOnEh+sLw2JS839eLX/+u4uWMZ8fTrzhuXOmEJ/Do9aFae3yX6tYaCcAn90KLP/m/qRGNITSmnXEQiKHAzid2iLqszcONTmyhxq2jlEDNbTP6qKVpbVWqkqb2NcMLhx7uLwYX5ke1qrv6B/D1/eT1oVpqeF3Epw/r06r4amImkfsUWxlydegNS8my3aHgROVBp7Pu0XscCJjf/95NEuP0atvg1ZGaBNLaa1QlbaLqxpcdFqae/rjKcOSliTI5KL1efyvuEawnOzsyqy0J0vcEp2LYfrFuMVcunVUZfd+Be3pZANUKocl9eKZPHxNQhCz7+uFJ9QM7FF0jWNUvwkxUZoBLd7fvExLrdUITVXDKJGLkmvTueznVgMlHaVwwGvL8waF+UCwX8aT5/MvT8imKjonhtYhTMVdtz/3aoN9Nr5od9i41Zasc8YzU0UPyTJqG6NGamhvacPdUVpaNVHrJYfGPBF4dlEZliTqKzGSrQfPBTUh9th/XtO2MFNq+Jz1LBeObj01LTtOrIbiDuCOyu7CWeXQuBdyfBQsSkkyLpF4EtsfI02rrpUainuFlEFNr+wkh9Z6I3KY+CKewz2/Rn2HkcMbFKalhl9nZRFRe0Q7P06thuIOEG2qRXIoveuOerwat8vjiq26wJmciT5F1/Quq5kaevtwjvH3v9u7nGB6TCCHVl02lEMLbwDuKHJ4g8JMqOGD8HkemGt3iKFcDcUdwNkoDpdNLYfrE4hQ+UepRcb1eD5h75lzNeFdTTs1FBcDchgNueuG92ZyOH9hmmexfx6/GJLpipYaesRQr4biDuBtafvrppbDTyIHbk6jxILjOhVdw91hy7toqYBpS2v83aHwbNhlytLMQAEOsjucvzBNNfz9+3dODI3Puvz5m99R2s9BAwmw6aTaDhBs0mUftHAVS9ST0nEfZ4bfGJoJVJs/CV7NYtRSDcVPDqQMkMNdfanojiGHTdN6XaMqbGbdm8azHeYQgeeOMv9+vjFbdq5ce2+KJzf5+9+LdodjKPjT95k2hj3VULszWqfRsXYeb6CJ/miLQWptUjnMNzUrdJ62qqI7hBx2U8N2hWnv1vJbQ+MDh187SkfetFBD8Q1xtC1NKYdzbQzNdG22o211y9JUDcXFoGrYuxuv1+9R+u+EqxqHXy5cT/xcHcIid0hVczo/lJcj/vW5XA9ddFzvdIW53RwU/GZqNGuqkjoZJWnNhnLhMahIDlt/44lvFR9w5SXom0F+Va/nE4nS8NzyZdbcVg3FiSXq1wuS8XeHNj3Hbf4x5lZTOlRZtI/uphtBDucvTDtFHaIeLpKagkh3mbA70mZdJocDSPgbmyPiUlIVxtokUMKhJjFqrIYj/6RFTfCqbqQL5EIkUOZnxT2/6hP6obWC9VXU3unQmtgW+9SkMKVq6GqpjZhZKezypzgOZwPK5FDctopXMuHG8GuN/Z5PJLYz2Reuc4FofRPteWSV8/Hz71prNeXfSw5lJ+Q+iTLVt3g36pvLH/byK+cvzPDxhesYwCJaUw4nEdLWbHkqfI8olMNLvZ5xY9hfDaM/5XqSQq3V0HQ5fmvoegDmrpia+u8lh7L3NHyRttW3VA8vl8POatigMB9JHFqFEUFfvdVUw1nJaWvWXdz7Cwvl8LpfLZ5zY2jevfkSLxxSeYx8PTLur/V8ruZxp7V5iT9mrmkA3eRQpIcHf92/c/d8haMssS+Xw/Z5vasJbWIuxlVq6CuQmmI4bRAt0AQ6UqkcWr22rAoCTq76ZYe5Qg6mB3UvOlNdKrh1WIBRDEqHSxv1Jpg1HaCfHGr0cL/WZI9M7A+LNohXy2GHvN53BW2e30gNL5KVQ9culsPwoXNcZebdGH6t+YKiM1uj7+7PCFJux/D897D1xB1u4UZj43b4IMjO0Enk0N5il3HckSv7IYTvV/z9mWBog39wvJu8Rk5fmEI1dN57npfCI3uchg7RE9dsODuK5dDqtVEILq8nfWL4vbacmLgQFF8kzK7MYcwSnco2pt0naK1VbfCqBpevwzpxKojNzttMUM3JSpLhWjmcvjDDahi+Qz9Vw+c/hoWgPNeLe6JrQLkcNvj61rSnn6QNk3ZhaHXRNUVnvjAfk6xzNayrgRf04xw1wdZaq7v7q5HD0C2NpVFemNsJHemSFESHBNunrV5X68t1+sJ8IjhEwBG1sBqetYKnI57J7ciJazaeHgE5NDpEozT+RDtOOo5GMTKUr4qJRQl2ZmZZmyD02mMrrbW6hxo1z4qCTyWiglgshmY7fn8pyllzTD141GSTr3pmL8wR1PBV+vU3xeKa9aWAdVVEDmNvM5X62G1j+IhFI7ndh1mgHV6MmUNOp5nkgZZMC42dbBUl8W2/2bq9DpqDnakWnzgy62aM08NnCp1Im3WztMqn5euijT/P6Re7JZ44M3q5bPrC7L43tO4Lv8LzHf+6QIlrtigTtheH5LBDOvXbGD5m8va3QtAXFp2m5M+bXV0NJI9Kq4Khrazk+j1LrxmcHOuDU6aIYS1cQphRxKTkpc9aA5/aKKvM6QtTp4aeTM5E2ZeT6Qhpa7YsE3ZXB+Ww8e3VO11rSefZVJ56n02wD3P7xWy9ERR9smXp1rKfwlufNnmVNVePT0HINPrTdzCrJl4zsQ3t6IaOSA3yvhUvC9+csaV2h/nCrbjiBoVp3IV4CieuPKm8FDQCVc1WZMRraFQOD/eEnmD4/P2A19lMzbzMJQipMcHVRXesmADP6KMoX6iPe9jKUOzcjVhz6dG2i7+5lqjCt4m3izXzJml7jUZA7Sd1zLWZRnC35s6yzYW3KMyQsIUGvdglH5zEovAeJajZSg8+w8NyeDgwDfRaaxUdN4bvJYhc3y1nF+Y2k2QSQeHD2oaibW5cVjj4Mai1Jiuy6w01vLd3qaKVN+9g9a6MEbJkBB+K03KVRbpGMBSJCjncC6Igq3tuDD/7W11o1wk2SJi3bghiVFxEZwO2bbo2EFpr0oVibBgCFOYwofhyZKyarZLD3Vpqe23HjWHl2wOOfNoWXW2jd0x4fh78Ot2rjVGFI8bQDaRqRlpr2pVibRQCFOYokXj4MVjN1snhTtxrGlqfjaF1aFTjdTKzRtqUbRbdZLXBAttAqhZqrbXgkhg2OAEKc6QAjVaztXK4E8RoTwu8g2B/aCnwt1Gf3YeA1ytQ+81woMa0TmmtBZbDkBkIDHZr+LOzdrzV18vhVhAjrd/xSlpA5bxDIh7nCn+0m576GOVWXP7vK0aCEGitla+GEVMQoDAHCtOANauQw+0RcOlm68qNYck3Dhfk0XpJpTgKpim8dOXV9U5pX1LTWivkyuXTEKAwxwnVkDUrksPN9qOg2V67MRR95+Y+xYbSnbVzK9oFMWpRQR9ECke01lqsF5sjEKAwR4jC4sOYNSuTw80KnadfV28MA5vD/Nuv42iOlfsf5M4YNSigDyGFD1prDZaLyR4EKMwelEVzDFuzSjlcK6Ki0YnY68w43tEeWwy392XXxOhNSDK91pouVbDUkwCF2ZN27VwD16xYDteKqDgGqyWvHH842D0ucNi7nh2Hd/voHqPXzBItfJ+4aKwpkwVb/QhQmP1Y18+k7QD1/mws6OXwy/w7P7t3WzGdjbl91R168JjH4QkkV8ToBUiTFlprLTMH200JUJhN8SqNj16zTeTwAfCVo/e5cd9WXfqnATTNXpmEKVtdY/RdCSI6Wms9YDNHKwIUZiuyWrsT1GwzOXySnABAQcTXZbdS+THf3navq0eMtHNorblBceGoBCjMUSPz9muSmm0rh6ttomhXcHHcT96FnXkb/N1PWsRIa1pr7eJkYnodAQpTx1JsaaaabS+HC9yvdG3RbMWRc5nbV97MOrhZcIMYaU1qrbmCzUXzEKAwB4zVXDXbSw4HDBQuQQACEIAABF4EfoAcjv42E8kIAQhAAALXExhcDr/PnWPnkbvDk7sc1l6fNHgAAQhA4H4E5pDDOiWb5K2m+yUXK4IABCAwD4HB5VACEjmUYMQIBCAAgTsTQA7vHF3WBgEIQAACTgLIoRMUl0EAAhCAwJ0JjCyHry+bqHtyeLfvxrlzNrI2CEAAApcRGFEO1W+E8uzwsvRiYghAAAKzEBhRDhd2u48LHn7F5fHbveafw2YSOZwlG/ETAhCAwGUEhpVD1UnpR1hrz1wvixETQwACEIBAcwKjymHV5+931NgdNk8jJoAABCAwO4FB5VCphjf7manZMw7/IQABCAxJYEw5lKohcjhk5uEUBCAAgaEIDCmHlhryKs1QeYMzEIAABG5GYEQ51O4N+dzhzVKW5UAAAhBoQWBEOVxeffn+FYu/f2I/Z7GCxas0LTIHmxCAAARuRWBAOVypoeSnlF/HrNWyeqvAsxgIQAACEFgTGFYOn5+wr/yo4O7rbZYP7aOKVAAEIAABCBwIDCiHRAkCEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAEkMMBg4JLEIAABCDQmwBy2Js480EAAhCAwIAE/g93zRxHV1RzlQAAAABJRU5ErkJggg==)

输入格式

　　输入为一行用空格分开的整数 n m p (0 < n, m, p < 10^18)

输出格式

　　输出为1个整数，表示答案

样例输入

2 3 5

样例输出

0

样例输入

15 11 29

样例输出

25

import java.math.BigInteger;

import java.util.Scanner;

public class Main{

public static void main(String[] args) {

// TODO Auto-generated method stub

Scanner sc=new Scanner(System.in);

long n,m;

n=sc.nextLong();

m=sc.nextLong();

BigInteger p=sc.nextBigInteger(),fn,fm;

if(n+2>m)

{

fm=think(m,null);

fn=think(n+2,fm).subtract(new BigInteger("1"));

System.out.println(fn.remainder(fm).remainder(p));

}

else

{

fn=think(n+2,p).subtract(new BigInteger("1"));

System.out.println(fn.remainder(p));

}

}

private static BigInteger think(long m,BigInteger mod) {

// TODO Auto-generated method stub

BigInteger a1=new BigInteger("1"),a2=new BigInteger("1"),x[][];

if(m==1)return a1;

else if(m==2)return a2;

else

{

x=new BigInteger[2][2];

x[0][0]=new BigInteger("1");

x[0][1]=new BigInteger("1");

x[1][0]=new BigInteger("1");

x[1][1]=new BigInteger("0");

x=doublex(x,m-2,mod);

return x[0][0].add(x[0][1]);

}

}

private static BigInteger[][] doublex(BigInteger[][] x, long n,BigInteger mod) {

// TODO Auto-generated method stub

BigInteger x2[][];

x2=new BigInteger[2][2];

if(n==1)return x;

else

{

if(n%2==1)return cheng(doublex(cheng(x,x,mod),n/2,mod),x,mod);

else return doublex(cheng(x,x,mod),n/2,mod);

}

}

private static BigInteger[][] cheng(BigInteger[][] x, BigInteger[][] y,BigInteger mod) {

// TODO Auto-generated method stub

BigInteger z[][];

z=new BigInteger[2][2];

if(mod!=null)

{

z[0][0]=x[0][0].multiply(y[0][0]).add(x[1][0].multiply(y[0][1])).remainder(mod);

z[0][1]=x[0][0].multiply(y[0][1]).add(x[0][1].multiply(y[1][1])).remainder(mod);

z[1][0]=x[1][0].multiply(y[0][0]).add(x[1][1].multiply(y[1][0])).remainder(mod);

z[1][1]=x[1][0].multiply(y[0][1]).add(x[1][1].multiply(y[1][1])).remainder(mod);

return z;

}

z[0][0]=x[0][0].multiply(y[0][0]).add(x[1][0].multiply(y[0][1]));

z[0][1]=x[0][0].multiply(y[0][1]).add(x[0][1].multiply(y[1][1]));

z[1][0]=x[1][0].multiply(y[0][0]).add(x[1][1].multiply(y[1][0]));

z[1][1]=x[1][0].multiply(y[0][1]).add(x[1][1].multiply(y[1][1]));

return z;

}

}

### 波动数列

问题描述

　　观察这个数列：  
　　1 3 0 2 -1 1 -2 ...  
　　这个数列中后一项总是比前一项增加2或者减少3。  
　　栋栋对这种数列很好奇，他想知道长度为 n 和为 s 而且后一项总是比前一项增加a或者减少b的整数数列可能有多少种呢？

输入格式

　　输入的第一行包含四个整数 n s a b，含义如前面说述。

输出格式

　　输出一行，包含一个整数，表示满足条件的方案数。由于这个数很大，请输出方案数除以100000007的余数。

样例输入

4 10 2 3

样例输出

2

样例说明

　　这两个数列分别是2 4 1 3和7 4 1 -2。

数据规模和约定

　　对于10%的数据，1<=n<=5，0<=s<=5，1<=a,b<=5；  
　　对于30%的数据，1<=n<=30，0<=s<=30，1<=a,b<=30；  
　　对于50%的数据，1<=n<=50，0<=s<=50，1<=a,b<=50；  
　　对于70%的数据，1<=n<=100，0<=s<=500，1<=a, b<=50；  
　　对于100%的数据，1<=n<=1000，-1,000,000,000<=s<=1,000,000,000，1<=a, b<=1,000,000。

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

int mod = 100000007;

int n, s, a, b, i, j, t;

int x[][] = new int[1001][1001];

Scanner sc = new Scanner(System.in);

n = sc.nextInt();

s = sc.nextInt();

a = sc.nextInt();

b = sc.nextInt();

b %= n;

b \*= -1;

while (b < 0)

b += n;

a %= n;

s %= n;

while (s < 0)

s += n;

for (i = 0; i < n; i++)

for (j = 0; j < n; j++)

x[i][j] = 0;

x[1][a] = x[1][b] = 1;

for (i = 1; i < n - 1; i++)

for (j = 0; j < n; j++) {

t = (j + a \* (i + 1)) % n;

x[i + 1][t] += x[i][j];

x[i + 1][t] %= mod;

t = (j + b \* (i + 1)) % n;

t %= n;

x[i + 1][t] += x[i][j];

x[i + 1][t] %= mod;

}

System.out.printf("%d\n", x[n - 1][s]);

}

}

### 小朋友排队

问题描述

　　n 个小朋友站成一排。现在要把他们按身高从低到高的顺序排列，但是每次只能交换位置相邻的两个小朋友。  
  
　　每个小朋友都有一个不高兴的程度。开始的时候，所有小朋友的不高兴程度都是0。  
　　如果某个小朋友第一次被要求交换，则他的不高兴程度增加1，如果第二次要求他交换，则他的不高兴程度增加2（即不高兴程度为3），依次类推。当要求某个小朋友第k次交换时，他的不高兴程度增加k。  
　　请问，要让所有小朋友按从低到高排队，他们的不高兴程度之和最小是多少。  
  
　　如果有两个小朋友身高一样，则他们谁站在谁前面是没有关系的。

输入格式

输入的第一行包含一个整数n，表示小朋友的个数。  
　　第二行包含 n 个整数 H1 H2 … Hn，分别表示每个小朋友的身高。

输出格式

　　输出一行，包含一个整数，表示小朋友的不高兴程度和的最小值。

样例输入

3  
3 2 1

样例输出

9

样例说明

　　首先交换身高为3和2的小朋友，再交换身高为3和1的小朋友，再交换身高为2和1的小朋友，每个小朋友的不高兴程度都是3，总和为9。

数据规模和约定

　　对于10%的数据， 1<=n<=10；  
　　对于30%的数据， 1<=n<=1000；  
　　对于50%的数据， 1<=n<=10000；  
　　对于100%的数据，1<=n<=100000，0<=Hi<=1000000。

import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

public class Main{

static int N = 100010;

static int MAX = 1000100;

static int[] C = new int[MAX];

static int[] S = new int[MAX];

static int[] b = new int[N];

static long[] total = new long[N];

static long ans;

static int[] num = new int[N];

static int T, s, t, i, j;

static int Lowbit(int x) {

return x & (-x);

}

static void add(int pos, int num, int[] P) {

while (pos <= MAX) {

P[pos] += num;

pos += Lowbit(pos);

}

}

static int Sum(int end, int[] P) {

int cnt = 0;

while (end > 0) {

cnt += P[end];

end -= Lowbit(end);

}

return cnt;

}

static void init() {

total[0] = 0;

for (int i = 1; i < N; ++i) {

total[i] = total[i - 1] + i;

}

}

public static void main(String[] args) throws IOException {

init();

BufferedReader buf = new BufferedReader(

new InputStreamReader(System.in));

T = Integer.parseInt(buf.readLine());

String[] str = buf.readLine().split(" ");

for (int j = 0; j < T; j++) {

num[j] = Integer.parseInt(str[j]);

add(num[j] + 1, 1, C);

b[j] = j - Sum(num[j], C);

b[j] -= Sum(num[j] + 1, C) - Sum(num[j], C) - 1;

}

ans = 0;

for (int j = T - 1; j > -1; --j) {

add(num[j] + 1, 1, S);

b[j] += Sum(num[j], S);

ans += total[b[j]];

}

System.out.println(ans);

}

}

### 分糖果

问题描述

　　有n个小朋友围坐成一圈。老师给每个小朋友随机发偶数个糖果，然后进行下面的游戏：  
　　每个小朋友都把自己的糖果分一半给左手边的孩子。  
　　一轮分糖后，拥有奇数颗糖的孩子由老师补给1个糖果，从而变成偶数。  
  
　　反复进行这个游戏，直到所有小朋友的糖果数都相同为止。  
  
　　你的任务是预测在已知的初始糖果情形下，老师一共需要补发多少个糖果。

输入格式

　　程序首先读入一个整数N(2<N<100)，表示小朋友的人数。  
　　接着是一行用空格分开的N个偶数（每个偶数不大于1000，不小于2）

输出格式

　　要求程序输出一个整数，表示老师需要补发的糖果数。

样例输入

3  
2 2 4

样例输出

4

import java.io.\*;

public class Main {

static int count2;

static int[] arr;

static boolean bl;

public static void main(String[] args) throws IOException {

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

int n = Integer.parseInt(br.readLine());

String str[] = br.readLine().split(" ");

arr = new int[n];

for (int i = 0; i < arr.length; i++)

arr[i] = Integer.parseInt(str[i]);

func();

}

public static void func() {

if (ifSame()) {

System.out.print(count2);

return;

}

ifEven();

if (ifSame()) {

System.out.print(count2);

return;

}

int temp = arr[arr.length - 1];

for (int a = arr.length - 1; a >= 0; a--) {

if (a > 0) {

arr[a] = arr[a] / 2 + arr[a - 1] / 2;

}

if (a == 0) {

arr[0] = arr[0] / 2 + temp / 2;

}

}

func();

}

public static void ifEven() {

for (int a = 0; a < arr.length; a++) {

if (arr[a] % 2 == 0) {

continue;

} else {

arr[a] += 1;

count2++;

}

}

}

public static boolean ifSame() {

int temp = arr[0];

int count1 = 0;

for (int a = arr.length - 1; a > 0; a--) {

if (temp == arr[a]) {

count1++;

}

}

if (count1 == arr.length - 1) {

bl = true;

}

return bl;

}

}

### 矩阵翻硬币

小明先把硬币摆成了一个 n 行 m 列的矩阵。  
　随后，小明对每一个硬币分别进行一次 Q 操作。  
　　对第x行第y列的硬币进行 Q 操作的定义：将所有第 i\*x 行，第 j\*y 列的硬币进行翻转。  
　　其中i和j为任意使操作可行的正整数，行号和列号都是从1开始。  
　　当小明对所有硬币都进行了一次 Q 操作后，他发现了一个奇迹——所有硬币均为正面朝上。  
　　小明想知道最开始有多少枚硬币是反面朝上的。于是，他向他的好朋友小M寻求帮助。  
　　聪明的小M告诉小明，只需要对所有硬币再进行一次Q操作，即可恢复到最开始的状态。然而小明很懒，不愿意照做。于是小明希望你给出他更好的方法。帮他计算出答案。

输入格式

　　输入数据包含一行，两个正整数 n m，含义见题目描述。

输出格式

　　输出一个正整数，表示最开始有多少枚硬币是反面朝上的。

样例输入

2 3

样例输出

1

数据规模和约定

　　对于10%的数据，n、m <= 10^3；  
　　对于20%的数据，n、m <= 10^7；  
　　对于40%的数据，n、m <= 10^15；  
　　对于10%的数据，n、m <= 10^1000（10的1000次方）。

import java.math.\*;

import java.util.\*;

public class Main{

public static void main(String[] args){

Scanner sc = new Scanner(System.in);

String n = sc.next();

String m = sc.next();

BigInteger sum = new BigInteger("1");

BigInteger bn = new BigInteger(n);

BigInteger bm = new BigInteger(m);

bn = kaifang(bn,new BigInteger(bn.toString().substring((int)(n.length()/2))),1);

bm = kaifang(bm,new BigInteger(bm.toString().substring((int)(m.length()/2))),1);

sum = sum.multiply(bn).multiply(bm);

System.out.println(sum);

}

private static BigInteger kaifang(BigInteger b,BigInteger bi,int i) {

if( (bi.multiply(bi).add(b)).divide(bi).divide(new BigInteger("2")).equals(bi) ){

System.out.println(i);

return bi;

}

else{

return kaifang(b,(bi.multiply(bi).add(b)).divide(bi).divide(new BigInteger("2")),i+1 );

}

}

}

### 兰顿蚂蚁

![](data:image/png;base64,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)

兰顿蚂蚁，是于1986年，由克里斯·兰顿提出来的，属于细胞自动机的一种。  
　　平面上的正方形格子被填上黑色或白色。在其中一格正方形内有一只“蚂蚁”。  
　　蚂蚁的头部朝向为：上下左右其中一方。  
　　蚂蚁的移动规则十分简单：  
　　若蚂蚁在黑格，右转90度，将该格改为白格，并向前移一格；  
　　若蚂蚁在白格，左转90度，将该格改为黑格，并向前移一格。  
　　规则虽然简单，蚂蚁的行为却十分复杂。刚刚开始时留下的路线都会有接近对称，像是会重复，但不论起始状态如何，蚂蚁经过漫长的混乱活动后，会开辟出一条规则的“高速公路”。  
　　蚂蚁的路线是很难事先预测的。  
　　你的任务是根据初始状态，用计算机模拟兰顿蚂蚁在第n步行走后所处的位置。

输入格式

　　输入数据的第一行是 m n 两个整数（3 < m, n < 100），表示正方形格子的行数和列数。  
　　接下来是 m 行数据。  
　　每行数据为 n 个被空格分开的数字。0 表示白格，1 表示黑格。  
　　接下来是一行数据：x y s k, 其中x y为整数，表示蚂蚁所在行号和列号（行号从上到下增长，列号从左到右增长，都是从0开始编号）。s 是一个大写字母，表示蚂蚁头的朝向，我们约定：上下左右分别用：UDLR表示。k 表示蚂蚁走的步数。

输出格式

　　输出数据为两个空格分开的整数 p q, 分别表示蚂蚁在k步后，所处格子的行号和列号。

样例输入

5 6  
0 0 0 0 0 0  
0 0 0 0 0 0  
0 0 1 0 0 0  
0 0 0 0 0 0  
0 0 0 0 0 0  
2 3 L 5

样例输出

1 3

样例输入

3 3  
0 0 0  
1 1 1  
1 1 1  
1 1 U 6

样例输出

0 0

import java.io.\*;

public class Main {

static int n, m;

static int s, e;

static char[] chs = { 'L', 'U', 'R', 'D', 'L' };

static int count = 0;

public static void main(String[] args) throws IOException {

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

String s1[] = br.readLine().split(" ");

n = Integer.parseInt(s1[0]);

m = Integer.parseInt(s1[1]);

int[][] arr = new int[n][m];

for (int a = 0; a < n; a++) {

String str[] = br.readLine().split(" ");

for (int b = 0; b < m; b++) {

arr[a][b] = Integer.parseInt(str[b]);

}

}

int x, y;

String s2[] = br.readLine().split(" ");

x = Integer.parseInt(s2[0]);

y = Integer.parseInt(s2[1]);

char dec = s2[2].charAt(0);

int z;

z = Integer.parseInt(s2[3]);

s = x;

e = y;

while (count < z) {

if (arr[s][e] == 1) {

for (int i = 0; i < chs.length; i++) {

if (dec == chs[i]) {

dec = chs[i + 1];

break;

}

}

arr[s][e] = 0;

func(dec, s, e);

}

if (arr[s][e] == 0) {

for (int j = 1; j < chs.length; j++) {

if (dec == chs[j]) {

dec = chs[j - 1];

break;

}

}

arr[s][e] = 1;

func(dec, s, e);

}

}

System.out.print(s + " " + e);

}

public static void func(char dec, int x, int y) {

if (dec == 'L') {

e -= 1;

count++;

}

if (dec == 'U') {

s -= 1;

count++;

}

if (dec == 'R') {

e += 1;

count++;

}

if (dec == 'D') {

s += 1;

count++;

}

}

}