**MCP**

**主讲老师：张胜利**

1. **pivot(行转列)和unpivot(列转行)**
2. **使用POVIT首先你需要在FROM子句内定义2个表：**

**A.一个称为源表(SourceTable)。**

**B.另一个称为数据透视表(PivotTable)。**

**语法：SELECT <未透视的列>, [第一个透视列] AS <列别名>,**

**[第二个透视列] AS <列别名>, ... [最后一个透视列] AS <列别名>**

**FROM ( <SELECT查询> ) AS <源表> PIVOT (**

**<聚合函数>(<列>) FOR [<需要转换为行的列>] IN ( [第一个透视列], [第二个透视列], … [最后一个透视列] ) ) AS <数据透视表> <可选的ORDER BY子句>;**

**以上的PIVOT子句内的第1…n个透视列的值均为需要转换为行的列的常量值,需要用[]括起（仅指PIVOT子句）**

**Eg:**

**select '总人数' as '班级' ,[初一 1班],[初二 1班],[初三 1班],[初三 2班]from (select class ,student\_no from Student)as sourcestu**

**pivot(count(student\_no) for class in ([初一 1班],[初二 1班],[初三 1班],[初三 2班]))as pivotstu ;**

1. **使用UNPIVOT 实现的功能其实与PIVOT恰恰相反**

**.语法同PIVOT, 但是UNPIVOT的子句没有聚合函数**

**SELECT <未逆透视的列>, [合并后的列] AS <列别名>,**

**[行值的列名] AS <列别名>**

**FROM ( <SELECT查询> ) AS <源表> UNPIVOT ( <行值的列名> FOR <将原来多个列合并到单个列的列名> IN ( [第一个合并列], [第二个合并列], ... [最后一个合并列] ) ) AS <数据逆透视表> <可选的ORDER BY子句>;**

**Eg:**

**---行转列：**

**with unpivotsource as (select '班级总人数' as '总人数',[初一 1班],[初二 1班],[初三 1班],[初三 2班] from (select class,student\_no from Student) as sourcestu**

**pivot(count(student\_no) for class in ([初一 1班],[初二 1班],[初三 1班],[初三 2班])) as pivotstu)**

**----列转行**

**select [班级],[总人数] from (select [初一 1班],[初二 1班],[初三 1班],[初三 2班] from unpivotsource ) as unsource**

**unpivot ([总人数] for [班级] in ([初一 1班],[初二 1班],[初三 1班],[初三 2班])) as un\_p**

**（二） APPLY运算符**

**使用 APPLY 运算符可以为实现查询操作的外部表表达式返回的每个行调用表值函数。表值函数作为右输入，外部表表达式作为左输入。通过对右输入求值来获得左输入每一行的计算结果，生成的行被组合起来作为最终输出。APPLY 运算符生成的列的列表是左输入中的列集，后跟右输入返回的列的列表。**

**APPLY 有两种形式： CROSS APPLY 和 OUTER APPLY。**

**CROSS APPLY 仅返回外部表中通过表值函数生成结果集的行。OUTER APPLY 既返回生成结果集的行，也返回不生成结果集的行，其中表值函数生成的列中的值为 NULL。**

**（三）存储过程**

**定义：**

**存储过程Procedure是一组为了完成特定功能的SQL语句集合，经编译后存储在数据库中，用户通过指定存储过程的名称并给出参数来执行。**

**存储过程中可以包含逻辑控制语句和数据操纵语句，它可以接受参数、输出参数、返回单个或多个结果集以及返回值。**

**由于存储过程在创建时即在数据库服务器上进行了编译并存储在数据库中，所以存储过程运行要比单个的SQL语句块要快。同时由于在调用时只需用提供存储过程名和必要的参数信息，所以在一定程度上也可以减少网络流量、简单网络负担。**

* **优点:**
* **存储过程加快系统运行速度，存储过程只在创建时编译，以后每次执行时不需要重新编译。**
* **存储过程可以封装复杂的数据库操作，简化操作流程，例如对多个表的更新，删除等。**
* **可实现模块化的程序设计，存储过程可以多次调用，提供统一的数据库访问接口，改进应用程序的可维护性。**
* **存储过程可以增加代码的安全性，对于用户不能直接操作存储过程中引用的对象，SQL  Server可以设定用户对指定存储过程的执行权限。**
* **存储过程可以降低网络流量，存储过程代码直接存储于数据库中，在客户端与服务器的通信过程中，不会产生大量的T\_SQL代码流量。**
* **缺点：**
* **数据库移植不方便，存储过程依赖与数据库管理系统， SQL Server 存储过程中封装的操作代码不能直接移植到其他的数据库管理系统中。**
* **不支持面向对象的设计，无法采用面向对象的方式将逻辑业务进行封装，甚至形成通用的可支持服务的业务逻辑框架.**
* **代码可读性差，不易维护。不支持集群。**

**语法:**

**create proc[edure] 过程名称**

**@参数名称 参数类型, --输入参数……@参数名称**

**参数类型 output --输出参数 As 执行语句**

**Eg:**

**Create procedure searchBooks(@bookId int,@bookAuth varchar(50),@bookName varchar(20) output)**

**as**

**set nocount on --不计返回数，有利于提高性能**

**select @bookName=book\_name from books where book\_id=@bookId and book\_auth=@bookAuth return @bookId**

**--执行过程**

**declare @id int,@name varchar(20)**

**exec @id=searchBooks 1,'孔子',@name output**

**print @id print @name**

**存储过程的加密：**

**with encryption --加密定义Sql语句文本**

**需要 在参数之后as之前加入 with encryption，因为加密后无法再看到定义文本，因而开发者需要保留好定义语句。**

**Eg: create proc proc\_temp\_encryption with encryption as  
select \* from student;**

**（四）事务（transaction）**

**作用：保持逻辑数据一致性与可恢复性。**

**常用语句：**

1. **Begin Transaction：标记事务开始。**
2. **Commit Transaction：事务已经成功执行，数据已经处理妥当。**
3. **Rollback Transaction：数据处理过程中出错，回滚到没有处理之前的数据状态，或回滚到事务内部的保存点。**
4. **Save Transaction：事务内部设置的保存点，就是事务可以不全部回滚，只回滚到这里，保证事务内部不出错的前提下。**

**TRY...CATCH**

**TRY…CATCH 构造包括两部分：一个 TRY 块和一个 CATCH 块。如果在 TRY 块内的 Transact-SQL 语句中检测到错误条件，则控制将被传递到 CATCH 块（可在此块中处理此错误）。**

**CATCH 块处理该异常错误后，控制将被传递到 END CATCH 语句后面的第一个 Transact-SQL 语句。如果 END CATCH 语句是存储过程或触发器中的最后一条语句，则控制将返回到调用该存储过程或触发器的代码。将不执行 TRY 块中生成错误的语句后面的 Transact-SQL 语句。如果 TRY 块中没有错误，控制将传递到关联的 END CATCH 语句后紧跟的语句。如果 END CATCH 语句是存储过程或触发器中的最后一条语句，控制将传递到调用该存储过程或触发器的语句。**

**TRY 块以 BEGIN TRY 语句开头，以 END TRY 语句结尾。在 BEGIN TRY 和 END TRY 语句之间可以指定一个或多个 Transact-SQL 语句。**

**CATCH 块必须紧跟 TRY 块。CATCH 块以 BEGIN CATCH 语句开头，以 END CATCH 语句结尾。在 Transact-SQL 中，每个 TRY 块仅与一个 CATCH 块相关联。**

**错误函数**

* **TRY...CATCH 使用下列错误函数来捕获错误信息：**
* **ERROR\_NUMBER() 返回错误号。**
* **ERROR\_MESSAGE() 返回错误消息的完整文本。此文本包括为任何可替换参数（如长度、对象名或时间）提供的值。**
* **ERROR\_SEVERITY() 返回错误严重性。**
* **ERROR\_STATE() 返回错误状态号。**
* **ERROR\_LINE() 返回导致错误的例程中的行号。**
* **ERROR\_PROCEDURE() 返回出现错误的存储过程或触发器的名称。**

**Eg:**

**BEGIN TRY**

**SELECT \* FROM sys.messages WHERE message\_id = 21; END TRY**

**BEGIN CATCH**

**SELECT ERROR\_NUMBER() AS ErrorNumber;**

**END CATCH;**

**---开启事务**

**begin tran**

**--错误扑捉机制，看好啦，这里也有的。并且可以嵌套。**

**begin try**

**--语句正确**

**insert into lives (Eat,Play,Numb) values ('猪肉','足球',1)**

**--Numb为int类型，出错**

**insert into lives (Eat,Play,Numb) values ('猪肉','足球','abc') --语句正确**

**insert into lives (Eat,Play,Numb) values ('狗肉','篮球',2)**

**end try**

**在SqlServer里，嵌套事务的层次是由@@TranCount全局变量反映出来的。  
每一次Begin Transaction都会引起@@TranCount加1。而每一次Commit Transaction都会使@@TranCount减1，而RollBack Transaction会回滚所有的嵌套事务包括已经提交的事务和未提交的事务，而使@@TranCount置0。  
Eg:  
 BEGIN TRAN --@@TRANCOUNT值为0   
 SELECT @@TRANCOUNT --值为1   
 BEGIN TRAN**

**SELECT @@TRANCOUNT --值为2   
  COMMIT TRAN   
  SELECT @@TRANCOUNT --值为1   
  ROLLBACK TRAN   
  SELECT @@TRANCOUNT --值为0   
 --又如  
  BEGIN TRAN --@@TRANCOUNT值为0   
  SELECT @@TRANCOUNT --值为1   
  SAVE TRAN t1   
 SELECT @@TRANCOUNT --值为1   
 BEGIN TRAN   
 SELECT @@TRANCOUNT --值为2   
 ROLLBACK TRAN t1   
 SELECT @@TRANCOUNT --注意这里的值为2   
  IF @@TRANCOUNT>0   
  ROLLBACK TRAN SELECT '处理结束', @@TRANCOUNT --为0   
    @@rowcount受影响的行数**

**在对数据表进行增删改查操作时，有一个系统变量@@rowcount 用来表达当前会话内，最后的一次操作对数据库造成了几行数据的影响。**

**![http://office.ysd3g.com/CRes/Sql/image/3/rowcount.png](data:image/png;base64,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)**

**XACT\_STATE 测试事务的状态**

**CATCH 块中的代码可以通过使用 XACT\_STATE 函数来测试事务的状态。如果会话中包含无法提交的事务，**

**XACT\_STATE 将返回 -1。如果 XACT\_STATE 返回 -1，则 CATCH 块将不能执行写日志的任何操作。**

**Xact\_state()有三种值：-1.事务不可提交，1.事务可提交；0.表示没有事务，此时commit或者rollback会报错**

**如果设置Set xact\_abort off在此不可以使用xact\_state来判断是否有不可提交的事务,只可以使用@@Trancount来判断是否有还未提交的事务，未提交的事务未必就是不可提交的事务，所以使用@@TranCount>0后就RollBack是不准确的.**

**这个容易和存储过程一起用，一个存储过程中可能有好几个事务，如果遇到错误，事务前的还是执行，错误事务本身回滚，但是存储过程不回滚。如果PB之类的调用存储过程，并且AUTOCOMMIT=TRUE的话，就还后上面分析的一样，如果AUTOCOMMIT=FALSE的话：**

**1、存储过程没有报错，COMMIT后还是全部执行**

**2、存储过程报错，ROLLBACK后存储过程所有的操作都回滚**

**--若发生约束违规时. SET XACT\_ABORT ON将使事务不可提交**

**SET XACT\_ABORT ON;**

**BEGIN TRY**

**BEGIN TRANSACTION;**

**--此表上存在一个FOREIGN KEY约束。**

**--这个语句会生成约束违规错误.**

**DELETE FROM Production.Product**

**WHERE ProductID = 980;**

**--如果删除操作成功，则提交事务。**

**- -CATCH块不会执行。**

**COMMIT TRANSACTION;**

**END TRY**

**BEGIN CATCH**

**- 为0,1或-1测试XACT\_STATE。**

**- 如果1，事务是可以提交的。**

**- 如果-1，事务有错误发生，应该 回滚。**

**- XACT\_STATE = 0意味着没有事务和**

**- 提交或回滚操作会产生错误。**

**- 测试事务不可提交**

**IF (XACT\_STATE()) = -1**

**BEGIN**

**PRINT 'The transaction is in an uncommittable state.' +**

**' Rolling back transaction.'**

**ROLLBACK TRANSACTION;**

**END;**

**IF (XACT\_STATE()) = 1**

**BEGIN**

**PRINT 'The transaction is committable.' +**

**' Committing transaction.'**

**COMMIT TRANSACTION;**

**END;**

**END CATCH;**