# GitHub

<https://github.com>

GitHub is the popular hosting service for development projects, it utilizes the Git revision control package. Users are offered free and paid plans, the idea being that free repositories will be utilized more for open source projects. Currently GitHub is the most popular code repository for open source projects.

As a web development and/or software application development student you should have a GitHub account. It’s a great place to store your code and show it off to the world, even potential employers.

Today, I will be doing a intro to GitHub and show you how to install, configure, and create a local git repository. After, I will show you how to create a repository on Github and push your local repository files to your remote repository. During the process, you will learn how to add files to a commit list, make commits with comments, and how to fork a repository.

### Installing Git:

The first thing we will need to do is install Git. Windows will be our platform and when selecting the download, please select the installer for windows.

1. Go to http://git-scm.com/download/win
2. A download window should appear, click save. If a window does not appear click the “click here to download manually link”
3. After the download has finished, navigate to your download location and double click the ‘Git-1.8.4-preview20130916.exe’ installer.
4. Click ‘Next’ until you arrive at the Select Components screen. You will need to click On the Desktop under Additonal Icons, this will create a desktop icon that we will use later. After you have done that, press ‘Next’, leaving all the defaults. When the install has finished, uncheck ‘View ReleaseNotes.rtf’, then click ‘Finish’
5. Git is now installed, and you should see a Git Bash Icon on your desktop. If you do not see one you can access Git Bash from the start menu by clicking start and typing ‘Git Bash’
6. Open Git BASH, you will see a black screen similar to the windows command prompt or a linux terminal. When using Git Bash, you will need to use Linux/Unix Bash commands. If you are unfamiliar with these commands you can google ‘linux commands’ or use the graphic interface for Git.
7. We will be working in the desktop directory, so you will need to type ‘**cd Desktop/**’, the line should end with ‘~/Desktop’ now. You can check that you are in your desktop directory by typing ‘pwd’ if you are unsure.
8. We will need to make a directory to hold the files we will be commiting to your repository. To do this we can type the command ‘mkdir’ followed by the directory name, for this presentation we will be using FlaskPres as the name of our directory. Type ‘**mkdir FlaskPres**’ now to create this directory. To confirm this directory was create, you can type ‘**ls**’ to list the contents of the directory. You should see a FlaskPres entry, the directory was successfully created.
9. After creating the directory we will need to navigate to it, to do this we need to change directories by typing the ‘cd’ command followed by the directory we want to move into. We want to move into the FlaskPres directory so we will need to type ‘**cd FlaskPres/**’, after entering the command you will notice the line change and will say ‘~/Desktop/FlaskPres’
10. Now we are at the point where we start issuing Git specific commands, first we need to set our name, so that when we make commits, people will know we did it. To do this we will issue the

**git config --global user.name ‘Your Name Here”** command, where you will place your name instead of ‘Your Name Here’

1. Next we need to set your email, the command is similar to the one we just typed.

**git config --global user.email “Your\_email@here.com”.** Now we have our email set, so others will be able to see our email when we make commits.

1. The next thing is we need to initialize our directory be a git repository, to do this, issue the command ‘**git init**’. You should see **Initialized empty git repository in c:/Users/cisco/Desktop/FlaskPres/.git/**
2. We will need to create a GitHub account if you have not done so already, to do this you will need to go to <https://github.com> and fill out the form you see, then click ‘Sign up for Github’, You will need to go to your email and click the link in the confirmation email. After that you will be able to access your Github account and create a repository.
3. After activating your account, go back to <https://github.com> and click ‘Sign In’ on the top right, fill in your credentials. Click ‘Login’ when you have filled the fields out.
4. Upon successful login, you will see your Github dashboard, you can explore the options available to you later, but now we will be creating a repository.
5. In the top right, one icon to the right of your username, you will see an icon that looks like a book. You will need to click this, and you will be brought to the screen to create your repository.
6. Under repository name, you will put the name of your repository. We will be using the name ‘**FlaskPres’**, and you may fill out the description field if you wish, but it is not necessary. We will keep it a public repository. All we need to do is click ‘**Create repository**’
7. You will be given instructions on the next screen, this are very informative and will help you in the future, but for now we will disregard them.
8. Now we will return to our Git Bash prompt, the first thing you should do is create a README.md document. This document is where you can describe what your code will do and help others understand what it does. To make this document you can do it through the Windows Explorer interface or type ‘**touch README.md’** in the Git Bash prompt. This will create an empty file called ‘README.md’. We will need to put text in it next
9. To open README.md and place text in it, we can type ‘**notepad README.md’**, this will bring up notepad and allow us to enter text. For this presentation we will just write “**This is a repository that will hold the code for a Python Flask website.”** After you have typed this, click File > Save and close notepad.
10. Now that we have our README.md done, we can add it to the commit list, commit it to our local repository, then push it to our remote repository, GitHub.
11. To add our README.md to our commit list, we will need to issue the command **‘git add README.md’**
12. After adding it to our commit list, we need to actually commit it an add a comment to let others know what the commit was about. To do this we can type’ **git commit -m ‘added README.md**’ You will see something like [master (root-commit) 33c938e] added README.md. This means we successfully made a commit to our local repository.
13. We will next add our remote repository, so that we can branch to GitHub. We will need to enter the command ‘**git remote add origin https://github.com/<username>/FlaskPres.git**’, where <username> is your GitHub username.
14. This is the last part, we will be pushing our commits to Github, all we need to type is ‘**git push origin master**’. You will be asked for your GitHub username and password, enter those and you will see information that says a new branch was created on GitHub. We can see these now by going to **https://github.com/<username>/FlaskPres.git**’, where <username> is your username.
15. Congratulations, you have create a local git repository, added files, made commits, added a remote repository and made a new branch on your remote repository.

### Forking a Repository

You have used Git and GitHub to create your own repositories, but now you may want to use other people’s code and contribute to it, or maybe use it for one of your own projects. We can do this by forking their repository. We will be forking my FlaskPres repository, so we will be ready for the Flask part of my presentation.

1. On GitHub, you will need to go to https://github.com/zero1three/Flask-Pres. Here you will see the files for the presentation. You have multiple options , you can download a zip file of the files, clone it with git, and fork it. We will be forking it, so on the top right below your username you will see a Fork button, click it. This will fork it to your GitHub account.
2. Now you will need to get the files to your local desktop. We can do this through Git Bash prompt by entering the command ‘**git clone https://github.com/<username>/Flask-Pres.git ‘** where <username> is your github username.
3. After it is cloned, it will have a default remote called ‘origin’, that points to your Github, not the original repository. We still want to keep track of the original repository, in case there are updates. We will first need to move into the repository directory by typing ‘**cd Flask-Pres’**
4. Next we need to add the other remote, we need to enter the command ‘**git remote add upstream https://github.com/zero1three/Flask-Pres.git’**
5. Now that we added the original respository, we will need to pull in changes that aren’t in our local repository by typing ‘**git fetch upstream**’
6. Now that you have your remote forked repository, you can start working on it, add files and make commits. After you can type **‘git push origin master’** to push commits to your GitHub.
7. If later the original repository has updates you can pull them down by typing **‘git fetch upstream’**
8. You can also do a **‘git pull upstream master**’, but beware that it will merge the commits without telling you. Fetching and Merging allows you to decide.

![http://upload.wikimedia.org/wikipedia/commons/thumb/3/3c/Flask_logo.svg/250px-Flask_logo.svg.png](data:image/png;base64,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)

# Flask (A Python Micro Web Framework)

‘Flask is a microframework for Python based on Werkzeug, Jinja2 and good intentions’ (Flask)

Flask is a really great web framework for Python, its fun to work with and getting a simple static site up and running takes only a couple minutes. There are hundreds of extensions you can use with Flask, things like login management, object relational mapping, and many more. The current latest release is 0.10, this will be the version we will be using.

Python is the language behind Flask, and my language of choice. Python can be used for anything from system administration, games, to web development and more. It runs on Windows, Linux/Unix and Mac, and other operating systems. I got interested in python my senior year in high school when my friend told me he was playing around with it, so I gave it a try. I didn’t do much then, but it’s really what I like to use now if I can. I hope this part of the presentation gets you acquainted with python syntax and flask as a web framework.

Python’s latest version is 3.3.2, but there are many syntax changes and differences, so many developers still stick with 2.7.5 until they are worked out. Python 2.7.5 should already be installed on the lab machines.

## Setting up a virtualenv

Virtualenv is a module for python that allows you to create isolated python environments. The advantages of this these environments is that you can create separate installation directories, with different libraries. Maybe you are developing an application that uses a certain version of a library and changing or updating this library may make your application not work anymore. A virtualenv environment can separate that application from others and use it’s own libraries and files.

We will be setting up a virtualenv in our **‘Flask-Pres’** directory, but first we need to install a couple utilities to make installing virtualenv and others libraries we will be using much easier.

If you go to <http://www.yzguy.com/python/ez_setup.py>, you can download a python file to run an installation to install easy\_install. We will be using easy\_install to install pip, which we will use to install flask and our virtualenv along with a few other libraries.

Download ez\_setup.py to the desktop, then shift + right click the desktop and click “**Open a command window here”** this will open the command prompt already in the desktop directory.

We will need to check that python is installed and that it is in the PATH environment variable so we can run it from the command prompt. Type **“python”**, if you see “Python 2.7.5” you are in the python shell. This means python is not installed and/or it is not in the PATH variable.

If you get a “’python’ is not recognized as an internal or external command…. Message we will need to do some troubleshooting. First we will open My Computer and double click on the C:\ Drive, if you see a Python27 directory, that means python is installed. If you do not you will need to visit <http://www.python.org/download/> and download the Python 2.7.5 Windows x86-64 installer and run it. Then repeat the previous steps to see if it is in the PATH variable.

If it is not recognized as a command we will need to edit our PATH variable and add it so that we can run it from the command prompt. To do this we need to enter the control panel, and click “system”, where we need to click “advanced system settings” on the left, and click the “**Environment Variables”** button, which will open a window. We will need to scropt in the System Variables list till we find PATH or Path, click it in the list, then click **Edit.** It’s very important you don’t delete anything in this new window, we just need to add to it. “The PATH environment variable that specifies a set of directories where executable programs are located” (Wikipedia). We need to add the path to Python.exe and it’s scripts. Go to the end of the “**variable value**” textbox. If there is not a “;”(semi colon) terminating the line we will need to add one to separate the paths. We next need to add C:\Python27\; C:\Python27\Scripts; to the end.

After adding the new paths, we can hit **OK**, close System properties, and the control panel. We will need to close out of our already opened command prompt by hitting the X in the top right or typing **exit**.

We will **shift + right click** and click **“Open a command window here**” again to open the command prompt, now we will type **”python”** and we should be brought to the python shell. Yay, now Python works.

Now we can run our ez\_setup.py script and have easy\_install ready. Go ahead and type **“python ez\_setup.py”.** This will run the script and you will see the output, it’s just installing easy\_install and when it’s done we will be able to type again. We need to check that easy\_install is installed and working, we can do this by typing easy\_install. You will get a “**erro: no urls, filenames,….**” Message. That means easy\_install is working.

The next step is to install pip, which is a package manager for python. Easy\_install is also a package manager, but it is not as full featured as pip. We will now enter the command **“easy\_install pip”,** we will see some more output, and when it’s done we will type pip. We should get a bunch of output telling us the options that are available to use with pip. Good, now pip is installed and we can install virtualenv.

We want to install virtualenv system wide, so we will issue the command **“pip install virtualenv”**, we will see output and it will tell use virtualenv is installed successfully.

Great, now we can make isolated python environments.

We should still be in our desktop directory, we need to move into our Flask-Pres directory and create our virtualenv.

Type **‘cd Flask-Pres/’**, and you will move into that directory. Now we need to make our virtualenv environment, we will be calling it **‘venv’**, to do this we type **‘virtualenv venv**’, we’ll see output and that it is copying python executable and other things into the virtual environment.

When it’s done we will have our virtual environment, but we need to activate it. To do this on windows we need to type the name of the virtualenv. Ours is ‘venv’ so we will type **venv\Scripts\activate.** You should see a (venv) before you prompt now, that means we have activated our virtualenv and now are “in it”. We can now install our libraries.

We will need the following libraries: **flask, flask-wtf, flask-sqlalchemy, flask-login**

To Install them we need to issue these commands:

**Pip install flask**

**Pip install flask-wtf**

**Pip install flask-sqlalchemy**

**Pip install flask-login**

Each will take a little time to complete, and when they are done you will see the library name has installed successfully.

Great! Now we have our virtualenv, our libraries. We can start our journey with Python and Flask Web Framework!

I will be going over the syntax and everything during the presentation so I will just post the final script here so you will have it for reference in case you miss something or need help.

Here is also a link to download the whole project (minus the virtualenv) from my website:

<http://www.yzguy.com/python/flask-pres.zip>

'Imports for Flask, Flask-WTF, Flask-Login, Flask-SQLAlchemy

from flask import Flask, render\_template, url\_for, redirect, flash, session, request

from flask.ext.wtf import Form

from wtforms import TextField, PasswordField, SubmitField

from wtforms.validators import Required

from flask.ext.login import LoginManager, login\_user, logout\_user, current\_user, login\_required

from flask.ext.sqlalchemy import SQLAlchemy

'Create instance of Flask Class

'Secret Key for Sessions

'Config variable for database URI (Relative Pathname)

app = Flask(\_\_name\_\_)

app.secret\_key = 'flask presentation'

app.config['SQLALCHEMY\_DATABASE\_URI'] = 'sqlite:///pres.db'

'Create LoginManager object

'Initialize it

login\_manager = LoginManager()

login\_manager.init\_app(app)

'Make SQLAlchemy Object

'Initialize it

db = SQLAlchemy()

db.init\_app(app)

db.app = app

'user\_load callback, used to reload the user object from

'the user ID stored in the session

@login\_manager.user\_loader

def load\_user(userid):

return db.session.query(User).get(userid)

'Class for LoginForm, Flask-WTF uses classes for forms

class LoginForm(Form):

username = TextField('username', validators=[Required()])

password = PasswordField('password', validators=[Required()])

submit = SubmitField('submit')

'When the user form is created it has function get the user object from the db

def get\_user(self):

return db.session.query(User).filter\_by(username=self.username.data).first()

'Class for RegisterForm

class RegisterForm(Form):

firstname = TextField('firstname', validators=[Required()])

lastname = TextField('lastname', validators=[Required()])

email = TextField('email', validators=[Required()])

username = TextField('username', validators=[Required()])

password = PasswordField('password', validators=[Required()])

submit = SubmitField('submit')

'Class for the User Model

class User(db.Model):

id = db.Column(db.Integer, primary\_key = True)

firstname = db.Column(db.String(64))

lastname = db.Column(db.String(64))

email = db.Column(db.String(120), unique = True)

username = db.Column(db.String(64), unique = True)

password = db.Column(db.String())

def \_\_init\_\_(self, firstname, lastname, email, username, password):

self.firstname = firstname

self.lastname = lastname

self.email = email

self.username = username

self.password = password

def \_\_repr\_\_(self):

return '<User %r>' % self.username

'Required method for your User Model when using Flask-Login

def is\_authenticated(self):

return True

'Required method for your User Model when using Flask-Login

def is\_active(self):

return True

'Required method for your User Model when using Flask-Login

def is\_anonymous(self):

return False

'Required method for your User Model when using Flask-Login

def get\_id(self):

return unicode(self.id)

'Declare a route of / and /index, if a user goes to

'these directories Flask will run the function for that route

@app.route('/')

@app.route('/index')

def index():

'returns a rendered template back to the user

return render\_template('index.html',

title = 'Home')

'Another route, this time with GET and POST methods, this is our

'register form, it posts back to itself. If the form is validate,

'it creates a new User object and adds it to the database and

'redirects the user to the index page

@app.route('/register', methods=['GET', 'POST'])

def register():

form = RegisterForm()

if request.method == 'POST':

if form.validate\_on\_submit():

newuser = User(form.firstname.data, form.lastname.data,

form.email.data, form.username.data, form.password.data)

db.session.add(newuser)

db.session.commit()

session['email'] = newuser.email

return redirect( url\_for('index') )

elif request.method == 'GET':

return render\_template('register.html',

title = 'Register', form = form)

'Route for Login, another form. If its valid and the user exists in the

'database, then the user is logged in with login\_user(user) which is

'a part of Flask-Login. If its incorrect it sends them back to login and

'tells them its wrong

@app.route('/login', methods=['GET', 'POST'])

def login():

form = LoginForm()

if request.method == 'POST':

if form.validate\_on\_submit():

user = form.get\_user()

if (user != None):

login\_user(user)

return redirect( url\_for('home') )

else:

return render\_template('login.html',

title = 'Login', incorrect = True, form = form )

else:

return render\_template('login.html',

title = 'Login', form = form)

elif request.method == 'GET':

return render\_template('login.html',

title = 'Login', form = form)

'Route for logout, just calls logout\_user() function, which is a part

'of Flask-Login, just gets rid of the session and everything that was

'a part of that user logging in

@app.route('/logout')

def logout():

logout\_user()

return redirect( url\_for('index') )

'Home route, also @login\_required. With Flask-WTF you can declare routes

'to only be seen if a user is logged in, this is what the @login\_required

'does. Other than that, this page just displays the information for the

'current logged in user after they log in

@app.route('/home')

@login\_required

def home():

u = current\_user

return render\_template('home.html',

title = 'Home',

firstname = u.firstname,

lastname = u.lastname,

username = u.username,

email = u.email)

'Give ability to run as module or standalone

'Run server with debugging on

if \_\_name\_\_ == '\_\_main\_\_':

app.run(debug = True)