**项目总结报告**

日期：2025年1月13日

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 组号 | 4 | 项目名称 | 基于PyQt5的分布式移动端目标检测监控平台 | |
| 编程语言 | Python | 开发平台和框架 | PyQt5 | |
| **项目工作小结** | | | | |
| 1.是否实现了项目立项时的所有需求？列出实现的新增需求和未实现的需求。  项目立项时的所有需求均得到了实现并通过了单元测试和系统测试。  在项目立项时计划的需求之外，开发和测试过程中我们根据实际应用场景对计划的需求进行了补充和丰富，具体如下：   1. 支持根据部署设备性能的不同，自定义目标跟踪模型和推理batch size。 2. 支持自定义跟踪目标类别范围和跟踪相关参数（如置信度阈值）等，以适应不同的监控场景。 3. 为了便于操作，系统支持直接在画面上对跟踪结果（包括目标边框、置信度、轨迹）进行渲染。 4. 支持采用可交互的图形化方式自定义报警区域，方便操作。   2.采用哪种架构风格？哪些设计模式？  架构风格方面，我们使用了分布式架构，将视频采集和处理分布在不同类型的设备上，并支持设备间的实时通信。  设计模式方面，使用观察者模式实现了实时目标检测的事件触发机制。  3.技术方案有哪些亮点？  人机交互层面，使用基于 PyQt5 的高效图形界面实现了极简的操作流程，增强了用户体验。  视频分析层面，支持自定义的开放词汇检测类别，应用场景更加灵活；使用累积形式对每一帧图像检测内容进行内存管理，实现了灵活时间范围的检测结果提取和分析。  4.是否做了单元测试？是否做了系统功能测试？是否做了性能测试？是否做了兼容性等其他非功能测试？  单元测试方面，完成了核心功能模块（如目标检测、数据通信）的单元测试。在系统界面开发过程中，对每个可交互元素对应的槽函数均进行了单独测试。  系统测试方面，我们针对整个系统进行了全面的功能测试，所有关键功能均通过测试。 | | | | |
| 性能测试方面，一方面，我们在单机上使用网络视频对目标检测和追踪系统进行了在线测试和验证。由于选用了高效的最新yolo系列模型，我们的系统可以实时进行目标跟踪和结果显示，无明显延迟、卡顿现象。此外，得益于我们的检测结果管理方式，平台的内存占用较低，扩大了其部署设备的范围。另一方面，我们模拟实际应用场景测试了系统在高并发场景下的性能。我们将平台部署在个人笔记本电脑上，并连接多台网络相机。考虑到实际应用场景下对视频帧率无严格要求，在根据部署设备计算性能调节检测帧率后，系统的检测、跟踪、预警功能均正常运行，无明显的延迟、卡顿现象。兼容性测试方面，完成了在 Windows 和主流Unix操作系统上的兼容性测试。由于本平台开发使用的Python包具有多操作系统兼容性，本平台可以在不同的主流操作系统上顺利运行。综上所述，本平台可以在大部分个人笔记本电脑上一键部署，并可以通过多个网络摄像头实现多种场景的实时监控。  5.是否采用大模型来辅助开发？对开发生产率约有百分之几的提升？  是。在PyQt软件包，Yolo模型推理，等接口的使用上，官方文档在检索上存在一定难度且未能全面覆盖各种使用场景，而通过互联网检索与本项目类似真实场景的代码需要消耗大量时间。因此在此部分我们使用GPT-4o模型进行对应接口的介绍和调用样例的生成。  在具体函数的编写中，我们使用了VsCode的Copilot插件。Copilot可以阅读类和函数的定义并提供建议。在实践中，我们发现Copilot能够较好地生成一些逻辑简单的代码片段或常见函数的调用代码，如使用opencv在视频上对边框和文字进行标注。此外，Copilot还在函数命名、注释编写、代码风格规范等功能之外的方面提供了大量有用的建议，减少了这些部分的重复劳动。  综上所述，我们认为对大模型的使用使得本项目的开发时间缩短了30%左右。 | | | | |
| **项目组成员对项目的贡献度（%）** | | | | |
| 徐郅浩：50%，米博宇：20%，郑心锐：15%，李盼奇：15% | | | | |
| **软件度量** | | | | |
| 软件代码行数（不包括注解行、空行和复用代码）： | | | | 5500 |
| 复用他人代码行数： | | | | 0 |

|  |
| --- |
| **经验、教训和建议** |
| 在这次项目中，我们深刻体会到团队协作的力量。通过定期站会和高效的沟通工具，团队成员能够快速共享信息、解决问题并保持项目进度一致。此外，采用敏捷开发方法让我们能够逐步迭代项目，及时响应需求变更并持续优化功能，显著提高了项目的整体质量。同时，借助专业开发工具如Github和copilot，我们在代码管理和实现上实现了显著的提升，这些工具的有效使用为项目顺利完成提供了重要保障。  尽管项目顺利完成，但开发过程也暴露了我们的一些不足之处。首先，在需求分析阶段，由于未能充分挖掘用户需求，后期频繁的调整对开发进度造成了较大影响。其次，时间管理上存在一些问题，部分任务的时间预估过于乐观，导致后期时间压力较大。此外，测试覆盖率不够全面，对某些边界条件和极端场景的考虑不足，结果在后期阶段发现了部分功能漏洞，不得不紧急修复，增加了额外工作量。  针对以上经验和教训，我们提出几点改进建议：首先，在项目初期要投入更多时间进行深入的需求调研，与用户充分沟通，确保需求明确、稳定。其次，制定更加科学的时间规划方法，例如任务分解与历史数据参考，提升时间估算的准确性。最后，要进一步加强测试环节，不仅要覆盖核心功能，还要充分考虑边界条件和潜在风险场景，并设计全面的测试用例。这些改进措施将有助于提升团队在未来项目中的开发效率和质量。 |
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