Dictionaries:

* Objects retrieved by KEY name
* Unordered and cannot be sorted

Lists:

* Objects retrieved by location
* Ordered sequence can be indexed or sliced

Dictionary example

prices={'apples':1.99,'oranges':2.00,'milk':3.50}

prices['apples']

Tuples

Does not support item re-assignment

Why bother using them? Passing around objects in programs, data integrity, when we need to ensure elements aren’t changed

Sets are unordered collections of unique elements

Myset=set()

Myset.add(1)

No repeatability

If else if statements

loc = 'park'

if(loc== 'bank'):

print('At bank')

elif(loc=="park"):

print('Not at bank')

else:

print("At home")

a=False

if(a==True):

print('~Feed me~')

else:

print("Don't feed me, not hungry")

Tuple unpacking with for loops

Suppose mylist = [(1,2),(3,4),(5,6),(7,8)], list of tuples

For a,b in mylist:

Print(a)

Print(b)

//gives us access to both

Can do tuple unpacking with dictionaries as well

d={'k1':1,'k2':2,'k3':3}

for key,value in d:

print(value)

While loop with python

while x!=10:

print(x)

x+=1

break: breaks out of current enclosing loop

continue: Goes to the top of the closest enclosing loop

pass: does nothing at all

Range function

for num in range(4,13,4):

print(num)

list(range(0,10))

for letter in word:

print(f'the letter is {letter} and the index is {count}')

count+=1

count =0

word='abcde'

for item in enumerate(word):

print(item)

//enumerate does our index count for us automatically

if 'x' in ['y']:

print(True)

else:

print(False)

//in keyword operator

Convert string to list style

mylist=[letter for letter in mystring] or mylist=[x for lx in ‘hello’] or mylist = [num for num in range(0,11)]

can perform actions like squaring from this line too

mylist = [num\*\*2 for num in range(0,11)]

mylist = [num\*\*2 for num in range(0,11) if num%2==0]

fahrenheit = [(9/5)\*x+32 for x in celsius]

defining our own function

def name\_name\_of\_function():

1)def naming(name):

'''

Explaining function

'''

print("Hello "+ name)

2) def add(a,b):

'''

adding integers or concatenating strings

'''

return a+b

to provide default variable value for eg

def naming(name=’default’):

3)def dog\_check(x):

return 'dog' in x.lower()

4)def platin(var):

if var[0] in 'aeiou':

var=var+'ay'

else:

var=var[1:]+var[0]+'ay'

return var

When we want to have an unlimited amount of parameters what do we do?

def sum(\*args):

var =0

for num in args:

var=var+num

return var

def myfunc(\*args):

return sum(\*args)\*.05

The star we include in the parameter line is what defines the limit

def newfunc(\*\*kwargs):

if 'fruit' in kwargs:

print('I would like the fruit {}'.format(kwargs['fruit']))

else:

print('I didnt find anything')

newfunc(fruit='apple',veggie='broccoli')

Using both in conjunction

def myfunc(\*args,\*\*kwargs):

print('I would like {} {}'.format(args[0],kwargs['food']))

def myfunc(var):

var=var.lower()

count=0

toRet=""

for item in var:

if count%2==0:

toRet=toRet+item.lower()

count+=1

else:

toRet=toRet+item.capitalize()

count+=1

return toRet

mao and filter LAMBDA expressions

map, to use a function on a list for each element, use a map

map(name-of-func, list-to-operate-on)

filter can be applied to a list based on if elif etc wheres its not changing the the actual values in the list unlike map

lambda num: num\*\*2

usually use these anonymous functions for mapping and filtering purposes

Reassignment of variables and their scope is not as straightforward as you would think it is

class Dog():

#this is a class object attribute, true for all dogs

species='mammal'

def \_\_init\_\_(self,breed,name,spots):

self.breed = breed

self.name = name

self.spots = spots

#Operations/Methods

def bark(self):

print("Woof, my name is {}".format(self.name))

class Circle():

pi=3.14159

def \_\_init\_\_(self,radius=1):

self.radius = radius

def getCircum(self):

return 2\*self.pi\*self.radius

def getArea(self):

return self.radius\*\*2 \* self.pi

![](data:image/png;base64,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)

class Animal():

def \_\_init\_\_(self, name):

self.name = name

def speak(self):

raise NotImplementedError('Subclass must implement this abstraction')

When we only want specifically defined classes, we are expected to write speak for our created sub animals from the animal base class

Special Methods

class Book():

def \_\_init\_\_(self,title,author,pages):

self.title=title

self.author=author

self.pages=pages

def \_\_str\_\_(self):

return f"{self.title} by {self.author}"

def \_\_len\_\_(self):

return self.pages

def \_\_del\_\_(self):

print("Book object has been deleted")

when we print out the object, the \_\_str\_\_ function gives us the return output instead of the address

class Account():

def \_\_init\_\_(self,owner,balance):

self.owner=owner

self.balance=balance

def deposit(self,x):

newBalance=self.balance+x

self.balance=newBalance

return "Deposit Accepted"

def withdraw(self,x):

if x>self.balance:

print("Not enough funds")

else:

self.balance=self.balance-x

return "Withdrawal accepted"

def \_\_str\_\_(self):

return f"{self.owner} has {self.balance}"

Module building in github under modules

What is name and main

When we run a py script, the name we give it such as python “one.py” will be our main. This is useful for our logic, we can say if \_\_name\_\_ = “\_\_main\_\_”, which mean its running directly, execute all these following commands, else (when we are for example importing some py files), we can just do a pass or not do anything at all, since al we need them for is a library.

#one.py

def func():

print("FUNC IN ONE.PY")

print(\_\_name\_\_)

print("TOP LEVEL ONE.PY")

if \_\_name\_\_ == "\_\_main\_\_":

print("ONE.PY HAS BEEN RUN DIRECTLY")

#Here we will want to write all the stuff

else:

print("ONE.PY HAS BEEN IMPORTED")

ERROR HANDLING////////

try:

f = open('testfile','w')

f.write("Write a test line")

except TypeError:

print("There was a type error")

except OSError:

print("OSERROR, No permissions for action")

except:

print("all other exceptions")

finally:

print("End of block")

using Error Handling in definitions

def inputInt():

while True:

try:

result = int(input("Input a number"))

except:

print("\nThats not a number")

continue

else:

print("Cool, that works")

break

finally:

print("End of def")

PyLint and unittest libraries which helps us test code and its compatibility

After installing the pylint library, run the command pylint examplefile.py -r y to get a breakdown of what its score is