# \*\*\*\*\*\*\*css2总结\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# 1.元素与元素发生重合

## 1.1浮动: div结构需要换位置

浮动注意问题:

1. 元素永远都在父元素里浮动

2. 浮动元素永远不能超过前面的兄弟元素

3. 文字环绕浮动元素(本质)

4. 块元素在一行排列

## 1.2定位

position:relative;top:-200px;left:0;

position:absolute;top:0;left:0;-------------------推荐使用

position:fixed;top:0;left:0;

## 1.3负外边距: (文字区域盖不上)

margin-top:-200px;

# 2.粘连布局

块元素默认宽为父元素的100%,默认高为0.

<!--模拟屏幕区域: 因为移动端浏览器比较多,所以html,body操作不一样,为了避免操作html,body-->

/\*width,height 参照父元素拿的百分比\*/

#wrap{

width:100%;

height:100%

min-height: ;/\*最小高度\*/

max-height: ;/\*最大高度\*/

}

html,body{

Height:100%;/\*屏幕的百分比\*/

}

#wrap{  
 width: 100%;  
 min-height: 100%;  
 background: deeppink;  
 }

#main{  
 font-size: 30px;  
 background: yellowgreen;  
 padding-bottom: 50px;  
 }  
 #footer{  
 width: 100%;  
 height: 50px;  
 background: orange;  
 margin-top: -50px;  
 }

![](data:image/png;base64,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)

#总结  
 1.footer必须是一个独立的结构,与wrap没有任何嵌套关系  
 2.footer要使用margin为负来确定自己的位置  
 3.wrap区域必须要被自己的子元素撑开 [最小100%, 最大值由内容撑开)

# 3.浏览器滚动条的位置

考虑 document html body;

1.html body中只有一个有overflow属性时,这个属性会传给document

2.html body都存在overflow属性时.body的overflow属性才能生效,

3.当html body都存在overflow属性时.body的overflow属性一直都会作用于body身 上,html的overflow属性一直都会作用于document身上

/\*禁止系统滚动条\*/

html,body{

height:100%;  
 overflow:hidden;

}

# 4.清除浮动

## 4.1直接给父元素设置一个死的高度

## 4.2给父元素加属性

1.给父元素加上浮动,

2.给父元素加上定位 position:absolute;

3.给父元素加上定位 position:fixed;

注: margin设置的左右auto不生效

## 4.3 overflow:hidden;

-------------推荐使用

注: 2和3的本质都是开启了BFC,开启BFC后,父元素可以包含浮动的的子元素

## 4.4在box的后边添加一个空div

设置样式clear:both;

<div style=”clear:both” ></div>

## 4.5在box的后边添加<br clear=”all”>

## 4.6 clearfix

.clearfix:after{

content: ’’;

display: block;

clear: both;

}

# 5.定位

固定定位,参照浏览器窗口定位,与父元素没有任何关系

position:fixed;

相对定位,参照自身在文档流中的位置

position:relative;

绝对定位

position:absolute;

偏移量: top ,left,bottom,right

如果有定位父级元素,参照定位父级元素定位

如果没有定位父级元素,参照初始包含块定位

包含块:

“根元素”的包含块(也称为初始包含块),由用户代理建立,也叫浏览器厂商.在HTML中,根元素就是html元素.在大多数浏览器中,初始包含块是一个视窗大小的矩形,并不是视窗.

## 5.1绝对定位模拟固定定位

document上的滚动条移动导致初始包含块移动,为了保证当前的初始包含块不动,要把document上的滚动条干掉

html｛

height:100%;

overflow:hidden;

｝

给body设置滚动条

body{

height:100%;

overflow:auto;

}

在body里设置另外一个块元素,高度2000px,让body显示滚动条

## 5.2三列布局
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### 5.2.1圣杯布局

需求:

1.两边固定,中间自适应

2.先加载middle内容

3.等高布局(未实现)

步骤:

布局: 有头 有尾 有内容 先加载middle内容

浮动让三者在一行,出现高度塌陷,清浮动

left上去: margin-left: -100%; right同理

middle内容未显示,container:padding: 0 200px;

此时用相对定位把left,right拉回来

最小宽度问题: min-width:600px

问题: 内容过多,文字溢出未解决(等高布局解决)

\* {  
 margin: 0;  
 padding: 0;  
 }  
 body{  
 min-width: 600px;  
 }  
 #header,#footer{  
 width: 100%;  
 height: 50px;  
 line-height: 50px;  
 background: grey;  
 text-align: center;  
 }  
 #content{  
 padding: 0 200px;  
 }  
 #left,#right{  
 float: left;  
 width: 200px;  
 /\*height: 200px;\*/  
 background: deeppink;  
 }  
 #middle{  
 float: left;  
 width: 100%;  
 /\*height: 200px;\*/  
 background: yellowgreen;  
 }  
 #left{  
 margin-left: -100%;  
 position: relative;  
 top:0;  
 left: -200px;  
 }  
 #right{  
 margin-left: -200px;  
 position: relative;  
 top:0;  
 right: -200px;  
 }   
 .clearfox:after{  
 content: '';  
 display: block;  
 clear: both;  
 }

### 5.2.2双飞翼布局

步骤:

布局: 有头 有尾 有内容 先加载middle内容

浮动让三者在一行,出现高度塌陷,清浮动

给middle宽度100%

left上去: margin-left: -100%; right同理

处理middle: 改变dom结构

#middle-inner{

margin-left: 200px;

margin-right: 200px;

}

最小宽度问题: min-wi dth:600px

等高处理

#container{overflow: hidden;}

优点:

内容部分(中间列)优先加载

结构上仅仅添加了一个父级容器

任何一列都可以作为最高列

缺点:

多写了一成html结构

### 5.2.3等高布局(伪)

![](data:image/png;base64,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)

### 5.3 left、top、right、bottom的默认值为auto

### 5.4 html和body的默认高度为0

# 6.文本

## 6.1 省略号

设置当文本溢出包含元素时发生的样式

步骤:

1.包含元素为块元素或行内块

display: block;

2.文本永不换行

white-space: nowrap;

3.溢出文本截取掉

overflow: hidden;

4.实现省略号

text-overflow: ellipsis;

## 6.2行高

1.默认字体大小为16px

2.浏览器支持的最小字体为12px

3.chrome的默认行高为21px

4.firefox的默认行高为22px

5.IE的默认行高为18px

6.line-height: 1; 倍数: 字体大小

## 6.3垂直对齐

### 6.3.1典型的行内块元素

### img button input video canvas

行内块元素像素留白是给文本使用的

vertical-align:baseline;默认: 基线对齐

vertical-align:top; 上对齐

vertical-align:bottom; 对齐

vertical-align:middle; 居中对齐

改变基线默认位置: 1.font-size 字体大小改变 ,2.line-height

### 6.3.2行内块元素水平垂直居中

父元素｛

text-align:center;

line-height: ;

｝

行内块｛

display:inline-block;

vertical-align:middle

｝

行内块元素的缝隙问题

底部缝隙、左右换行缝隙

父元素字体大小设置为0

行内块元素设置浮动

### 6.3.3块元素水平垂直居中

已知元素的宽高

width: 200px;  
 height: 200px;  
 background: greenyellow;

1.{

position: absolute;  
 left:50%;  
 top: 50%;  
 margin-left:;  
 margin-top: ;

}

2.{

position: absolute;  
 left: 0;  
 top: 0;  
 right: 0;  
 bottom: 0;  
 margin:auto;

}

给元素设置宽高

width height

定位设置宽高

box{position: absolute;  
 left: 0;  
 top: 0;  
 right: 0;  
 bottom: 0;}

子元素的大小与父元素等大

让元素飘起来(浮动、定位)

此时宽高由子元素自动撑开

# 7.引起父元素高度塌陷的原因

## 7.1浮动

清除浮动6种方法

## 7.2定位

只能给父元素设置高来解决

# \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# 1. for in

遍历对象上的属性名,枚举对象上的属性名

var obj = {

name: 'Tom',

age: 18,

height: 180

}

for(var i in obj){

// i得到的是属性名,类型是字符串string

console.log( obj[i] );//打印出的是属性值(Tom 18 180)

}

# 2. 读取对象上的属性值

2.1 属性值 = 对象名.属性名

console.log(obj.name);

2.2 属性值 = 对象名['属性名']

console.log['name'];//加引号

console.log[name];//没加引号的name是变量

console.log(obj.width);//undifined

# 3. 赋值语句(给对象设置新属性)

obj.age = 20;

obj[ 'age' ] = 22;

如果对象上没有这个属性,那么用

obj[name] = value

来设置新属性,name是新属性的属性名,value是属性值.

# 4. 数组合并

var arr1 = [1,1,1];  
 var arr2 = [2,2,2];  
 //数组合并  
 console.log(arr1.concat(arr2)); //[1,1,1,2,2,2]

# 5. 图片

var imgNode = document.getElementById('imgNode');  
 console.log('外部='+imgNode.width);  
  
 //保证所有资源加载完成 (img,js,css,font,包)  
 window.onload = function () {  
 console.log('内部='+imgNode.width);  
 }  
 //保证图片资源加载完成  
 imgNode.onload = function () {  
 console.log('img='+imgNode.width);  
 }  
 //图片资源加载失败  
 imgNode.onerror = function () {  
 console.log('222222222222');  
 }

# 6. 元素水平垂直居中

已知元素的宽高

width: 200px;  
 height: 200px;  
 background: greenyellow;

1.{

position: absolute;  
 left:50%;  
 top: 50%;  
 margin-left: -100px;  
 margin-top: -100px;

}

2.{

position: absolute;  
 left: 0;  
 top: 0;  
 right: 0;  
 bottom: 0;  
 margin:auto;

}

元素的高度未知

3.{

position: absolute;  
 left: 0;  
 top: 0;  
 transform: translate(-50%,-50%);

}

4.新版本

{

display: flex;

justify-content: center;  
 align-items: center;

}

5.老版本

{

display: -webkit-box;  
 -webkit-box-pack: center;  
 -webkit-box-align: center;

}

# 7. 拖拽的原理

元素的最终位置 = 元素的初始位置 + 鼠标的距离差

鼠标按下事件 onmousedown

鼠标抬起事件 onmouseup

鼠标移动事件 onmousemove

## 7.1获取鼠标的位置:

e是event对象

鼠标的位置 e.clientX e.clientY

鼠标相对于元素的位置 e.offsetX e.offsetY

鼠标相对于页面的位置 e.pageX e.pageY

鼠标相对于屏幕的位置 e.screenX e.screenY

## 7.2获取手指位置

changedTouches:

目标元素目标事件上的手指列表,最终我们选择手指列表要的是changedTouches

targetTouches: 目标元素上的手指列表

touches: 屏幕上的手指列表

box.addEventListener('touchstart',function(event){

//直接在事件当中把手指先给拿到,以后用的时候,我们可以直接获取位置；

var touch = event.changedTouches[0];

console.log(event);

console.log(touch.clientX);

console.log(touch.clientY);

})

# 8. 取消浏览器默认行为

1.dom0

return false;

注: IE8支持return false,但是IE8中禁止的浏览器默认行为里面不包含拖拽,

解决方案: 全局捕获.

2.dom2

event.preventDefault()

# 9. 全局捕获

全局捕获在ie底下才有实质性的作用  
 在谷歌中完全不存在全局捕获,设置全局捕获会报错  
 在火狐中存在全局捕获,但其没有作用

谷歌和火狐不需要设置,自己有这个功能

设置全局捕获:

element.setCapture()

释放全局捕获:

document.releaseCapture()

解决方法:

//设置全局捕获: element.setCapture()  
 if(box.setCapture){  
 box.setCapture();  
 }

box.setCapture && box.setCapture();

//释放全局捕获: document.releaseCapture()  
 if(document.releaseCapture){  
 document.releaseCapture();  
 }

document.releaseCapture && document.releaseCapture();

# 10.求视口的宽度、高度

## 10.1 pc端

1.浏览器最干净的视口区域

document.documentElement.clientWidth

document.documentElement.clientHeight

2.包含浏览器滚动条的区域

window.innerWidth

window.innerHeight

3.包含浏览器的外部边框(镶边)

window.outerWidth

window.outerHeight

4.屏幕宽度

screen.width

screen.height

## 10.2移动端

10.2.1布局视口

为了转移pc的网页,而引入的一个容器.它的大小是要远大于设备独立像素,各个设备差异不大.（980）

为了把这个布局视口当中的元素全部展现给客户,并且不能出现横向滚动条.浏览器厂商会自作主张把布局视口

进行压缩（压缩的是css面积）

最终：我们的手机宽度此时用三种像素描述就变为了：

物理像素 750

设备独立像素 375

css像素 980

10.2.2视觉视口

宽度永远是屏幕宽度所包含的css像素值

10.2.3理想视口

meta name = "viewport" content = "width=device-width"

最终达到的目标 布局适口 = 视觉视口 = 理想视口 = 设备独立像素 = 375

# 11.getBoundingClientRect()

返回值是一个对象,包含了一组用于描述边框的只读属性——left、top、right和bottom,

除了 width 和 height 外的属性都是**相对于视口的'左上角'**位置而言的.

left、top、right和bottom的位置都是参照视口的左上角获取的.

# 12.滚动条

####scale1滚动条高度的系数

滚动条高度 / 视口高度 = 视口高度 / 内容高度 = scale1

scale1 = 视口高度/内容高度

内容偏移量 = 滚动条偏移量 / scale1

滚动条偏移量 = 内容偏移量 \* scale1

# 13.鼠标移入移出事件

13.1第一种: 会产生事件冒泡

鼠标移入onmouseover

鼠标移出onmouseout

13.2第二种

鼠标移入onmouseenter

鼠标移出onmouseleave

多个元素的时候最好使用第二种

# 14.鼠标滚轮事件

ie/chrome : onmousewheel(dom0)  
 event.wheelDelta  
 上: 120  
 下: -120  
   
 firefox : DOMMouseScroll 必须用(dom2的标准模式)  
 event.detail  
 上: -3  
 下: 3  
   
 return false阻止的是 dom0 所触发的默认行为  
 dom2 需要通过event下面的event.preventDefault();

# 15.取消冒泡

**event**.stopPropagation();

# 16.绑定事件的方式

## 16.1绑定事件

1.dom0

box.onclick = function () {};

2.dom2

box.addEventListener( 'cilck' , function () {});

## 16.2解绑操作

1.dom0

box.onclick = null;

2.dom2

box.removeEventListener( 'click' , function () {})

## 16.3取消浏览器默认行为

1.dom0

return false;

2.dom2

event.preventDefault()

# 17.元素高亮效果

-webkit-tap-highlight-color: rgba(0,0,0,0);

-webkit-tap-highlight-color: transparent;

设置成透明

# 18.inline-block元素

img input button audio video canvas

# 19.检测浏览器窗口大小发生改变

window.onresize = function() {}

# 20.百分比参照自身

border-radius  
 background-size  
 transform-origin  
 transform: translate(-50%,-50%);  
 线性渐变: 轴线长度  
 径向渐变: 对角线一半

# 21.实参列表arguments

定义的函数没有写形参的时候,可以通过实参列表来获取参数.

实参列表 arguments ,是函数调用是传过来的参数,是一个列表.

# 22.函数三要素

功能 参数 返回值

# 23. js内置对象

## 23.1 Math对象

Math.PI 圆周率

Math.abs() 求绝对值

Math.ceil() 向上舍入

Math.floor() 向下舍入

Math.round() 四舍五入

Math.max() 求最大值 参数: (1,2,3,4,5,6,7)

Math.min() 求最小值 参数: (1,2,3,4,5,6,7)

Math.random() 求随机数 返回值是0到1之间的一个小数

Math.sqrt() 开根号

## 23.2 Date对象

var date = new Date();

console.log(date); //Wed Mar 20 2019 17:02:10 GMT+0800 (中国标准时间)

date.getFullYear(); //年份2019

date.getMonth(); //月份2

date.getDate(); //日期20

date.getDay(); //星期3 (0-6)

date.getHours(); //小时19

date.getMinutes(); //分钟17

date.getSeconds(); //秒52

date.getTime(); //获取毫秒

date.toLocaleDateString();//日期2019/3/20

date.toLocaleTimeString();//时间 下午7:17:52

date.valueOf(); //毫秒 1553080672481 根据世界时返回1970年1月1日到指 定日期的毫秒数

## 23.3基本包装类型

/\*

\* 值类型:

\* 数值型 字符串 布尔型

\*

\* 基本包装类型:

\* 基本包装类型是构造函数,利用构造函数实例化的是对象,我们在写程序时,会

\* 利用值类型的数据进行值的比较或者数学运算,对象都是存储在各自的内存地址中

\* 无法进行数学运算或者值的真假比较.当值类型的数据的变量需要调用基本包装类型

\* 的方法时,会自行创建一个基本包装对象,调用对象中的方法,当调用结束后,对象

\* 会自动清理掉,通常情况下,我们不会人为的去创建基本包装类型

\*

\*/

var num = 5; //number

var str = '哈哈'; //string

var bool = true; //boolean

var num01 = new Number(1);

var num02 = new Number(1);

var str01 = new String('哈哈');

console.log(num01);

console.log(str01);

var bool01 = new Boolean(true);

var bool02 = new Boolean(true);

if(num == 5){

alert('执行');

}

if(num01 == num02){

alert('执行');

}

console.log(num.toString());

console.log(num);

## 23.4字符串常用方法

/\*

\* 字符串的不可变性: 当变量保存一个字符串数据后,就不能更改了,当再赋值的时候

\* 是重新开辟了一个内存地址来保存

\*/

var str01 = '下午上课一点也不困';

console.log(str01.length);

for (var i = 0; i < str01.length; i++) {

console.log(str01[i]); //下 午 上 课 一 点 也 不 困

}

str01[0] = '上';

//str01 = '哈哈';

//console.log(str01);

var str02 = '下午a上课一点也不困';

console.log(str02.charAt(1));

//.charAt(索引),返回值是指定索引位置的字符串,超出索引,结果是空字符串

console.log(str02.charCodeAt(2));

//.charCodeAt(索引)返回在指定的位置的字符的Unicode编码

console.log(str02.concat('但老刘困','困了就睡'));

//.concat(字符串1,字符串2,...);返回的是拼接之后的新的字符串

console.log(str02.indexOf('课',5));

//.indexOf(要找的字符串,从某个位置开始的索引);

返回的是这个字符串的索引值,没找到则返回-1

console.log(str02.lastIndexOf('课',3));

//.lastIndexOf(要找的字符串,从某个位置开始的索引);

从后向前找,但是索引仍然是从左向右的方式,找不到则返回-1

console.log(str02.replace('下','上'));

//.replace("原来的字符串","新的字符串");用来替换字符串的

console.log(str02.slice(5,9));

//.slice(开始的索引,结束的索引);

从索引的位置开始提取,到索引的前一个结束,并返回这个提取后的字符串

var str03 = '周杰伦|蔡依林|林俊杰|吴亦凡|老刘';

console.log(str03.split('|')); //.split("要干掉的字符串");切割字符串

console.log(str02.substr(0,5)); //.substr(开始的索引,个数);返回的是截取后的新的字符串

console.log(str02.substring(5,9)); //返回截取后的字符串,不包含结束的索引的字符串

var str04='aBcDeFG';

console.log(str04.toLocaleLowerCase()); //转小写

console.log(str04.toLocaleUpperCase()); //转大写

var str = prompt();

console.log(str.trim().length);

if(str.trim() == '金牛座'){

alert('牛逼');

}

console.log(str.trim()); //去掉两端空格

## 23.5数组常用方法

var arr = [1, 2, 3, 4, 5];

### 23.5.1 pop();

arr.pop()

从数组尾部弹出一个元素并返回弹出的元素

length就会减1.

尾部:是指索引最大的地方.

### 23.5.2 push()

arr.push('哈哈')

从数组的尾部压入一个元素,并返回数组的新长度

### 23.5.3 shift()

arr.shift()

从数组的头部弹出一个元素,并返回此元素

### 23.5.4 unshift()

arr.unshift('呵呵')

从数组的头部压入一个元素.

### 23.5.5 reverse()

var arr02 = [1, 2, 3, 4, 5];

arr02.reverse()

对原数组进行逆序

### 23.5.6 concat()

var arr03 = [1, 2, 3, 4, 5];

arr03.concat( [6, ['haha', 'hehe'], 8] )

连接原数组的元素和传递的参数**形成一个新数组**并返回,不影响原来的数组.

如果传入的参数是数组,会把数组中的元素跟原数组的元素进行合并成一新数组.

[1,2,3].concat(9,1,4); => [1, 2, 3, 9, 1, 4]

[1,2,3].concat([9,true]); => [1, 2, 3, 9, true]

[1,2,3].concat([9,true, ['22',4, 9], 33]) => [1, 2, 3, 9, true, Array(3), 33]

### 23.5.7 join()

var arr04 = ['周杰伦', '蔡依林', '林宥嘉', '老刘'];

arr04.join('|')

可以把数组的元素(项)连接成字符串,接收一个参数为连接符号,默认是逗号,返回的结果为字符串.

[1, 2, 3].join(); => 1,2,3

[4,true, 3].join(“-”) ; => 4-true-3

### 23.5.8 slice()

复制数组的一部分

获取数组的一个片段或者子数组

接收1个到2个参数.参数：获取数组起始索引和结束索引(前一个)

如果只指定一个参数代表：从索引位置到数组结尾.

此方法对原数组没有影响.

m = [1,2,3,4,5];

m.slice(2); =>[3, 4, 5]

m.slice(3, 4); => [4]

### 23.5.9 splice() \*

arr04.splice(1, 1, ['哈哈', '呵呵']);

在原数组上进行插入或者删除数组元素,会影响原来数组.

返回的结果是删除的元素组成的数组.

参数：可以接受1个参数,2个参数或者2个以上的参数.

第一个参数是删除数据的索引位置到结束,包含自己,负值从后面开始

第二个参数是要删除数组元素的个数

第三个参数是要插入到原数组中的元素,插入的位置从第一个参数所在的索引开始.

1). 删除数据

[1, 2, 3, 4, 5].splice(2); // 删除=>[3, 4, 5] 原数组：[1,2]

[1, 2, 3, 4, 5].splice(3,2); // 删除=>[4, 5] 原数组：[1,2,3]

[1, 2, 3, 4, 5].splice(-2); // 删除=>[4, 5] 原数组：[1,2,3]

a = [1,2,3,4,5];

a.splice(3,2,33,'222',[99,98]); // 删除=>[4,5]

a => [1, 2, 3, 33, "222", Array(2)]

2). 插入数据

a=[1,2,3]; a.splice(1,0,5,6); //=>[] a=[1,5,6,2,3]

3). 替换数据

a=[1,2,3];a.splice(1,1,4); //=>[2] a=[1,4,3]

### 23.5.10 sort()

转成字符串排序

var arr05 = ['b', 'a', 'k', 'c', 'e'];

var arr06 = [2, 32, 24, 52, 6, 77, 31];

如果调用该方法时没有使用参数,将按字母顺序对数组中的元素进行排序,说得更精确点,是按照字符编码的顺序进行排序.要实现这一点,首先应把数组的元素都转换成字符串(如有必要),以便进行比较.

如果想按照其他标准进行排序,就需要提供比较函数,该函数要比较两个值,然后返回一个用于说明这两个值的相对顺序的数字.比较函数应该具有两个参数 a 和 b,其返回值如下：

若a小于b,在排序后的数组中a应该出现在b之前,则返回一个小于0的值.

若a等于b,则返回0.

若a大于b,则返回一个大于 0 的值.

function fn(a, b) {

if(a < b) {

return -1;

}

if(a == b) {

return 0;

}

if(a > b) {

return 1;

}

}

var num = fn(2,32);

if(num == 1){

}

console.log(arr06.sort(fn));

console.log(arr06.sort(function (a,b){

if(a<b){

return -1;

}

if(a==b){

return 0;

}

if(a>b){

return 1;

}

}));

console.log(arr06.sort(function(a, b) {

return a - b;

}));

# 24.对象相关

obj = {

name: '';

eat:function(){ }

}

function eat(){ //这个函数可以看做是 window.eat = function(){}

}

函数和方法的区别:

window下面的eat= function(){} 称为函数;

普通对象下面的eat:function(){}称为这个对象下的eat方法;

# 25.++和--

++在后,先赋值后++;

++在前,先++后赋值.

# 26.回调函数

网一个已经写好的函数中添加外部逻辑,必须使用回调函数.

# 27.元素隐藏的方式

display: none;   
 visibility: hidden;  
 opacity:0;  
 width: 0;  
 height: 0;  
 transform: scale(0);  
 transform: translate(-10000px)

# 28.循环遍历加监听解决方法

***<!--需求: 点击某个按钮, 提示"点击的是第n个按钮"-->*<script type="text/javascript">  
*//以下代码有问题* var *btns* = document.getElementsByTagName('button')  
 for (var *i*=0; *i*<*btns*.length; *i*++ ){  
 var *btn* = *btns*[*i*]  
 *btn*.onclick = function () {  
 alert(*i*)  
 }  
 }  
*//缓存计数器* var *btns* = document.getElementsByTagName('button')  
 for (var *i*=0; *i*<*btns*.length; *i*++ ){  
 var *btn* = *btns*[*i*]  
 *btn*.index = *i  
 btn*.onclick = function () {  
 alert(this.index)  
 }  
 }  
*//闭包解决* var *btns* = document.getElementsByTagName('button')  
 for (var *i*=0; *i*<*btns*.length; *i*++ ){  
 (function (i) {  
 var btn = *btns*[i]  
 btn.onclick = function () {  
 alert(i)  
 }  
 })(*i*)  
 }  
*//构建块级作用域* var *btns* = document.getElementsByTagName('button')  
 for (let *i*=0; *i*<*btns*.length; *i*++ ){  
 var *btn* = *btns*[*i*]  
 *btn*.onclick = function () {  
 alert(*i*)  
 }  
 }**

# 29.对象创建方式

## 29.1 Object构造函数模式

***\* 套路: 先创建空Object对象, 再动态添加属性/方法  
\* 适用场景: 起始时不确定对象内部数据  
\* 问题: 语句太多（创建多个对象的时候）***

**var *p*** = **new** Object()  
***p***.**name** = **'kobe'  
*p***.**age** = 18  
***p***.setName = **function** (name) {  
 **this**.**name** = name  
}

## 29.2对象字面量

***\* 套路: 使用{}创建对象, 同时指定属性/方法  
\* 适用场景: 起始时对象内部数据是确定的  
\* 问题: 如果创建多个对象, 有重复代码(方法)***

**var *p*** = {  
 **name**:**'kobe'**,  
 **age**:18,  
 setName:**function** (name) {  
 **this**.**name** = name  
 }  
}

## 29.3工厂模式

***\* 套路: 通过工厂函数动态创建对象并返回  
\* 适用场景: 需要创建多个对象  
\* 问题: 对象没有一个具体的类型, 都是Object类型***

**function** *creatPerson*(name,age) {  
 **var** p = {  
 **name**:name,  
 **age**:age,  
 setName:**function** (name) {  
 **this**.name = name  
 }  
 }  
 **return** p  
}

**var *p1*** = *creatPerson*(**'wade'**,18)  
**var *p2*** = *creatPerson*(**'peiqi'**,18)

**console**.log(typeof ***p1***)  
**console**.log(typeof ***p2***)

## 29.4自定义构造函数模式

***\* 套路: 自定义构造函数, 通过new创建对象  
\* 适用场景: 需要创建多个类型确定的对象  
\* 问题: 每个对象都有相同的数据, 浪费内存***

**function *Person*(name,age) {  
 this.name = name  
 this.age = age  
 this.setName = function (name) {  
 this.name = name  
 }  
}  
function *Dog*(name,age) {  
 this.name = name  
 this.age = age  
 this.setName = function (name) {  
 this.name = name  
 }  
}  
var *p1* = new *Person*('kobe',18)  
var *p2* = new *Person*('wade',19)  
var *d1* = new *Dog*('wc',19)  
var *d2* = new *Dog*('xh',19)**

## 29.5构造函数+原型的组合模式

***\* 套路: 自定义构造函数, 属性在函数中初始化, 方法添加到原型上  
\* 适用场景: 需要创建多个类型确定的对象***

**function** *Person*(name,age) {  
 **this**.**name** = name  
 **this**.**age** = age  
}  
*Person*.**prototype**.setName = **function** (name) {  
 **this**.**name** = name  
}

**var *p1*** = **new** *Person*(**'kobe'**,18)  
**var *p2*** = **new** *Person*(**'wade'**,19)  
***p1***.setName(**'haha'**)  
**console**.log(***p1***)

# 30.数组常用方法

## 30.1数组的简单方法

***push、unshift、pop、splice... 会影响原数组（会修改原数组数据）***

## 30.2数组的高级方法

### reduce

***统计、求和、累加。。。 计算购物车的总价***

### forEach

***遍历  
 for循环 （用来遍历数组） 性能最好，一般不用  
 for in循环 （用来遍历对象（多）、数组（极少））  
 for of循环 （用来遍历有iterator接口的容器，对象默认不行）  
 forEach（用来遍历数组）  
 while循环 （一般用来取代递归函数：函数内部调用自己函数）***

***数组: forEach((item,index)=>{}) item在前写的时候就可以省略 index  
对象: for in***

### map

***用来对原数组进行加工处理，生成新数组（不会修改原数组），新数组长度和原数组一样，但内容往往发生变化  
 对原数据进行加工显示，显示加工后的数据***

### filter

***用来对原数组进行加工处理，生成新数组（不会修改原数组），新数组长度比原数组更少，但内容不会变化  
 对原数据进行过滤显示，只显示符合条件的数据***

***args.reduce((previous, current) => {}, initValue)  
previous 上次函数返回值  
current 当前遍历数据的元素  
initValue 就是第一次 previous 的值***

### flat方法

***用于扁平化数组*const *arr* = [1, [2], [[3], [4]], [[[5]]]];  
*//自定义flat方法*function *flat*(arr) {  
 */\*  
 什么时候函数需要形参：如果函数内部需要使用函数外部的数据，传参  
 \*/  
 // 初始化是一个空数组* let result = [];  
 *// [[3], [4]] --> [3] [4]* arr.forEach((item) => {  
 if (Array.isArray(item)) {  
 *// 元素是数组  
 // concat连接数据的方法，它不会修改原数组* result = result.concat(*flat*(item)); *// 每次调用flat方法 返回一个result* } else {  
 *// 元素不是数组* result.push(item);  
 }  
 })  
 *// 返回一个扁平化后的数组* return result;   
}  
console.log(*flat*(*arr*));  
Array.prototype.flat = function () {  
 */\*  
 什么时候函数需要形参：如果函数内部需要使用函数外部的数据，传参  
 \*/  
 // 初始化是一个空数组* let result = [];  
 *// this指向调用方法的这个对象 -- arr* this.forEach((item) => {  
 if (Array.isArray(item)) {  
 result = result.concat(item.flat()); *// 每次调用flat方法 返回一个result* } else {  
 *// 元素不是数组* result.push(item);  
 }  
 })  
 *// 返回一个扁平化后的数组* return result;  
};  
console.log(*arr*.flat());**

# 31.await关键字

***await关键字只能在async函数中使用  
作用：  
 1. 等待: 只会等待promise对象，其他内容都不等  
 当promise内部状态变成成功的状态时，就不等了  
 当promise内部状态变成失败的状态时，中断async函数的执行（后面戴代码不执行了），并报错  
 2. 提取promise对象成功状态的返回值，赋值给左边***

# 32.const和let使用

***1. 绝大部分使用let定义变量，只有确定不变的量用const，90%的变量都是let定义的  
2. 绝大部分使用const定义变量，只有确定可变的量用let，90%的变量都是const定义的  
  
使用哪种方式：看我们定义的量是常量居多还是变量居多  
 我们在实际项目中常量居多  
不确定一个量到底是变量还是常量：默认用const定义，只有将来变化了，在改为let***

# 33.this指向

***1. 没有修改this指向的函数，直接调用 window window.fn()  
 2. obj.fn() obj  
 3. call / apply / bind this指向传入第一个参数  
 4. new fn() 创建出来的实例对象  
 5. () => {} 离它最近的一层包裹着它的函数的this***

# 34.call、apply、bind

***相同点：三者都能改变函数调用时this指向。  
 不同点:  
 call 第一个是要改变this指向的对象，后面参数是要调用函数传入的参数（以逗号隔开）  
 apply 第一个是要改变this指向的对象，第二个参数是一个数组（数组里面有函数调用的参数）  
 bind 传参和call一样。 不会执行函数，返回一个this改变后的函数***

# 35.git管理仓库

***## 1、本地仓库管理*\*** 建立忽略文件  
 **\*** .gitignore  
 **\*** 一定要在add之前  
**\*** git init  
**\*** git add ./\*/-A  
**\*** git commit -m 'xxx'  
  
***## 2、远程仓库管理*\*** 新建远程仓库  
  
***## 3、本地和远程的使用*\*** 本地仓库和远程仓库关联  
 **\*** git remote add origin xxxx  
**\*** 本地仓库提交代码到远程仓库去  
 **\*** git push origin master  
**\*** 本地仓库更新远程仓库最新的代码  
 **\*** git pull origin master  
**\*** 本地仓库需要拉取远程仓库的dev分支内容  
 **\*** 注意：默认clone下来是master分支  
 **\*** git fetch origin dev1:dev2 拉取远程仓库dev1分支的内容到本地的dev2分支上

# **36.高阶函数**

***1). 一类特别的函数  
 a. 接受函数类型的参数  
 b. 返回值是函数  
2). 常见  
 a. 定时器: setTimeout()/setInterval()  
 b. Promise: Promise(() => {}) then(value => {}, reason => {})  
 c. 数组遍历相关的方法:***

***forEach()/filter()/map()/reduce()/find()/findIndex()***

***d. 函数对象的bind()  
 e. Form.create()() / getFieldDecorator()()***

***3). 高阶函数更新动态, 更加具有扩展性***

# 37.高阶组件

***1). 本质就是一个函数  
 2). 接收一个组件(被包装组件), 返回一个新的组件(包装组件), 包装组件会向被包装组件传入特定属性  
 3). 作用: 扩展组件的功能  
 4). 高阶组件也是高阶函数: 接收一个组件函数, 返回是一个新的组件函数***