**Assignment 2**

**Part 1 source code**

(PS:read dilation\_erosion.cpp for more)

#include <opencv2/core/core.hpp>

#include <opencv2/highgui/highgui.hpp>

#include <opencv2/imgproc/imgproc.hpp>

#include <iostream>

#include <fstream>

using namespace cv;

using namespace std;

const int MIN\_BOUNDARY = 90;

//for debug

int succTimes = 0;

int failTimes = 0;

bool getSize(int &size)

{

if (cin >> size)

{

if (size >= 1 && size <= 10)

{

return true;

}

}

return false;

}

bool getBool(bool\* array, int height, int width, int row, int col)

{

if (row < 0 || row >= height || col < 0 || col >= width)

{

cout << "getBool error!\n";

system("pause");

exit(0);

}

return array[row\*width + col];

}

void setBool(bool\* array, int height, int width, int row, int col, bool value)

{

if (row < 0 || row >= height || col < 0 || col >= width)

{

cout << "getBool error!\n";

system("pause");

exit(0);

}

array[row\*width + col] = value;

}

void displayMatrix(bool\* matrix, int height, int width)

{

fstream logfs("log.txt", ios::out | ios::app);

logfs << "display matrix: \n";

for (int i = 0; i < height; i++)

{

for (int j = 0; j < width; j++)

{

logfs << (int)getBool(matrix, height, width, i, j) << " ";

}

logfs << endl;

}

}

bool isContain(bool\* imgMatrix, int height, int width, bool\* structure, int size, int transx, int transy)

{

for (int i = 0; i < size; i++)

{

for (int j = 0; j < size; j++)

{

if (getBool(structure, size, size, i, j) != getBool(imgMatrix, height, width, i + transx, j + transy))

{

failTimes++;

return false;

}

}

}

succTimes++;

return true;

}

bool isHit(bool\* imgMatrix, int height, int width, bool\* structure, int size, int transx, int transy)

{

for (int i = 0; i < size; i++)

{

for (int j = 0; j < size; j++)

{

if ((i + transx) >= 0 && (i + transx) < height && (j + transy) >= 0 && (j + transy) < width)

{

if (getBool(structure, size, size, i, j) == getBool(imgMatrix, height, width, i + transx, j + transy))

{

return true;

}

}

}

}

return false;

}

bool\* erosion(bool\* imgMatrix, int height, int width, bool\* structure, int size)

{

bool\* result = new bool[height\*width];

for (int i = 0; i < height; i++)

{

for (int j = 0; j < width; j++)

{

setBool(result, height, width, i, j, 0);

}

}

//the point at the boundary is impossible

for (int i = 0; i < height - size + 1; i++)

{

for (int j = 0; j < width - size + 1; j++)

{

if (isContain(imgMatrix, height, width, structure, size, i, j))

{

setBool(result, height, width, i, j, 1);

}

//default value is 0

/\*else

{

setBool(result, height, width, i, j, 0);

}\*/

}

}

return result;

}

bool\* dilation(bool\* imgMatrix, int height, int width, bool\* structure, int size)

{

bool\* result = new bool[height\*width];

for (int i = 0; i < height; i++)

{

for (int j = 0; j < width; j++)

{

setBool(result, height, width, i, j, 0);

}

}

for (int i = 0; i < height; i++)

{

for (int j = 0; j < width; j++)

{

if (isHit(imgMatrix, height, width, structure, size, i, j))

{

setBool(result, height, width, i, j, 1);

}

//default value is 0

/\*else

{

setBool(result, height, width, i, j, 0);

}\*/

}

}

return result;

}

int main()

{

//get size

int size;

cout << "We use a square as a structuring element and the left-up corner is origin.\n"

<< "Please input an integer (1 - 10) as size of the square: ";

if (getSize(size))

{

cout << "\nThe size of square is: " << size << endl;

}

else

{

cout << "\nInout is invalid!\n";

system("pause");

exit(0);

}

//initialize the structuring element

bool\* structure = new bool[size\*size];

for (int i = 0; i < size; i++)

{

for (int j = 0; j < size; j++)

{

setBool(structure, size, size, i, j, 1);

}

}

//generate the matrix of img

IplImage\* img = cvLoadImage("lena-binary.bmp", 0);

bool\* imgMatrix = new bool[img->height\*img->width];

for (int row = 0; row < img->height; row++)

{

uchar\* ptr = (uchar\*)img->imageData + row\*img->widthStep;

for (int col = 0; col < img->width; col++)

{

if (ptr[col]>MIN\_BOUNDARY)//white

{

setBool(imgMatrix, img->height, img->width, row, col, 1);//1 means have data or means contained by the foreground

}

else

{

setBool(imgMatrix, img->height, img->width, row, col, 0);

}

}

}

//displayMatrix(structure, size, size);

//displayMatrix(imgMatrix, img->height, img->width);

//choose operation

int mode = 0;

cout << "Please choose a operation(1-erosion 2-dilation): ";

cin >> mode;

cout << endl;

//get result

bool\* result = NULL;

if (mode == 1)

{

result = erosion(imgMatrix, img->height, img->width, structure, size);

}

else if (mode == 2)

{

result = dilation(imgMatrix, img->height, img->width, structure, size);

}

else

{

cout << "Operation invalid!\n";

system("pause");

exit(0);

}

//draw result image

IplImage\* resultImg = cvCloneImage(img);

for (int row = 0; row < resultImg->height; row++)

{

uchar\* ptr = (uchar\*)resultImg->imageData + row\*resultImg->widthStep;

for (int col = 0; col < resultImg->width; col++)

{

if (getBool(result, resultImg->height, resultImg->width, row, col))

{

ptr[col] = 255;//white

}

else

{

ptr[col] = 0;//black

}

}

}

//save result image

if (mode == 1)

{

cvSaveImage("result\_erosion.bmp", resultImg);

}

else

{

cvSaveImage("result\_dilation.bmp", resultImg);

}

//release space

delete structure;

delete imgMatrix;

delete result;

cvReleaseImage(&img);

cvReleaseImage(&resultImg);

system("pause");

return 0;

}

**Part 2 definition**

(PS:read comment of dilation\_erosion.cpp for more info)

Basic definition:

Const int MIN\_BOUNDARY = 90//diminish the effect of background

bool\* structure = new bool[size\*size]//square structure element

IplImage\* img = cvLoadImage("lena-binary.bmp", 0)//origin image

cvSaveImage("result\_erosion.bmp", resultImg)//erosion image

cvSaveImage("result\_dilation.bmp", resultImg)//dilation image

**Part 3 output**

1.origin image

![lena-binary](data:image/png;base64,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)

2.dilation image

![result_dilation](data:image/png;base64,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)
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