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**Photoelectric Effect Python Experiment**

Go to https://applets.kcvs.ca/photoelectricEffect/PhotoElectric.html# to start your simulation experiment to col lect data to use in your Python code. In the options menu on the upper left-hand corner, select a metal to analyze. You can choose from Cs, Ca, K, or Na. Adjust the wavelength to 200 nm. Record the frequency. Adjust the voltage by 0.25 and click record the data point. You can stop recording data once you have reached 5 V, click show data and download the CSV. Save the CSV file according to the name of the metal you are analyzing and the wavelength. Use an underscore instead of a space to save the file (Example Cs 200nm.csv). Go to the upper left-hand corner under options and clear the data. Start the process again at 250, 300, 350, 400, 450, and 500 nm. Put these files in your Python folder in the Photoelectric effect experiment on your desktop.

First, import the necessary libraries to work with your data.

1 import pandas as pd

2 import numpy as np

3 import matplotlib.pyplot as plt

4 import os #for manipulating files

5 import re #regular expressions for manipulating text

**Part 1**

First, we will write our plotting function for this data set. It will accept a dataframe object with our data points, the labels of the x and y columns, a title to display, the coefficients of the trendline to plot, and the filename to save a png image to.

1 def plot\_data(dataframe,x\_column,y\_column,title,trendline\_coeffs=None,output\_file=None): 2 x = dataframe[x\_column]

3 y = dataframe[y\_column]

4

5 plt.scatter(x,y, label = ’Data Points’, color=’blue’)

6

7 plt.xlabel(x\_column)

8 plt.ylabel(y\_column)

9 plt.title(title)

10

11 if trendline\_coeffs is not None:

12 poly\_coeff = trendline\_coeffs

13 poly\_degree = len(trendline\_coeffs) -1

14 poly = np.poly1d(poly\_coeff)

15 x\_fit = np.linspace(x.min(),x.max(), 500)

16 y\_fit = poly(x\_fit)

17

18 plt.plot(x\_fit, y\_fit, label=f’Polynomial Fit (Degree {poly\_degree})’,color=’red’) 19

20 equation\_text = "$y = " + " + ".join([f"{coef:.3e}xˆ{poly\_degree - i}" if i != poly\_degree else f"{round(coef, 3)}"

21 for i, coef in enumerate(poly\_coeff)]) + "$" 22 plt.text(0.2,0.8, equation\_text, transform=plt.gca().transAxes, fontsize=8, 23 verticalalignment=’bottom’, horizontalalignment=’left’) 24 plt.legend()

25

26 if output\_file:

27 plt.savefig(output\_file,format=’png’,dpi=300, bbox\_inches=’tight’) 28

29 plt.show()
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Now, we will use this newly created plot function to display the data we collected. Load your data from your csv files into a pd.DataFrame object.

1 file\_path = ’Ca\_200nm.csv’

2 data = pd.read\_csv(file\_path)

Define the x column and y column and format your title.

1 xcol = ’Voltage (V)’

2 ycol = ’Current (pA)’

3 title = f’{ycol} vs {xcol} for Ca Metal at 200nm’

Finally, we are ready to call our plot function.

1 plot\_data(data,xcol,ycol,title,output\_file=’Ca\_200nm.png’)
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**Part 2**

Now we will perform a polynomial fit on our data, and plot the best-fit curve. First, we will use NumPy’s polyfit function to obtain a tuple of polynomial coefficients.

1 poly\_degree = 4

2 poly\_coeff = np.polyfit(data[xcol],data[ycol],poly\_degree)

Plotting our data with the fit is as simple as re-using the line of code we used to plot it without, except that we add the polynomial coefficients as a parameter.

1 plot\_data(data,xcol,ycol,title,poly\_coeff,output\_file=’Ca\_200nm.png’)

3

Your output should look something like this. Again, if it doesn’t, get a TA to help.
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Calculate the y intercept and smallest positive root of the polynomial fit. We will use the smallest positive root as the cutoff voltage, *V*0.

1 def find\_root\_and\_yint(data,x\_column,y\_column,poly\_degree=2,interval=[0,np.inf]): 2 x = data[x\_column]

3 y = data[y\_column]

4 poly\_coeff = np.polyfit(x,y,poly\_degree)

5 root = min([float(root) for root in np.roots(poly\_coeff) if interval[0] < root and root < interval[1]])

6 yint = float(poly\_coeff[-1])

7 return root,yint

Here is an example of using this function to obtain the cutoff voltage for our data set:

1 root\_yint = find\_root\_and\_yint(data,’Voltage (V)’, ’Current (pA)’, poly\_degree) 2 poly\_V0 = root\_yint[0]

3 print(f"for degree {poly\_degree} fit : root: {root\_yint[0]:.3f} ; y-intercept: {root\_yint [1]:.3f}")

In your answer to Part 2, show your code, the plot with polynomial fit, and the calculated y intercept and *V*0.
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**Part 3**

Now, we will repeat all of this using a linear regression. Because there are many zero data points which we do not want, we will need to write a function that will truncate our data so that it does not include these.

1 def truncate\_data(dataframe,xcol,ycol,y\_threshold):

2 ’’’

3 returns a dataframe including only the first value

4 lower than or equal to y\_threshold

5 ’’’

6 for index, y\_value in enumerate(dataframe[ycol]):

7 if y\_value <= y\_threshold:

8 #return dataframe only up to and including this value

9 return dataframe.iloc[0:index + 1]

10 #nothing was below threshold

11 return dataframe

Now, plot your truncated data. It should look something like this; if it doesn’t, you will once more need to bother your TA.

![](data:image/png;base64,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)

Once we have prepared our truncated graph, repeating this procedure with a linear regression is as easy as re-using all our old functions in the same order, with the only changes being the filename and setting poly degree = 1.

1 #This is all that changes!

2 poly\_degree = 1

3 filename = ’Ca\_200nm\_trunc\_linear’

4 #all this is the same!

5 poly\_coeff = np.polyfit(data[xcol],data[ycol],poly\_degree)

6 plot\_data(data,xcol,ycol,title,poly\_coeff,output\_file=filename)

7 root\_yint = find\_root\_and\_yint(data,’Voltage (V)’, ’Current (pA)’, poly\_degree) 8 lin\_V0 = root\_yint[0] #I lied, this line is different

9 print(f"for degree {poly\_degree} fit : root: {root\_yint[0]:.3f} ; y-intercept: {root\_yint [1]:.3f}")

For your answer to part 3, include the code you used for this section, the graphical output, and the calculated root and y-intercept.
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**Part 4**

Now, we are at the good stuff. We will calculate the work function of the metal, using the stopping potential calculated by finding the root of our regression. Write a function to calculate *ϕ* for your metal, using the formula *ϕ* = *hν − eV*0.

We will define the physical constants we will continually use:

1 c = 3e8

2 h = 6.626e-34

3 e = 1.602e-19

1 #this one’s on you... it’s just arithmetic!

2 def calculate\_phi(V\_0,wavelength\_nm):

3 #your function body goes here

4 return phi

Next, calculate phi for the polynomial fit, and for the linear fit. Are they significantly different?

1 phi\_poly = calculate\_phi(poly\_V0,200)

2 phi\_lin = calculate\_phi(lin\_V0,200)

3 print(f’Phi\_poly : {phi\_poly}’)

4 print(f’Phi\_linear : ’ + str(phi\_lin))

In your answer to Part 4, show your code and the output you obtained, as well as any commentary on the differences between these values.

**Part 5**

Here, we will calculate the cutoff frequency (and wavelength) for our metal using the work function obtained in Part 4. Remember, *V*0 = ( *heν*) *−* (*ϕe*) = 0.

1 def calculate\_cutoff\_nu\_lambda(phi):

2 #your logic goes here

3 return nu\_cutoff\_Hz,lambda\_cutoff\_nm

Now, use this to obtain values of cutoff frequency for each regression technique.

1 lin\_nu\_lambda = calculate\_cutoff\_nu\_lambda(phi\_lin)

2 nu\_cutoff\_lin = lin\_nu\_lambda[0]

3 print(f’Cutoff Frequency (Hz) (degree 1): {nu\_cutoff\_lin:.0f}’)

4 lambda\_cutoff\_lin = lin\_nu\_lambda[1]

5 print(f’Cutoff Wavelength (nm) (degree 1): {lambda\_cutoff\_lin:.0f}’) 6

7 poly\_nu\_lambda = calculate\_cutoff\_nu\_lambda(phi\_poly)

8 nu\_cutoff\_poly = poly\_nu\_lambda[0]

9 print(f’Cutoff Frequency (Hz) (degree 4): {nu\_cutoff\_poly:.0f}’)

10 lambda\_cutoff\_poly = poly\_nu\_lambda[1]

11 print(f’Cutoff Wavelength (nm) (degree 4): {lambda\_cutoff\_poly:.0f}’) For this section, show your calculate cutoff nu lambda function and the output you obtain.
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**Part 6**

Now, we will bring it all together. We will create a function using every function we have created so far, which accepts a dataframe, an x column label and y column label, the wavelength in nm, and the polynomial degree, and returns all the derivable values in a Python dict object.

1 def process\_data(dataframe,xcol,ycol,lambda\_nm,poly\_degree):

2 data = truncate\_data(dataframe,xcol,ycol,0.01)

3 data\_dict = {}

4

5 poly\_coeff = np.polyfit(data[xcol],data[ycol],poly\_degree)

6 root\_yint = find\_root\_and\_yint(data,xcol,ycol, poly\_degree)

7 V0 = root\_yint[0]

8 phi = calculate\_phi(V0,200)

9 nu\_lambda = calculate\_cutoff\_nu\_lambda(phi)

10 cutoff\_nu\_Hz = nu\_lambda[0]

11 cutoff\_lambda\_nm = nu\_lambda[1]

12

13 data\_dict[’Wavelength(nm)’] = lambda\_nm

14 data\_dict[’Frequency(Hz)’] = c / (lambda\_nm \* 1e-9)

15 data\_dict[’Stopping Potential(V)’] = V0

16 data\_dict[’Work function(J)’] = phi

17 data\_dict[’Cut-off Frequency(Hz)’] = cutoff\_nu\_Hz

18 data\_dict[’Cut-off Wavelength(nm)’] = cutoff\_lambda\_nm

19

20 return data\_dict

Run this function on your data. Show the output you obtain.

1 data\_dict= process\_data(data,xcol,ycol,200,1)

2 print(data\_dict)

**Part 7**

In this section, we will use this function to read all of the data we collected into a table. You may see a pattern here- once you define a procedure in python, you can scale up by doing it many, many times. Compare this to your experience with excel, which involves all too much manual labor!

First, define a method to read all of the files in the directory, and return a dict mapping wavelengths to dataframes.

1 def read\_files():

2 filenames = os.listdir(’./’) #’./’ is the current directory

3 csv\_files = [file for file in filenames if file.endswith(’.csv’)] 4 data = {}

5 for filename in csv\_files:

6 wavelength\_nm = re.search(’\d+’,filename).group(0)

7 data[wavelength\_nm] = pd.read\_csv(filename)

8 return data

Plot all of these data sets to ensure that everything works:

1 file\_data = read\_files()

2 for \_data in file\_data:

3 trunc\_data = truncate\_data(file\_data[\_data],xcol,ycol,0.0)

4 plot\_data(trunc\_data,xcol,ycol,\_data)
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Now, we will define a function that allows us to process all of our data at once- we bring it all together here.

1 def create\_table(table\_data,poly\_degree):

2 table = pd.DataFrame({’Wavelength(nm)’:[],

3 ’Frequency(Hz)’:[],

4 ’Work Function(J)’:[],

5 ’Stopping Potential(V)’:[],

6 ’Cut-off Frequency(Hz)’:[],

7 ’Cut-off Wavelength(nm)’:[]})

8 for wavelength in table\_data:

9 derived\_values = process\_data(table\_data[wavelength],xcol,ycol,wavelength, poly\_degree)

10 derived\_values = {key : [value] for key,value in derived\_values.items()} 11 row = pd.DataFrame(derived\_values)

12 numeric\_values = pd.to\_numeric(row.values.flatten(), errors=’coerce’) 13 if not np.isnan(numeric\_values).any():

14 table = pd.concat([table,row])

15 return table

For your answer to this section, display the table generated by the last function by simply executing a line with only the variable containing it. The output should look something like this:
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Include screenshots of your linear and polynomial fit DataFrames in this manner.

**Part 8**

In this section, we will plot this tabulated data to obtain Planck’s constant. This will be rather simple; we need only re-use the functions we already have for obtaining coefficients and plotting.

1 new\_xcol = ’Frequency(Hz)’

2 new\_ycol = ’Stopping Potential(V)’

3 title = f’{new\_ycol} vs {new\_xcol}’

4 lin\_coeff = np.polyfit(table\_lin[new\_xcol],table\_lin[new\_ycol],1)

5 lin\_coeff

6 plot\_data(table\_lin,new\_xcol,new\_ycol,’Frequency vs. Stopping Potential’,lin\_coeff, output\_file=’PlanckRegression.png’)

8

7

8 lin\_coeff\_poly = np.polyfit(table\_poly[new\_xcol],table\_poly[new\_ycol],1) 9 plot\_data(table\_poly,new\_xcol,new\_ycol,’Frequency vs. Stopping Potential’,lin\_coeff\_poly, output\_file=’PlanckRegression.png’)

Find the calculated Planck’s constant from the linear coefficients obtained by regression. Compare this to literature values.

For your answer to this part, include plots of frequency vs. stopping potential for the tables obtained by both linear and polynomial fits. Print the value of Planck’s constant obtained for each, and calculate percent error for each.

**Concluding Questions**

Which method of fitting was better? Why do you think this is?

How does using Python to process data compare to using tools like Excel?

How did we transform our raw data into the data we needed? How could we articulate what we did as a generally applicable problem solving process?