1优雅降级和渐进增强的区别：

优雅降级：一开始就关注站点的完整功能，然后针对浏览器进行测试和修复。

优雅降级认为应该针对那些最高级的，最晚上的浏览器来设计网站，而那些被过时的有功能缺陷的浏览器下的测试工作安排在开发周期的最后阶段。

渐进增强：一开始值构建站点的最少特性，然后针对不同的追加浏览器。

应该关注内容本身

2：浏览器的兼容问题：

1：不同浏览器的默认标签的外补丁和内补丁不同。

解决方法：\*{margin:0;padding:0;}

2:块属性标签float后，又有横行的margin情况IE6情况下margin比设置的大：

解决方案：在float的标签样式中加入display:inline；将其转化成行内属性。

3：IE6识别是hacker是下划线\_和\*

IE7遨游是被的hacker是\*

3：如何对网页的文件和资源进行优化：

文件的合并：

减少调用其他页面，文件的数量；使用图片合并（雪碧图）

文件的压缩

将需要传输的文件内容压缩传到客户端子啊解压。将js,css文件进行压缩处理

使用CDN托管：

使用户就近下载所需的内容

缓存的应用：

4：前后端分离：

前端：负责view和control

后端：负责model层和业务逻辑的处理

5：关于浏览器的内核(渲染引擎)

浏览器的结构：用户的界面(UI) 包括菜单栏，工具栏，地址栏，前进和后退按钮，书签目录等，也就是能看到的除了页面的主窗口之外的部分

浏览器引擎：又称浏览器内核，渲染引擎，主要负责取得页面的内容，整理信息，计算页面的显示方式，然后会输出到显示器或者打印机：

Js解释器：也称js内核，主要负责处理javascript脚本程序，一般都会附带在浏览器之中，列如chrome的v8引擎；

网络部分：主要用于网络的调用，例如http请求，其接口和平台无关，并为所有的平台提供底层实现

数据存储：cookie，session。Localion

浏览器类型：

IE,Firefox,Safari,Chrome,Opera

内核分别是IE-trident

FF(mozilla) –gecko

Safari -- bink(webkit的分支)

Opera—bink()

浏览器加载文件

Reflow（重绘）：

在编译js文件的时候，浏览器会组织页面的渲染因此将js文件放到底部较好。

Js中有操作dom的地方。，浏览器会把页面重新渲染一边，这个过程叫做reflow

Css文件不会影响js文件的加载，但是会是影响js文件的执行，即使js文件内只有一行代码，也会造成阻塞；

常见能引起reflow的行为有：

改变窗口的大小：

改变文字的大小：

添加/删除样式表

脚本操作DOM

设置style属性

Reflow是不可避免的，只能经量减少，常用的方法有：

1：劲量不用行内style样式属性，操作元素样式的时候添加去掉class类的方法

2：给元素加动画的时候，可以把改元素定位设置成absolute,fixed,这样不会影响其他元素；

还有重绘repaint

进程和线程的区别：

一个程序至少有一个进程，一个进程至少有一个线程；

线程的划分尺度小于进程，使得多线程程序的并发性高。

线程是独立调度的基本单位，进程是拥有资源的基本单位

另外，进程在执行过程中拥有独立的内存单元，而多个线程共享内存，从而极大提高了程序的运行效率；

线程在执行过程中与进程还是有区别的：

每个独立的线程有一个程序运行的入口，顺序执行序列和程序的出口

但是线程不能够独立的执行，必须依存在应用程序中，由应用程序提供多个线程执行控制

从逻辑的角度来看，多线程的意义在于一个应用程序中，有多个执行部分可以同时执行，

前端优化问题：

减少http请求：css,data,url,spirit

Js，css的代码压缩；

前端模板JS+数据，减少由于HTML标签导致的带宽浪费，前端保存ajax请求，每次操作本地数据，不用请求，减少请求次数；

用innerHTMl代替dom操作，减少dom操作次数，优化js性能；

用setTimeOut避免页面失去相应；

缓存dom查找结果；

图片预载

避免使用table布局，table布局只有当数据加载完成，其内容也才会显示。显示比div+css慢

新增的css3：

新增的css3.0选择器（：not(input):所有不是class不是input的节点）

圆角border-radius

Text-shadow:box-shadow

旋转：transform

什么是无样式闪烁：

Wath:如果使用import方法对css进行导入，会导致某些页面在window下的internet explore出现一些奇怪的现象，以无样式页面的内容瞬间闪烁，这种现象称为文档样式暂时失效，简称FOUC

出现原因：使用import导入样式表

将样式表放在页面底部

有几个样式表，放到页面的不同位置

当样式表晚于机构性html加载，当加载到此样式表的时，页面停止之前的渲染。当样式表被加载和解析之后，将重新渲染页面，也就出现了短暂的花屏现象

解决方法：

使用link标签将样式表放到文档HEAD中，

* display:none  隐藏对应的元素，在文档布局中不再给它分配空间，它各边的元素会合拢，就当他从来不存在。
* visibility:hidden  隐藏对应的元素，但是在文档布局中仍保留原来的空间。
* 清除浮动是为了清除使用浮动元素产生的影响。浮动的元素，高度会塌陷，而高度的塌陷使我们页面后面的布局不能正常显示。
* **解释下浏览器是如何判断元素是否匹配某个 CSS 选择器？**
* 从后往前判断。  
  　　浏览器先产生一个元素集合，这个集合往往由最后一个部分的索引产生（如果没有索引就是所有元素的集合）。然后向上匹配，如果不符合上一个部分，就把元素从集合中删除，直到真个选择器都匹配完，还在集合中的元素就匹配这个选择器了。  
  　　举个例子，有选择器：
* body.ready #wrapper > .lol233
* 先把所有 class 中有 lol233 的元素拿出来组成一个集合，然后上一层，对每一个集合中的元素，如果元素的 parent id 不为 #wrapper 则把元素从集合中删去。 再向上，从这个元素的父元素开始向上找，没有找到一个 tagName 为 body 且 class 中有 ready 的元素，就把原来的元素从集合中删去。  
  　　至此这个选择器匹配结束，所有还在集合中的元素满足。

**CSS3的动画**

* 优点：
  + 1.在性能上会稍微好一些，浏览器会对CSS3的动画做一些优化（比如专门新建一个图层用来跑动画）
  + 2.代码相对简单
* 缺点：
  + 1.在动画控制上不够灵活
  + 2.兼容性不好
  + 3.部分动画功能无法实现（如滚动动画，视差滚动等）

**JavaScript的动画**

* 优点：
  + 1.控制能力很强，可以单帧的控制、变换
  + 2.兼容性好，写得好完全可以兼容IE6，且功能强大。
* 缺点：
  + 计算没有css快，另外经常需要依赖其他的库。

**结论**

* 所以，不复杂的动画完全可以用css实现，复杂一些的，或者需要交互的时候，用js会靠谱一些~

答: BFC指的是Block Formatting Context, 它提供了一个环境, html元素在这个环境中按照一定规则进行布局. 一个环境中的元素不会影响到其他环境中的布局. 决定了元素如何对其内容进行定位, 以及和其他元素的关系和相互作用.

　　其中: FC(Formatting Context): 指的是页面中的一个渲染区域, 并且拥有一套渲染规则, 它决定了其子元素如何定位, 以及与其他元素的相互关系和作用.

　　BFC: 块级格式化上下文, 指的是一个独立的块级渲染区域, 只有block-level box参与, 该区域拥有一套渲染规则来约束块级盒子的布局, 且与区域外部无关.

* BFC的生成:
  + 根元素
  + float的值不为none
  + overflow的值不为visible
  + display的值为 inline-block, table-cell, table-caption
  + position的值为absolute或fixed
* BFC的约束规则
  + 生成BFC元素的子元素会一个接一个的放置。垂直方向上他们的起点是一个包含块的顶部，两个相邻子元素之间的垂直距离取决于元素的margin特性。在BFC中相邻的块级元素外边距会折叠。
  + 生成BFC元素的子元素中，每一个子元素做外边距与包含块的左边界相接触，（对于从右到左的格式化，右外边距接触右边界），即使浮动元素也是如此（尽管子元素的内容区域会由于浮动而压缩），除非这个子元素也创建了一个新的BFC（如它自身也是一个浮动元素）。
  + 分解:
    1. 内部的Box会在垂直方向上一个接一个的放置
    2. 垂直方向上的距离由margin决定。（完整的说法是：属于同一个BFC的两个相邻Box的margin会发生重叠，与方向无关。）
    3. 每个元素的左外边距与包含块的左边界相接触（从左向右），即使浮动元素也是如此。（这说明BFC中子元素不会超出他的包含块，而position为absolute的元素可以超出他的包含块边界）
    4. BFC的区域不会与float的元素区域重叠
    5. 计算BFC的高度时，浮动子元素也参与计算
    6. BFC就是页面上的一个隔离的独立容器，容器里面的子元素不会影响到外面元素，反之亦然
* BFC在布局中的应用
  + 不和浮动元素重叠:
    1. 如果一个浮动元素后面跟着一个非浮动元素, 就会产生覆盖
  + 防止margin重叠:
    1. 同一个BFC中的两个相邻Box才会发生重叠与方向无关，不过由于上文提到的第一条限制，我们甚少看到水平方向的margin重叠。这在IE中是个例外，IE可以设置write-mode
  + 解决浮动相关问题
    1. 父元素: overflow:hidden    IE: zoom:1(hasLayout)
    2. 根本原因在于创建BFC的元素，子浮动元素也会参与其高度计算，即不会产生高度塌陷问题。实际上只要让父元素生成BFC即可，并不只有这两种方式。
  + 多栏布局
    1. 比如左右两栏宽度固定, 中间栏自适应 则中间栏设置 overflow:hidden生成BFC
* H5的改进：

新元素：

画布canvasHTML5的canvas元素用于图形的绘制，通过脚本来完成

音频：audio

视频：vidio

语义性：article,nav，footer,section,asdio,hgroup;

时间time

新属性：

拖放：draggable <img draggable=”true”>

可编辑：contentedittable

新事件：

拖放： ondrag ondrop

关闭页面 onunload

窗口大小的改变：onresize

新的DOCTYPE声明 《!doctype html》

完全支持css3

Video 和 Audio

2d、3d绘制

本地存储webStorage

本地数据区SQL

Web应用

**2. 什么是语义化的html?**

答:

* what?
  + **根据内容的结构**（内容语义化），**选择合适的标签**（代码语义化）**便于开发者阅读和写出更优雅的代码的同时让浏览器的爬虫和机器很好地解析**。
* why?
  + 为了在没有CSS的情况下，页面也能呈现出很好地**内容结构、代码结构**:为了裸奔时好看；
  + **用户体验**：例如title、alt用于解释名词或解释图片信息、label标签的活用；
  + **有利于SEO**：和搜索引擎建立良好沟通，有助于爬虫抓取更多的有效信息：爬虫依赖于标签来确定上下文和各个关键字的权重
  + **方便其他设备解析**（如屏幕阅读器、盲人阅读器、移动设备）以意义的方式来渲染网页；
  + **便于团队开发和维护**，语义化更具可读性，是下一步吧网页的重要动向，遵循W3C标准的团队都遵循这个标准，可以减少差异化。
* how?
  + 尽可能**少的使用无语义的标签**div和span；
  + 在语义不明显时，既可以使用div或者p时，**尽量用p, 因为p在默认情况下有上下间距，**对兼容特殊终端有利；
  + **不要使用纯样式标签**，如：b、font、u等，改用css设置。
  + 需要强调的文本，可以包含在strong或者em标签中（浏览器预设样式，能用CSS指定就不用他们），**strong默认样式是加粗（不要用b），em是斜体（不用i）**；
  + 使用**表格**时，标题要用caption，表头用thead，主体部分用tbody包围，尾部用tfoot包围。表头和一般单元格要区分开，表头用th，单元格用td；
  + **表单域**要用fieldset标签包起来，并用legend标签说明表单的用途；
  + 每个**input标签**对应的说明文本都需要使用**label标签**，并且通过为input设置id属性，在lable标签中设置**for=someld**来让说明文本和相对应的input关联起来。

　　参考自: [理解HTML语义化](http://www.cnblogs.com/freeyiyi1993/p/3615179.html)

**3. 从前端角度出发谈谈做好seo需要考虑什么?**

答:

* 语义化html标签
* 合理的title, description, keywords;
* 重要的html代码放前面
* 少用iframe, 搜索引擎不会抓取iframe中的内容
* 图片加上alt

**4. 文档类型(DOCTYPE)**

答:

* **作用:** doctype声明位于文档中最前面的位置，处于标签之前，告知浏览器使用的是哪种规范。
* **类型:** 三种: Strict、Transitional 以及 Frameset
* **如果不声明:**不写doctype，浏览器会进入quirks mode （混杂模式）。即，如果不声明doctype，浏览器不引入w3c的标准，那么早期的浏览器会按照自己的解析方式渲染页面。浏览器采用自身方式解析页面的行为称为"quirks mode（混杂模式也称怪异模式）"；采用w3c方式解析就是"strict mode（标准模式）"。 如果完全采用strictmode就不会出任何的差错，但这样会降低程序的容错率，加重开发人员的难度
* **用哪种:**
  + 没有doctype声明的采用quirks mode解析
  + 对于有doctype的大多数采用standard mord。
  + 特殊情况：
    - 对于那些浏览器不能识别的doctype ,浏览器采用quirks mode；
    - 没有声明DTD或者html版本声明低于4.0采用quirks mode，其他使用standard mode；
    - ie6中，如果在doctype声明前有一个xml声明(比如:<?xml version="1.0" encoding="iso-8859-1"?>)，则采用quirks mode解析
* **标准模式与怪异模式的区别:**
  + 标准模式：浏览器根据规范呈现页面
  + 混杂模式（怪异模式）：页面以一种*比较宽松的兼容方式*显示。
  + 他们最大的不同是对盒模型的解析。
    - 在strict mode中 ：width是内容宽度 ，也就是说,元素真正的宽度 = margin-left + border-left-width + padding-left + width + padding-right + border-right- width +  margin-right;
    - 在quirks mode中 ：width则是元素的实际宽度 ，内容宽度 = width - (margin-left + margin-right + padding-left + padding-right + border-left-width + 　border-right-width)

**5. 使用XHTML的局限有哪些?**

　　答：

* XHTML较为严格，标签必须闭合，必须要body，head等
* 如果页面使用 'application/xhtml+xml' 一些老的浏览器并不兼容

**6. 如果网页内容需要多语言,要怎么做?**

　　答: 采用统一编码utf-8模式

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | <META HTTP-EQUIV=“Content-Type” CONTENT=“text/html; CHARSET=字符集">  不写，根据浏览器默认字符集显示  charset=gb2312 简体中文  charset=big5 繁体中文  charset=EUC\_KR 韩语  charset=Shift\_JIS 或 EUC\_JP 日语  charset= KOI8-R / Windows-1251 俄语  charset=iso-8859-1 西欧语系（荷兰语,英语,法语,德语,意大利语,挪威语,葡萄牙语,瑞士语.等十八种语言）  charset=iso-8859-2 中欧语系  charset=iso-8859-5 斯拉夫语系（保加利亚语,Byelorussian语,马其顿语,俄语,塞尔维亚语,乌克兰语等）  charset=uft-8 unicode多语言 |

　　参考自: [多语言的网站怎么做呀](http://www.cnblogs.com/luluping/archive/2009/04/10/1433108.html) [多语言网站设计需要注意的问题](http://handyxuefeng.blog.163.com/blog/static/454521722013111732534620/)

**7. data-\*属性的作用**

* html5规范里增加了一个自定义data属性
* 为前端开发者提供自定义的属性，这些属性集可以通过对象的dataset属性获取，不支持该属性的浏览器可以通过 getAttribute方法获取  
  <div data-author="david" data-time="2011-06-20" data-comment-num="10">...</div>  
  div.dataset.commentNum; // 可通过js获取 10
* data-为前端开发者提供自定义的属性，这些属性集可以通过对象的dataset属性获取，不支持该属性的浏览器可以通过 getAttribute方法获取。ppk提到过使用rel属性，lightbox库推广了rel属性，HTML5提供了data-做替代，这样可以更好 地使用自定义的属性
* 需要注意的是，data-之后的以连字符分割的多个单词组成的属性，获取的时候使用驼峰风格。

**8. 如果把 HTML5 看作做一个开放平台，那它的构建模块有哪些？**

答:

　　　　1）Web Storage API  
　　　　2）基于位置服务LBS  
　　　　3）无插件播放音频视频  
　　　　4）调用相机和GPU图像处理单元等硬件设备  
　　　　5）拖拽和Form API

**9. 请描述一下 cookies，sessionStorage 和 localStorage 的区别？**

答:

* **cookie:**
  + cookie是网站为了**标示用户身份**而储存在用户本地终端（Client Side）上的数据（通常经过加密）。
  + cookie数据**始终在同源的http请求中携带**（即使不需要），记会在浏览器和服务器间来回传递。
* **sessionStorage和localStorage**不会自动把数据发给服务器，仅在本地保存。
* **存储大小：**
  + cookie数据大小不能超过4k。
  + sessionStorage和localStorage 虽然也有存储大小的限制，但比cookie大得多，可以达到5M或更大。
* **有期时间**：
  + localStorage    存储**持久数据**，浏览器关闭后数据不丢失除非主动删除数据；
  + sessionStorage  数据在当前浏览器窗口关闭后自动删除。
  + cookie          设置的cookie**过期时间之前**一直有效，即使窗口或浏览器关闭
* **作用域不同:**
  + sessionStorage**不在**不同的浏览器窗口中共享，即使是同一个页面；
  + localStorage 在所有同源窗口中都是共享的；cookie也是在所有同源窗口中都是共享的。
* Web Storage 支持**事件通知机制**，可以将数据更新的通知发送给监听者。
* Web Storage 的 **api 接口**使用更方便。
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sessionStorage 和 localStorage 是HTML5 Web Storage API 提供的，这两种方式都允许开发者使用js设置的键值对进行操作，在在重新加载不同的页面的时候读出它们。这一点与cookie类似。可以方便的在web请求之间保存数据。有了本地数据，就可以避免数据在浏览器和服务器间不必要地来回传递。

sessionStorage、localStorage、cookie都是在浏览器端存储的数据，

其中sessionStorage的概念很特别，引入了一个“浏览器窗口”的概念。 sessionStorage是在同源的同窗口（或tab）中，始终存在的数据。也就是说只要这个浏览器窗口没有关闭，即使刷新页面或进入同源另一页面，数据仍然存在。关闭窗口后，sessionStorage即被销毁。同时“独立”打开的不同窗口，即使是同一页面，sessionStorage对象也是不同的。

Web Storage 数据完全存储在客户端, 不需要通过浏览器的请求将数据传给服务器, 因此比cookies能够存储更多的数据,大概5M左右

Web Storage带来的好处：使用 local storage和session storage主要通过在js中操作这两个对象来实现，分别为window.localStorage和window.sessionStorage. 这两个对象均是Storage类的两个实例，自然也具有Storage类的属性和方法。

减少网络流量：一旦数据保存在本地后，就可以避免再向服务器请求数据，因此减少不必要的数据请求，减少数据在浏览器和服务器间不必要地来回传递。

快速显示数据：性能好，从本地读数据比通过网络从服务器获得数据快得多，本地数据可以即时获得。再加上网页本身也可以有缓存，因此整个页面和数据都在本地的话，可以立即显示。

临时存储：很多时候数据只需要在用户浏览一组页面期间使用，关闭窗口后数据就可以丢弃了，这种情况使用sessionStorage非常方便。
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**10. 浏览器本地存储与服务器端存储之间的区别**

* 其实数据既可以在浏览器本地存储，也可以在服务器端存储。
* 浏览器端可以保存一些数据，需要的时候直接从本地获取，sessionStorage、localStorage和cookie都由浏览器存储在本地的数据。
* 服务器端也可以保存所有用户的所有数据，但需要的时候浏览器要向服务器请求数据。
  + 1.服务器端可以保存用户的**持久数据**，如数据库和云存储将用户的大量数据保存在服务器端。
  + 2.服务器端也可以保存用户的**临时会话数据**。服务器端的session机制，如jsp的 session 对象，数据保存在服务器上。实现上，服务器和浏览器之间仅需传递session id即可，服务器根据session id找到对应用户的session对象。会话数据仅在一段时间内有效，这个时间就是server端设置的session有效期。
* 服务器端保存所有的用户的数据，所以服务器端的开销较大，而浏览器端保存则把不同用户需要的数据分布保存在用户各自的浏览器中。
* 浏览器端一般只用来存储小数据，而服务器可以存储大数据或小数据。
* 服务器存储数据安全一些，浏览器只适合存储一般数据。

**11. sessionStorage和页面js数据对象的区别**

答:

* 页面中一般的 js 对象或数据的生存期是仅在当前页面有效，因此刷新页面或转到另一页面这样的重新加载页面的情况，数据就不存在了。
* 而sessionStorage 只要同源的同窗口（或tab）中，刷新页面或进入同源的不同页面，数据始终存在。也就是说只要这个浏览器窗口没有关闭，加载新页面或重新加载，数据仍然存在。

**12. canvas和svg的区别?**

答:

* **svg:**
  + SVG是一种使用XML描述2D图形的语言
  + SVG基于XML, 这意味着SVG DOM中的每个元素都是可用的. 所以可以为每个元素附加JavaScript事件处理器
  + 在SVG中, 每个被绘制的图像均被视为对象. 如果SVG对象的属性发生变化, 那么浏览器能够自动重现图像
* **Canvas**
  + Canvas通过js来绘制2D图形
  + Canvas是逐像素进行渲染的
  + 在Canvas中, 一旦图形被绘制完成, 它就不会继续得到浏览器的关注. 如果其位置发生变化, 那么整个场景也需要重新绘制, 包括任何或许已被图形覆盖的对象.
* **区别**
  + Canvas支持分辨率, SVG不支持
  + Canvas不支持事件处理器, SVG支持
  + Canvas只有弱的文本渲染能力, 而SVG最适合带有大型渲染区域的应用程序(比如谷歌地图)
  + Canvas能够以.png或.jpg格式保存结果图像
  + SVG的复杂度过高的话会减慢渲染速度(任何过度使用DOM的应用都不快)
  + Canvas最适合图像密集型的游戏, 其中的许多对象会被频繁重绘. 而SVG不适合游戏应用
  + Canvas是基于位图的图像,它不能够改变大小, 只能缩放显示; SVG是基于矢量的, 所以它能够很好地处理图形大小的改变
  + Canvas提供的功能更原始, 适合**像素处理, 动态渲染和大数据量绘制**; SVG功能更完善, 适合**静态图片显示, 高保真文档查看和打印**的应用场景
  + 绘制Canvas对象后, 不能使用脚本和CSS对它进行修改; 而SVG对象是文档对象模型的一部分, 所以可以随时使用脚本和CSS修改它们

**13. src和href的区别?**

答:

* src指向外部资源的位置, 用于替换当前元素, 比如js脚本, 图片等元素
* href指向网络资源所在的位置, 用于在当前文档和引用资源间确定联系, 加载css

**四、js**

**1. ajax, 跨域, jsonp**

　　参考： [《JavaScript》高级程序设计第21章：Ajax和Comet](http://www.cnblogs.com/haoyijing/p/5778155.html)

[js跨域](http://www.cnblogs.com/haoyijing/p/5760423.html#z6)

[jQuery中Ajax操作](http://blog.csdn.net/u013194113/article/details/52034106#t1)

**2. apply和call的用法和区别:**

* 用法: 都能继承另一个对象的方法和属性,区别在于参数列表不一样
* 区别:
  + Function.apply(obj, args) args是一个数组,作为参数传给Function
  + Function.call(obj, arg1, arg2,...)  arg\*是参数列表
  + apply一个妙用: 可以将一个数组默认的转化为一个参数列表
    - 举个栗子: 有一个数组arr要push进一个新的数组中去, 如果用call的话需要把数组中的元素一个个取出来再push, 而用apply只有Array.prototype.push.apply(this, arr)

　　参考自: [区别和详解：js中call()和apply()的用法](http://www.cnblogs.com/wdlhao/p/5614522.html)

**3. bind函数的兼容性**

* 用法:
  + bind()函数会创建一个新函数, 为绑定函数。当调用这个绑定函数时,绑定函数会以创建它时传入bind方法的第一个参数作为this,传入bind方法的第二个以及以后的参数加上绑定函数运行时本身的参数按照顺序作为原函数的参数来调用原函数.
  + 一个绑定函数也能使用[new](https://developer.mozilla.org/zh-CN/docs/Web/JavaScript/Reference/Operators/new)操作符创建对象：这种行为就像把原函数当成构造器。提供的 this 值被忽略，同时调用时的参数被提供给模拟函数。

**4. 解释下事件代理**

答: 事件委托利用了事件冒泡, 只指定一个事件处理程序, 就可以管理某一类型的所有事件.

例:

html部分: 要点击li弹出其id
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<ul id="list">

<li id="li-1">Li 2</li>

<li id="li-2">Li 3</li>

<li id="li-3">Li 4</li>

<li id="li-4">Li 5</li>

<li id="li-5">Li 6</li>

<li id="li-6">Li 7</li>

</ul>
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//js部分  
document.getElementById("list").addHandler("click", function(e){

var e = e || window.event;

var target = e.target || e.srcElement;

if(target.nodeName.toUpperCase == "LI"){

console.log("List item", e,target.id, "was clicked!");

}

});
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**5. 解释下js中this是怎么工作的?**

答:

　　this 在 JavaScript 中主要由以下五种使用场景。

* 作为函数调用，this 绑定全局对象，浏览器环境全局对象为 window 。
* 内部函数内部函数的 this 也绑定全局对象，应该绑定到其外层函数对应的对象上，这是 JavaScript的缺陷，用that替换。
* 作为构造函数使用，this 绑定到新创建的对象。
* 作为对象方法使用，this 绑定到该对象。
* 使用apply或call调用 this 将会被显式设置为函数调用的第一个参数。

**6. 继承**

　　参考：[js怎么实现继承？](http://www.cnblogs.com/haoyijing/p/5760586.htm)

**7. AMD vs. CommonJS？**

答: AMD是依赖提前加载,CMD是依赖延时加载

**8. 什么是哈希表?**

答:  哈希表（Hash table，也叫散列表），是根据关键码值(Key value)而直接进行访问的数据结构。也就是说，它通过把关键码值映射到表中一个位置来访问记录，以加快查找的速度。这个映射函数叫做散列函数，存放记录的数组叫做散列表。

　　使用哈希查找有两个步骤:

1. 使用哈希函数将被查找的键转换为数组的索引。在理想的情况下，不同的键会被转换为不同的索引值，但是在有些情况下我们需要处理多个键被哈希到同一个索引值的情况。所以哈希查找的第二个步骤就是处理冲突
2. 处理哈希碰撞冲突。有很多处理哈希碰撞冲突的方法，比如拉链法和线性探测法。

元素特征转变为数组下标的方法就是散列法。散列法当然不止一种，下面列出三种比较常用的：

**1，除法散列法**最直观的一种，上图使用的就是这种散列法，公式：   
      index = value % 16   
学过汇编的都知道，求模数其实是通过一个除法运算得到的，所以叫“除法散列法”。

**2，平方散列法**求index是非常频繁的操作，而乘法的运算要比除法来得省时（对现在的CPU来说，估计我们感觉不出来），所以我们考虑把除法换成乘法和一个位移操作。公式：   
      index = (value \* value) >> 28   **（**右移，除以2^28。记法：左移变大，是乘。右移变小，是除。**）**如果数值分配比较均匀的话这种方法能得到不错的结果，但我上面画的那个图的各个元素的值算出来的index都是0——非常失败。也许你还有个问题，value如果很大，value \* value不会溢出吗？答案是会的，但我们这个乘法不关心溢出，因为我们根本不是为了获取相乘结果，而是为了获取index。

**3，斐波那契（Fibonacci）散列法**

解决冲突的方法:

**1. 拉链法**

　　将大小为M 的数组的每一个元素指向一个条链表，链表中的每一个节点都存储散列值为该索引的键值对，这就是拉链法.

　　对采用拉链法的哈希实现的查找分为两步，首先是根据散列值找到等一应的链表，然后沿着链表顺序找到相应的键。

**2. 线性探测法:**

　　使用数组中的空位解决碰撞冲突

参考: [哈希表的工作原理](http://www.cnblogs.com/ghj1976/p/3689917.html)  　[浅谈算法和数据结构: 十一 哈希表](http://www.cnblogs.com/yangecnu/p/Introduce-Hashtable.html)

**9. 什么是闭包? 闭包有什么作用?**

答:

* 闭包是指有权访问另一个函数作用域中的变量的函数. 创建闭包常见方式,就是在一个函数内部创建另一个函数.
* 作用:
  + 匿名自执行函数  (function (){ ... })();   创建了一个匿名的函数，并立即执行它，由于外部无法引用它内部的变量，因此在执行完后很快就会被释放，关键是这种机制不会污染全局对象。
  + 缓存, 可保留函数内部的值
  + 实现封装
  + 实现模板

　　参考自: [js闭包的用途](http://blog.csdn.net/sunlylorn/article/details/6534610)

**10. 伪数组:**

* 什么是伪数组:
  + 伪数组是能通过Array.prototype.slice **转换为真正的数组**的**带有length属性**的对象
  + 比如arguments对象,还有像调用getElementsByTagName,document.childNodes之类的，它们都返回NodeList对象都属于伪数组
  + 我们可以通过Array.prototype.slice.call(fakeArray)将伪数组转变为真正的Array对象: 返回新数组而不会修改原数组

　　参考: [伪数组](http://www.cnblogs.com/fool/archive/2010/10/09/1846966.html)

**11. undefined和null的区别, 还有undeclared:**

* null表示没有对象, 即此处不该有此值. 典型用法:
  + （1） 作为函数的参数，表示该函数的参数不是对象。
  + （2） 作为对象原型链的终点。
  + ( 3 )   null可以作为空指针. 只要意在保存对象的值还没有真正保存对象,就应该明确地让该对象保存null值.
* undefined表示缺少值, 即此处应该有值, 但还未定义.
  + （1）变量被声明了，但没有赋值时，就等于undefined。

（2) 调用函数时，应该提供的参数没有提供，该参数等于undefined。

（3）对象没有赋值的属性，该属性的值为undefined。

（4）函数没有返回值时，默认返回undefined。

* undeclared即为被污染的命名, 访问没有被声明的变量, 则会抛出异常, 终止执行. 即undeclared是一种语法错误

　　参考: [undefined与null的区别](http://www.ruanyifeng.com/blog/2014/03/undefined-vs-null.html)

**12. 事件冒泡机制:**

从目标元素开始，往顶层元素传播。途中如果有节点绑定了相应的事件处理函数，这些函数都会被一次触发。如果想阻止事件起泡，可以使用e.stopPropagation()（Firefox）或者e.cancelBubble=true（IE）来组织事件的冒泡传播。

**13. 解释下为什么接下来这段代码不是 IIFE(立即调用的函数表达式)：function foo(){ }();?**

答:

　　而**函数定义（语句以function关键字开始）是不能被立即执行**的，这无疑会导致语法的错误（SyntaxError）。当函数定义代码段包裹在括号内，使解析器可以将之识别为函数表达式，然后调用。IIFE:  *(function foo(){})()*

　　区分  (function(){})(); 和  (function(){}());  其实两者实现效果一样。  
　　函数字面量：首先声明一个函数对象，然后执行它。(function () { alert(1); })();

　　优先表达式：由于Javascript执行表达式是**从圆括号里面到外面，所以可以用圆括号强制执行声明的函数**。(function () { alert(2); }());

**14. "attribute" 和 "property" 的区别是什么？**

答:

　　DOM元素的attribute和property两者是不同的东西。attribute翻译为“特性”，property翻译为“属性”。  
　　attribute是一个特性节点，每个DOM元素都有一个对应的attributes属性来存放所有的attribute节点，attributes是一个类数组的容器，说得准确点就是NameNodeMap，不继承于Array.prototype，不能直接调用Array的方法。attributes的每个数字索引以名值对(name=”value”)的形式存放了一个attribute节点。<div class="box" id="box" gameid="880">hello</div>

　　property就是一个属性，如果把DOM元素看成是一个普通的Object对象，那么property就是一个以名值对(name=”value”)的形式存放在Object中的属性。要添加和删除property和普通的对象类似。

　　很多attribute节点还有一个相对应的property属性，比如上面的div元素的id和class既是attribute，也有对应的property，不管使用哪种方法都可以访问和修改。

　　总之，attribute节点都是在HTML代码中可见的，而property只是一个普通的名值对属性。

**15. 请指出 document load 和 document ready 两个事件的区别。**

* document.ready和onload的区别——JavaScript文档加载完成事件。页面加载完成有两种事件:
  + 一是ready，表示文档结构已经加载完成（不包含图片等非文字媒体文件）
  + 二是onload，指示页面包含图片等文件在内的所有元素都加载完成。
* jQuery中$(function(){/\* do something\*/});他的作用或者意义就是:在DOM加载完成后就可以可以对DOM进行操作。一般情况先一个页面响应加载的顺序是，域名解析-加载html-加载js和css-加载图片等其他信息。

**16. 什么是use strict? 其好处坏处分别是什么?**

答:

　　在所有的函数 (或者所有最外层函数) 的开始处加入 "use strict"; 指令启动严格模式。

　　"严格模式"有两种调用方法

　　　　　　1）将"use strict"放在脚本文件的第一行，则整个脚本都将以"严格模式"运行。如果这行语句不在第一行，则无效，整个脚本以"正常模式"运行。如果不同模式的代码文件合并成一个文件，这一点需要特别注意。

　　　　　　2）将整个脚本文件放在一个立即执行的匿名函数之中。

**好处**

　　　　　　- 消除Javascript语法的一些不合理、不严谨之处，减少一些怪异行为;

　　　　　　- 消除代码运行的一些不安全之处，保证代码运行的安全；

　　　　　　- 提高编译器效率，增加运行速度；

　　　　　　- 为未来新版本的Javascript做好铺垫。

**坏处**

　　　　　　同样的代码，在"严格模式"中，可能会有不一样的运行结果；一些在"正常模式"下可以运行的语句，在"严格模式"下将不能运行

**17. 浏览器端的js包括哪几个部分?**

　　答: 核心( ECMAScript) , 文档对象模型(DOM), 浏览器对象模型(BOM)

**18. DOM包括哪些对象?**

　　答: DOM是针对HTML和XML文档的一个API(应用程序编程接口). DOM描绘了一个层次化的节点树, 允许开发人员添加, 移除和修改页面的某一部分.

* 常用的DOM方法:
  + getElementById(id)
  + getElementsByTagName()
  + appendChild(node)
  + removeChild(node)
  + replaceChild()
  + insertChild()
  + createElement()
  + createTextNode()
  + getAttribute()
  + setAttribute()
* 常用的DOM属性
  + innerHTML  节点(元素)的文本值
  + parentNode  节点(元素)的父节点
  + childNodes
  + attributes   节点(元素)的属性节点

　　参考:  [HTML DOM 方法](http://www.w3school.com.cn/htmldom/dom_methods.asp)

**19. js有哪些基本类型?**

　　答: Undefined, Null, Boolean, Number, String

　　　　Object是复杂数据类型, 其本质是由一组无序的名值对组成的.

**20. 基本类型与引用类型有什么区别?**

　　答:

* 基本类型如上题所示. 引用类型则有: Object, Array, Date, RegExp, Function
* 存储
  + 基本类型值在内存中占据固定大小的空间,因此被保存在栈内存中
  + 引用类型的值是对象, 保存在堆内存中. 包含引用类型的变量实际上包含的并不是对象本身, 而是一个指向改对象的指针
* 复制
  + 从一个变量向另一个变量复制基本类型的值, 会创建这个值的一个副本
  + 从一个变量向另一个变量复制引用类型的值, 复制的其实是指针,　因此两个变量最终都指向同一个对象
* 检测类型
  + 确定一个值是哪种基本类型可以用typeof操作符,
  + 而确定一个值是哪种引用类型可以使用instanceof操作符

　　参考: 《JavaScript高级程序设计》

**21. 关于js的垃圾收集例程**

　　js是一门具有自动垃圾回收机制的编程语言,开发人员不必关心内存分配和回收问题

* 离开作用域的值将被自动标记为可以回收, 因此将在垃圾收集期间被删除
* "标记清除"是目前主流的垃圾收集算法, 这种算法的思路是给当前不使用的值加上标记, 然后再回收其内存
* 另一种垃圾收集算法是"引用计数", 这种算法的思想是跟踪记录所有值被引用的次数. js引擎目前都不再使用这种算法, 但在IE中访问非原生JS对象(如DOM元素)时, 这种算法仍然可能会导致问题
* 当代码中存在循环引用现象时, "引用计数" 算法就会导致问题
* 解除变量的引用不仅有助于消除循环引用现象, 而且对垃圾收集也有好处. 为了确保有效地回收内存, 应该及时解除不再使用的全局对象, 全局对象属性以及循环引用变量的引用

**22. ES5中, 除了函数,什么能够产生作用域?**

答: try-catch 和with延长作用域. 因为他们都会创建一个新的变量对象.

　　这两个语句都会在作用域链的前端添加一个变量对象. 对with语句来说, 会将指定的对象添加到作用域链中. 对catch语句来说, 会创建一个新的变量对象, 其中包含的是被抛出的错误对象的声明.

* 当try代码块中发生错误时，执行过程会跳转到catch语句，然后把异常对象推入一个可变对象并置于作用域的头部。在catch代码块内部，函数的所有局部变量将会被放在第二个作用域链对象中。请注意，一旦catch语句执行完毕，作用域链机会返回到之前的状态。try-catch语句在代码调试和异常处理中非常有用，因此不建议完全避免。你可以通过优化代码来减少catch语句对性能的影响。一个很好的模式是将错误委托给一个函数处理
* with(object) {statement}。它的意思是把object添加到作用域链的顶端
  + e.g.
  + [![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)
  + function buildUrl(){
  + var qs = "?debug=true";
  + //with接收location对象, 因此其变量对象中就包含了location对象的所有属性和方法, 而这个变量对象被添加到了作用域链的前端
  + with(location){
  + //这里的href其实是location.href. 创建了一个名为url的变量, 就成了函数执行环境的一部分
  + var url = href + qs;
  + }
  + return url;

}

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

　　参考: [js try、catch、finally语句还有with语句](http://blog.csdn.net/dys1990/article/details/6857585)  [JavaScript 开发进阶：理解 JavaScript 作用域和作用域链](http://www.cnblogs.com/lhb25/archive/2011/09/06/javascript-scope-chain.html)

**23. js有几种函数调用方式?**

答:

* 方法调用模型    var obj = { func : function(){};}    obj.func()
* 函数调用模式　　var func = function(){}    func();
* 构造器调用模式
* apply/ call调用模式

**24. 描述事件模型?IE的事件模型是怎样的？事件代理是什么？事件代理中怎么定位实际事件产生的目标？**

答: 　捕获->处于目标->冒泡，IE应该是只有冒泡没有捕获。  
　　  事件代理就是在父元素上绑定事件来处理，通过event对象的target来定位。

**25. js动画有哪些实现方法?**

答: 用定时器 setTimeout和setInterval

**26. 还有什么实现动画的方法?**

答:

* js动画: 使用定时器
* CSS : transition , animation
  + transition 包含4种属性：transition-delaytransition-durationtransition-propertytransition-timing-function，对应动画的4种属性： 延迟、持续时间、对应css属性和缓动函数，
  + transform 包含7种属性：animation-nameanimation-durationanimation-timing-functionanimation-delayanimation-directionanimation-iteration-countanimation-fill-modeanimation-play-state，它们可以定义动画名称，持续时间，缓动函数，动画延迟，动画方向，重复次数，填充模式。
* HTML5 动画
  + canvas
  + svg
  + webgl

　　参考自: [前端动画效果实现的简单比较](https://segmentfault.com/a/1190000000594926)

**27. 面向对象有哪几个特点?**

答: 封装, 继承, 多态

**28. 如何判断属性来自自身对象还是原型链?**

答: hasOwnPrototype

**29. ES6新特性**

答:

　　1)**箭头操作符** inputs=>outputs: 操作符左边是输入的参数，而右边则是进行的操作以及返回的值

　　2) **支持类**, 引入了**class**关键字. ES6提供的类实际上就是JS原型模式的包装

　　3) **增强的对象字面量**.

　　　　1. 可以在对象字面量中**定义原型  \_\_proto\_\_**: xxx  //设置其原型为xxx,相当于继承xxx

　　　　2. 定义方法可以**不用function**关键字

　　　　3. **直接调用父类方法**

　　4) **字符串模板**: ES6中允许使用反引号 ` 来创建字符串，此种方法创建的字符串里面可以包含由美元符号加花括号包裹的变量${vraible}。

　　5) **自动解析数组或对象中的值**。比如若一个函数要返回多个值，常规的做法是返回一个对象，将每个值做为这个对象的属性返回。但在ES6中，利用解构这一特性，可以直接返回一个数组，然后数组中的值会自动被解析到对应接收该值的变量中。

　　6) **默认参数值:** 现在可以在定义函数的时候指定参数的默认值了，而不用像以前那样通过逻辑或操作符来达到目的了。

　　7) **不定参数**是在函数中使用命名参数同时接收不定数量的未命名参数。在以前的JavaScript代码中我们可以通过arguments变量来达到这一目的。不定参数的格式是三个句点后跟代表所有不定参数的变量名。比如下面这个例子中，…x代表了所有传入add函数的参数。

　　8) **拓展参数**则是另一种形式的语法糖，它允许传递数组或者类数组直接做为函数的参数而不用通过apply。

　　9) **let和const关键字:** 可以把let看成var，只是它定义的变量被限定在了特定范围内才能使用，而离开这个范围则无效。const则很直观，用来定义常量，即无法被更改值的变量。

　　10)**for of值遍历**每次循环它提供的不是序号而是值。

　　11) **iterator, generator**

　　12) **模块**

　　13) **Map, Set, WeakMap, WeakSet**

　　14) **Proxy**可以监听对象身上发生了什么事情，并在这些事情发生后执行一些相应的操作。一下子让我们对一个对象有了很强的追踪能力，同时在数据绑定方面也很有用处。

　　15)**Symbols**Symbol 通过调用symbol函数产生，它接收一个可选的名字参数，该函数返回的symbol是唯一的。之后就可以用这个返回值做为对象的键了。Symbol还可以用来创建私有属性，外部无法直接访问由symbol做为键的属性值。

　　16) **Math, Number, String, Object的新API**

17) **Promises**是处理异步操作的一种模式

　　参考: [ES6新特性概览](http://www.cnblogs.com/Wayou/p/es6_new_features.html)

**30. 如何获取某个DOM节点，节点遍历方式**

答: getElementById()  getElementsByTagName()

节点遍历: [先序遍历DOM树的5种方法](http://www.cnblogs.com/tracylin/p/5220867.html)

**31. 用LESS如何给某些属性加浏览器前缀？**

答:  可以自定义一个函数

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | .border-radius(@values) {    -webkit-border-radius: @values;       -moz-border-radius: @values;            border-radius: @values;  }  div {    .border-radius(10px);  } |

**32.  js异步模式如何实现？**

答: [JavaScript异步编程的Promise模式](http://www.cnblogs.com/haoyijing/p/5737951.html)

**33. 事件机制，如何绑定事件处理函数。**

**34. 图片预加载的实现**

答:

1. [使用jQuery图片预加载插件Lazy Load](http://www.cnblogs.com/haoyijing/p/5818236.html#imgLoad1)
   1. 加载jQuery, 与jquery.lazyload.js
   2. 设置图片的占位符为data-original, 给图片一个特别的标签,比如class=".lazy"
   3. 然后延迟加载: $('img.lazy').lazyload();这个函数可以选择一些参数:
      1. 图片预先加载距离：threshold，通过设置这个值，在图片未出现在可视区域的顶部距离这个值时加载。
      2. 事件绑定加载的方式：event
      3. 图片限定在某个容器内：container
2. [使用js实现图片加载](http://www.cnblogs.com/haoyijing/p/5818236.html#imgLoad2): 就是new一个图片对象, 绑定onload函数, 赋值url
3. [用CSS实现图片的预加载](http://www.cnblogs.com/haoyijing/p/5818236.html#imgLoad3)
   1. 写一个CSS样式设置一批背景图片，然后将其隐藏
   2. 改进: 使用js来推迟预加载时间, 防止与页面其他内容一起加载
4. [用Ajax实现预加载](http://www.cnblogs.com/haoyijing/p/5818236.html#imgLoad4)
   1. 其实就是通过ajax请求请求图片地址. 还可以用这种方式加载css,js文件等

**35. 如果在同一个元素上绑定了两个click事件, 一个在捕获阶段执行, 一个在冒泡阶段执行. 那么当触发click条件时, 会执行几个事件? 执行顺序是什么?**

答:

 　　我在回答这个题的时候说是两个事件, 先执行捕获的后执行冒泡的. 其实是不对的.

　　绑定在目标元素上的事件是**按照绑定的顺序**执行的!!!!

　　即: **绑定在被点击元素的事件是按照代码顺序发生，其他元素通过冒泡或者捕获“感知”的事件，按照W3C的标准，先发生捕获事件，后发生冒泡事件。所有事件的顺序是：其他元素捕获阶段事件 -> 本元素代码顺序事件 -> 其他元素冒泡阶段事件 。**

　　参考: [JavaScript-父子dom同时绑定两个点击事件，一个用捕获，一个用冒泡时执行顺序](http://blog.csdn.net/qiqingjin/article/details/51387217)

**36. js中怎么实现块级作用域?**

答:

* 使用匿名函数, (立即执行函数)
  + (function(){...})()
* 或者es6
  + 块级作用域引入了两种新的声明形式,可以用它们定义一个只存在于某个语句块中的变量或常量.这两种新的声明关键字为:
    - let: 语法上非常类似于var, 但定义的变量只存在于当前的语句块中
    - const: 和let类似,但声明的是一个只读的常量

使用let代替var可以更容易的定义一个只在某个语句块中存在的局部变量,而不用担心它和函数体中其他部分的同名变量有冲突.在let语句内部用var声明的变量和在let语句外部用var声明的变量没什么差别,它们都拥有函数作用域,而不是块级作用域.

**37. 构造函数里定义function和使用prototype.func的区别？**

答：

　　　　1. 直接调用function，每一个类的实例都会拷贝这个函数，弊端就是**浪费内存**（如上）。prototype方式定义的方式，函数不会拷贝到每一个实例中，所有的实例共享prototype中的定义，节省了内存。

　　　　2. 但是如果prototype的属性是对象的话，所有实例也会共享一个对象（这里问的是函数应该不会出现这个情况），如果其中一个实例改变了对象的值，则所有实例的值都会被改变。同理的话，如果使用prototype调用的函数，一旦改变，所有实例的方法都会改变。——不可以对实例使用prototype属性，只能对类和函数用。

**38. js实现对象的深克隆**

答:

因为js中数据类型分为基本数据类型(number, string, boolean, null, undefined)和引用类型值(对象, 数组, 函数). 这两类对象在复制克隆的时候是有很大区别的. 原始类型存储的是对象的实际数据, 而对象类型存储的是对象的引用地址(对象的实际内容单独存放, 为了减少数据开销通常放在内存中). 此外, 对象的原型也是引用对象, 它把原型的属性和方法放在内存中, 通过原型链的方式来指向这个内存地址.

于是克隆也会分为两类:

1. 浅度克隆: 原始类型为值传递, 对象类型仍为引用传递
2. 深度克隆: 所有元素或属性均完全复制, 与原对象完全脱离, 也就是说所有对于新对象的修改都不会反映到原对象中

深度克隆实现:

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

function clone(obj){

if(typeof(obj)== 'object'){

var result = obj instanceof Array ? [] : {};

for(var i in obj){

var attr = obj[i];

result[i] = arguments.callee(attr);

}

return result;

} else {

return obj;

}

};

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

  参考: [JavaScript深克隆](https://www.blackglory.me/javascript-clone/)   [javascript中对象的深度克隆](http://www.cnblogs.com/rookiebob/p/3955078.html)

**六、 jQuery问题**

**七、 一些编程题**

1. var obj = {a : 1}; (function (obj) { obj = {a : 2}; })(obj); //问obj怎么变？  
答: 外部的obj不变. 因为匿名函数中obj传入参数等于是创建了一个局部变量obj, 里面的obj指向了一个新的对象 . 如果改成(function () { obj = {a : 2}; })(obj);  就会变了

2. var obj = { a:1,  func: function() { (function () { a=2; }(); }} ; obj.fun()   //a 怎么变? 匿名函数里的this 是什么?

答: obj里的a不会变. 匿名函数里的this指向全局对象window.  这等于是给window加了一个名为a的属性

　　要改变obj中a的值 , 应当:

　　(function() { this.a = 2}).call(this);

　　或者obj中定义func :    func: function() { var self = this; (function(){self.a=2;})();}

3. 要实现函数内每隔5秒调用自己这个函数，100次以后停止，怎么办

**4. 点击一个ul的五个li元素，分别弹出他们的序号，怎么做？**

想到了用闭包, 但是写错了...

一开始是这么写的

|  |  |
| --- | --- |
| 1 | //注意!!这种写法是错误的!!!　　 for(var i=0; i |

但是这样做的话, 点击所有的li都会弹出最后一个序号. 因为每个li对应的onclick事件的函数, 返回的那个函数的参数还是最后的那个i, 并没有改变. 应该是这么写

方法1 :

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | for(var i=0; i<oLis.length; i++){      oLis[i].onclick = (function(j){          return function(){              alert(j);          }      })(i);  } |

这样的话, 给每个li绑定onclick事件时, 其实绑的是一个立即执行函数, 这个立即执行函数的参数是i, 因为它是立即执行的, 循环时已经把i的值赋给了li的onclick事件, 所以在外部函数里的i改变后并不会影响i的值.

另一种实现方法:(立即执行函数)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | for(var i=0; i<oLi.length; i++){      (function(j){          oLi[j].onclick = function(){              alert(j);          };      })(i);  } |

或者不用闭包

方法2:

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

var oLi = document.getElementsByTagName('li');

function func(obj,i){

obj.onclick = function(){

alert (i);

}

}

for(var i = 0; i<oLi.length; i++){

func(oLi[i], i);

}

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

方法3: 设置属性:

|  |  |
| --- | --- |
| 1  2  3  4 | var oLi = document.getElementsByTagName('li');  for(var i=0; i<oLi.length; i++){      oLi[i].setAttribute("onclick", "alert("+i+");");  } |

方法4: 设置index保存

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | for(var i=0; i<oLi.length; i++){      oLi[i].index = i;      oLi[i].onclick = function(){          alert(this.index);      }  } |

或者也可以用事件代理来做.

参考: [原生js实现点击li弹出当前的索引值(原创)](http://shiyun1013.blog.163.com/blog/static/107740362011103071022920/)

**八、js算法题**

**1. js实现数组去重怎么实现?**

**方法1**. 创建一个新的临时数组来保存数组中已有的元素

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | var a = new Array(1,2,2,2,2,5,3,2,9,5,6,3);  Array.prototype.unique1 = function(){      var n = [];     //一个新的临时数组      for(var i=0; i<this.length; i++){          //如果把当前数组的第i已经保存进了临时数组, 那么跳过          if(n.indexOf(this[i]) == -1){              n.push(this[i]);          }      }      return n;  }  console.log(a.unique1()); |

**方法2.** 使用哈希表存储已有的元素

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | Array.prototype.unique2 = function(){      var hash = {},          n = [];     //hash 作为哈希表, n为临时数组      for(var i=0; i<this.length; i++){          if(!hash[this[i]]){         //如果hash表中没有当前项              hash[this[i]] = true;   //存入hash表              n.push(this[i]);        //当前元素push到临时数组中          }      }      return n;  } |

**方法3**. 使用indexOf判断数组元素第一次出现的位置是否为当前位置

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | Array.prototype.unique3 = function(){      var n = [this[0]];      for(var i=1; i<this.length; i++)    //从第二项开始遍历      {          //如果当前数组元素在数组中出现的第一次的位置不是i          //说明是重复元素          if(this.indexOf(this[i]) == i){              n.push(this[i]);          }      }      return n;  } |

**方法4.** 先排序再去重

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | Array.prototype.unique4 = function(){      this.sort(function(a, b){ return a - b;});      var n = [this[0]];      for(var i=1; i<this.length; i++){          if(this[i] != this[i-1]){              n.push(this[i]);          }      }      return n;  } |

第一种方法和第三种方法都使用了indexOf(), 这个函数的执行机制也会遍历数组

第二种方法使用了一个哈希表, 是最快的.

第三种方法也有一个排序的复杂度的计算.

然后做了个测试, 随机生成100万个0-1000的数组结果如下:

![http://images2015.cnblogs.com/blog/998350/201608/998350-20160822132722245-48211416.png](data:image/png;base64,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)

第三种方法总是第二种方法的将近两倍, 而第四种方法与数组的范围有关,

如果是0-100的数组

![http://images2015.cnblogs.com/blog/998350/201608/998350-20160822132830136-1949522122.png](data:image/png;base64,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)

而如果是0-10000, 方法四看着就效果还不错了
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而第二种方法永远是最好的, 但是是以空间换时间

全部代码如下:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71 | var a = [];  for(var i=0; i<1000000; i++){      a.push(Math.ceil(Math.random()\*10000));  }    Array.prototype.unique1 = function(){      var n = [];     //一个新的临时数组      for(var i=0; i<this.length; i++){          //如果把当前数组的第i已经保存进了临时数组, 那么跳过          if(n.indexOf(this[i]) == -1){              n.push(this[i]);          }      }      return n;  }    Array.prototype.unique2 = function(){      var hash = {},          n = [];     //hash 作为哈希表, n为临时数组      for(var i=0; i<this.length; i++){          if(!hash[this[i]]){         //如果hash表中没有当前项              hash[this[i]] = true;   //存入hash表              n.push(this[i]);        //当前元素push到临时数组中          }      }      return n;  }    Array.prototype.unique3 = function(){      var n = [this[0]];      for(var i=1; i<this.length; i++)    //从第二项开始遍历      {          //如果当前数组元素在数组中出现的第一次的位置不是i          //说明是重复元素          if(this.indexOf(this[i]) == i){              n.push(this[i]);          }      }      return n;  }    Array.prototype.unique4 = function(){      this.sort(function(a, b){ return a - b;});      var n = [this[0]];      for(var i=1; i<this.length; i++){          if(this[i] != this[i-1]){              n.push(this[i]);          }      }      return n;  }  var begin1 = new Date();  a.unique1();  var end1 = new Date();    var begin2 = new Date();  a.unique2();  var end2 = new Date();    var begin3 = new Date();  a.unique3();  var end3 = new Date();    var begin4 = new Date();  a.unique4();  var end4 = new Date();    console.log("方法一执行时间:" + (end1 - begin1));  console.log("方法二执行时间:" + (end2 - begin2));  console.log("方法三执行时间:" + (end3 - begin3));  console.log("方法四执行时间:" + (end4 - begin4)); |

　　参考: [js数组去重](http://www.cnblogs.com/fumj/archive/2012/09/09/2677711.html)

了解前后端分离吗（当时真不了解，但他细心地给我解释了一下，还建议我去看淘宝ued团队的文章）

用什么版本控制工具

在用mac吗

用什么来管理各种依赖

数组去重

position的几种值

css选择器优先级

伪类的用法

闭包

闭包的实现举例

浮动

清除浮动

jsonp是啥

gulp怎么用，用过啥

你觉得你还有什么闪光点我没有问到的（这个太囧了，我居然反问了面试官你觉得我刚才闪不闪？面试官呵呵呵呵）

require的读取顺序

图片轮播（虽然很多面试题都有这个，但是我自己真的没有实现过，说了一个opacity与setTimeout的组合运用，最后没有实现到面试官要求的效果，但是他说还行）

sass的伪类怎么嵌套

jsonp是啥

怎么用jsonp

发送jsonp时候的那个消息头长什么样子？（这个我直接跟他说没看过不知道）

一个文本框，需要两个控件对里面的值进行控制，一个是＋1一个是－1，要求每点击一次就有个提示框冒出来。

而且文本框是可修改的，每次修改也会冒出提示框。（这个我回答的很模糊，我说应该有个监听的事件的，但是我忘了是啥了，面试官说也行）

css定位

百度

（很惊奇的是面试我的三个面试官都是女生，简直了）

一面

css position的几种值与区别

闭包

偏向于什么语言？html、css or javascript

开发中偏于jQuery还是原生js

为什么选择原生js？

最近做过的项目

那个系统还在用吗

你是怎么学的？

看英文有障碍吗（卧槽，当时我回答了完全没有问题，不知道哪里来的自信）

二面

html5的新功能了解多少

说说离线存储

它们与cookie的区别

this的理解

怎么传入this

apply和call的区别

项目您说说

你github上面那个打字机的效果是怎么实现的（这是我fork了一位小伙伴的，但幸好我也花了一点时间弄懂了他的做法，要不然肯定囧死。插播一个很硬的广告 github.com/sidkwok/typing）

前端优化

你用过哪些优化（我说了css sprite和减少http请求，顺便引出了webpack，但没想到她也没有问）

gulp你是怎么用的

jsonp是啥

怎么跨域

为什么要跨域

怎么学习的

position几种值

具体运用是什么

display几种值

兼容性你懂多少（我就说了Ajax的还有盒子模型，但她说还有很多，但之前我说了没有系统地去学过css，都是不会的时候查文档的，估计因为这样所以她也没有追问下去）

说说你了解的框架（我说了react和vue）

react你觉得怎样（我说了一些组件化和虚拟dom树的东西）

AngularJS呢（我说没有学过，但了解过一点，我把我了解的都说了给她听）

两个的比较

为什么你会觉得AngularJS笨重？（也是自己的看法，mvc框架嘛，一整套什么都有）

jQuery还是原生js（百度的面试官都问了这个问题，我直接说对于jQuery我并不是很熟悉，因为我更喜欢研究原生js。）

为什么选择原生js（我认为要把原生吃透再去理解其他类库的话会更好一点，她说也是）

三面

（二面问面试官我表现怎样的时候她说，我可以跟你讲你已经过了，我的助理会跟你通知的。以为是hr面没想到还是技术面）

介绍自己

说说框架

比较一下框架

你打算怎么去学这些框架

听说你在浏览器兼容性这边学习的不是很好（不慌，她只是建议我这方面其实也很重要）

对自己的规划

喜欢用什么系统

来，我们聊聊人生

daocloud

一面

html语义化

h5新标签

es6

promise

promise解决了你什么问题

跨域的方法

jsonp怎么用

用过什么库

gulp的插件用过啥

webpack

为什么要打包 (我说了http请求那点事)

介绍一下react

组件化是啥

你觉的react的优点

为什么没有选择学习AngularJS

flex

响应式布局是啥

响应式布局是根据什么进行响应

css中用什么进行屏幕的判定

css中实现阴影的有什么

二面

点击a标签发生了啥

http2您说说

说说各种框架

聊聊AngularJS（说了我的理解，但不怎么了解）

那你熟悉哪个框架（正在玩React，vue也懂一点）

你给我说说你那个博客生成器（github.com/sidkwok/tech-dairy）（我知道我知道，很多广告！）

聊聊项目

聊聊模块化吧

sass你怎么用

gulp用过啥

介绍一下webpack

实现sum(2,3);sum(2,3,4);sum(2,3,4,5);(我用了比较原始的方法，if来判断)

那如果sum里面的参数不确定呢（提取arguments的长度，用for循环）

你知道伪数组吗？

ok， 再来一个数组去重吧（这太经典了吧）

* MVC理解

二面问  
项目中你解决过哪些比较困难的问题