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**装配**

通过加载xm文件，或者annotation，在程序载入的时候便创建对象，要的时候可以直接调用，不必在用new关键字创建

<bean id=*"u"* class=*"com.bjsxt.dao.impl.UserDAOImpl"* />

**注入：**

在xml文件中或者annotation便指定两个类见对象的关系，（当一个类调用了另一个类的对象作为参数）在程序载入的时候便完成初始化，也就是在一个类里面有其他类的对象的时候，spring容器可以帮我们初始化这个被调用的对象（通过get，set方法，和注入）

下面的意思是，创建名字为userSever的*com.bjsxt.service.UserService*的对象，然后调用setuserDao方法，将*com.bjsxt.dao.impl.UserDAOImpl*的一个对象u作为参数执行setuserDao方法，从而初始化userDAO

<bean id=*"userService"*class=*"com.bjsxt.service.UserService"* >

<property name=*"userDAO"* ref=*"u"*/>//注入

</bean>

**反射：**

**在applicationContext中他会自动浏览xml文件，然后通过里面的类名和prototy里面的name值，通过解析，然后得到类名和方法名，然后创建对象**

1. 通过Class对象的newInstance()方法来创建Class对象对应类的实例。这个方法是使用Class对象对应类的默认构造器创建对象，这就要求Class对象对应类必须要有默认构造器。
2. 在spring这些框架中，会根据配置文件自动创建类的实例并注入到依赖此类的类中。这时候用的最多的就是默认构造器。像是在spring的配置文件中，我们提供的是某个类的全类名，这种情况要创建类的实例，就必须使用反射了。

**一些知识点：（重要）**

**接口不可以通过new关键字实例化创建对象，但是可以通过传入实现它的类的对象实现实例化。**

假设有个接口Userdao，有三个实现它的类Userdaoimp1，Userdaoimp2，Userdaoimp3，Userdaoimp4

那么

Userdao userdao = new Userdao（）

错误：接口不能用new实例化

Userdao userdao1 = new Userdaoimp1（）；

Userdao userdao2 = new Userdaoimp2（）；

Userdao userdao3 = new Userdaoimp3（）；

正确：用实现它的类的对象去初始化接口，这样的话接口便很灵活，可以在Userdaoimp4里面同时写上上面的三句，便可以通过三个对象调用Userdaoimp1，Userdaoimp2，Userdaoimp3

三个实现类的方法，还可以扩展自己的代码，实现多继承

**DI：dependcy inject （依赖注入）**

在spring中生成对象，和建立对象间的关系（一个类的里引用了别的类的对象，那么这两个类的对象就有关系）都依靠xml配置文件来实现，这样在配置文件里创造对象叫做注入，而spring的对象都是依赖于这种方法来生成，所以说spring依赖注入

**IOC：inverse of control（控制反转）**

* 1. 实例化具体bean
  2. 动态装配

解释1：

在以前的编程中我们自己new对象并且使用，资源控制权完完全全在程序员中，在运用spring后变成了对象由spring创建，资源分配spring容器控制

解释2

原来程序员在写程序的时候写实现，控制实现方式，现在变成了操控接口，是一个抽象的概念，由具体的实现到抽象的接口，叫做控制反转

解释3

原来具体的实现掌握在程序员的手中现在掌握在容器的手中

**注入的类型**

程序员在某个类中需要依赖其它类的方法，则通常是new一个依赖类再调用类实例的方法，这种开发存在的问题是new的类实例不好统一管理，spring提出了依赖注入的思想，即依赖类不由程序员实例化，而是通过spring容器帮我们new指定实例并且将实例注入到需要该对象的类中。依赖注入的另一种说法是“控制反转”，通俗的理解是：平常我们new一个实例，这个实例的控制权是我们程序员，而控制反转是指new实例工作不由我们程序员来做而是交给spring容器来做。

1. **set注入：**

在原来的方法里建立一个set方法作为入口，然后在配置文件里用注入的方法将两个类的对象联系起来，然后用get方法取出常（最常用，例子见上面的注案例）

1. **构造方法注入 ：**

2.1首先在构造方法里将要初始化的对象进行初始化

2.2在xml文件里进行装配

2.3案例

构造方法

**public** UserService(UserDAO userDAO) {

**super**();

**this**.userDAO = userDAO;

}

**装配**

<bean id=*"userService"*class=*"com.bjsxt.service.UserService"*>

//将u作为参数传入*userService*的构造方法进行初始化

<constructor-arg>

<ref bean=*"u"*/>

</constructor-arg>

</bean>

**小知识点**

**<bean id = “” class = “ ”> </bean>表示重新创建一个对象**

**<ref bean = “ ”>代表引用上面已经创建的对象**

id可以用 name替代，唯一区别是name里面可以包含一些特殊字符

Id和name同时存在的时候，id为他的标识，name为别名，

当只有name的时候，第一个name就是他的标识符

**字段注入**

**在对象上加上@autorwire**

**简单属性注入：**

在xml文件里创建对象和通过get和set方法给对象的属性赋值（一般不用）

**public** **class** UserDAOImpl **implements** UserDAO {

/\* (non-Javadoc)

\* @see com.bjsxt.dao.UserDAO#save(com.bjsxt.model.User)

\*/

**private** **int** daoId;

**private** String daoStatus;

**public** **int** getDaoId() {

**return** daoId;

}

**public** **void** setDaoId(**int** daoId) {

**this**.daoId = daoId;

}

**public** String getDaoStatus() {

**return** daoStatus;

}

**public** **void** setDaoStatus(String daoStatus) {

**this**.daoStatus = daoStatus;

}

**public** **void** save(User user) {

System.***out***.println("user saved!");

}

@Override

**public** String toString() {

**return** **this**.daoId + ":" + **this**.daoStatus;

}

}

Xml

<bean name=*"userDAO"* class=*"com.bjsxt.dao.impl.UserDAOImpl"*>

<property name=*"daoId"* value=*"8"*></property>//简单属性注入

<property name=*"daoStatus"* value=*"good"*></property>

</bean>

**Bean的作用范围：scope**

<bean id=*"userService"* class=*"com.bjsxt.service.UserService"* scope=*"prototype"*>

1. scope = singleton 单例模式，每次都用同一个对象
2. Scope = prototype 原型模式，每次调用都创建一个新的对象
3. Scope = session
4. Scope = application
5. Scope = request

//后面这三个与网站有关，马老师没讲

**Collection类型的注入**

在xml里面给collection装值，

（直接看eclipse上的程序）

自动装配:autowire ：

通过自动装配，可以无需手动注入，spring容器会将通过autowire自动将所需的属性装配

**1、通过name来装配**

Autowire = “byName

”,他会自动调用set方法然后再文件里找一个和对象属性同名的对象然后装配进来

**2、通过属性装配**

Autowire = “byType” 他会根据类型来找文件里是否有和它需要的类型一样的对象，然后装配进来

1. 写在最外围的beans里面，表示下面所有的bean都采用这个autowire方式

**Bean的生命周期？？？？？？重要（百度）**

Lazy-init = “true”:把这句话加入到某个bean里面，然后他在spring初始化容器的时候先不会初始化这个对象

<bean id="u" class="com.bjsxt.dao.impl.UserDAOImpl" lazy-init = “true” >

init-method,和destory-method

表示这个对象在spring容器创建然后自动初始化这个对象时候先执行init-method的方法，然后在结束的时候执行destory-method所指的方法，一般不和prototype连用

<bean id="u" class="com.bjsxt.dao.impl.UserDAOImpl" init-method = “init” destory-method = “destory” >

**非常重要@component和@resource**

**使用前先在xml加上这句话**

**<context:component-scan base-package="com.bjsxt"/>**

**则spring会扫描文件，然后找@component和@resource**

**@Component：自动初始化，不必在xml文件里再写<bean>来让spring容器初始化需要的对象，将component写在类的上面，那么spring容器在初始化的时候会自动生成一个他的对象**

@Component("u")

public class UserDAOImpl implements UserDAO {

public void save(User user) {

//Hibernate

//JDBC

//XML

//NetWork

System.out.println("user saved!");

}

}

//在spring容器初始化的时候自动生成UserDAOImpl的一个对象，然后起名为u

@resource（“value”）：一般写在set或者构造方法上面

表示在spring初始化这个项目的时候查找有没有一个叫“value”的对象，如果找不到，就按类型寻找有没有要求的类型的数据，如果找到了其中的一种就调用set方法注入，以componemt一起使用

@Resource(name="u")

**public** **void** setUserDAO( UserDAO userDAO) {

**this**.userDAO = userDAO;

}

//表示找到u，并且调用set方法注入对象

@qualiter

在使用按类型注入的时候可能会出现相同类型的对象不止一个，可以用这个标注要注入具体的哪个对象

**@Scope("prototype"):**

写在类的上面表示每次调用生成一个新的对象，不写的时候默认为

@Scope("singleton"):表示每次都使用同一个对象

**@PostConstruct**

当在某个类的方法上的时候，表示每次生成这个类的对象的时候，先执行这个类的这个方法。

@PostConstruct

public void init() {

System.out.println("init");

}

//每次生成init方法所对应的类的对象的时候先执行init方法

**@PreDestroy**

当在某个类的方法上的时候，表示每次销毁这个类的对象的时候，先执行这个类的这个方法。

@PreDestroy

public void destroy() {

System.out.println("destroy");

}

////每次销毁destory方法所对应的类的对象的时候先执行destory方法

**Spring容器执行后的返回值**

Spring执行后生成的**是一**个map，key为对象的名字，value为真实的对象

**组合的编程思想：**

当我们完成一个项目的编写并且已经提交了源代码，也就是源代码已经无法修改的情况下如何扩展某一个类

1、采用编写一个新的类继承需要扩展的类，然后调用super先执行父类方法，在增加新的业务逻辑

**这样的方式不够灵活不推荐**

**2、采用组合的方法**

在组合方式里，以接口为最顶级，然后业务逻辑写在他的实现它的类里面，当需要业务拓展的时候，

1、生成第一个实现类的对象然后调用这个类的方法，那么就完成了对第一个类的保存

1. 编写新的业务逻辑实现拓展

3、当再一次需要业务拓展的时候，可以同时生成接口一和接口二实现类的对象，然后调用各自的方法，从而快速实现业务拓展，但是继承却无法整合两个子类的东西，因为只能继承一个

**这样做的话就很方便并且很灵活的实现了业务拓展，因为接口比继承灵活**

**Aop面向切面的编程（**Aspect-Oriented-Programming：层面导向编程

1. 在我们以前的编程中采用直线思维，很有逻辑的做每一件事，这样做的话对于一些权限处理，错误处理、等等很多事情却要我们向横向编程，导致代码沉重，不好添加和删除，面向切面的编程在直线编程的基础上，将横向的部分抽出来，在一个方法前后动态地添加业务逻辑，和一些其他代码，，实现拓展和横向编程，这样做既灵活又高效，可以动态的添加和删除在切面上的逻辑而不影响原来的执行代码

**动态代理**：**在已经完成的类里面动态的插入其他代码，实现业务扩展**

1、在jdk提供的类里**必须是实现接口的类**才可以动态代理

2、用proxy和invorcationHander实现动态代理

**在原生的jdk中用静态方法Proxy和实现InvocationHandler接口来的类**

Proxy象一个传送带，将代码和参数传递到处理类

实现InvocationHandler接口来的类像一个工厂，给传过来的方前后添加方法

1. 处理过程：

1、userDAOProxy 是UserDAO的一个实现类的对象，当他调用UserDAO接口里面的方法的时候，就相当于调用了实现了InvocationHandler接口的类的invoke方法，然后通过li对象吧你调用的方法和参数都传递过来，你可以在invoke方法里先执行想要动添加的代码，然后执行原来的方法，从而实现动态添加的效果

**package** spring\_shangguigu\_8\_Proxy\_动态代理;

**import** java.lang.reflect.\*;

**import** java.lang.reflect.Proxy;

**import** java.net.\*;

**public** **class** getcatulateLogging{

**private** caculate target;

**public** getcatulateLogging(caculate target){

**this**.target = target;

}

**public** caculate getcatulateLoggingproxy(){

caculate proxy;

ClassLoader loader = target.getClass().getClassLoader();

Class[] inteface = **new** Class[]{caculate.**class**};

//处理方法

InvocationHandler h = **new** InvocationHandler() {

//第一个参数proxy不使用

//method 表示当前正在执行的方法

//args是方法的参数的数组

**public** Object invoke(Object proxy, Method method, Object[] args)

**throws** Throwable {

String methodname = method.getName();

//日志

System.***out***.println("the method "+methodname +"has start");

//利用invoke执行原方法

Object result = method.invoke(target,args); //利用原来对象执行方法

//日志

System.***out***.println("the method "+methodname +"has end");

System.***out***.println("result ="+result);

**return** result;

}

};

proxy =(caculate)Proxy.*newProxyInstance*(loader, inteface, h);

**return** proxy; //返回代理对象

}

}

**AspectJ：一个专门的面向切面的框架语言，也是专门面向aop编程的框架，spring使用了他**

1. 概念：
   1. JoinPoint 织入点
   2. PointCut 织入点集合
   3. Aspect（切面）织入的那个类
   4. Advice 织入类里面的方法
   5. Target 代理对象
   6. Weave 织入

**采用xml方式配置aop**

<bean id="logInterceptor" class="com.bjsxt.aop.LogInterceptor"></bean> //初始化生成处理类对象

<aop:config>

<aop:aspect id="logAspect" ref="logInterceptor">

<aop:before method="before" pointcut="execution(public \* com.bjsxt.service..\*.add(..))" />

</aop:aspect>

//利用logInterceptor在 com.bjsxt.service的任意类下面的add方法执行前加入要执行before方法

</aop:config>

**连接池DataSource**

DataSource是sun定下的一种接口，返回的是一个数据库连接，具体是那种数据库的连接，可以自己设定，

可以在xml配置文件里面建立多种连接不同数据库的方式，每个方式都返回一个DataSource数据，这样就可以实现连接不同的数据库

|  |  |  |
| --- | --- | --- |
| 参数 | 配置 | 说明 |
| initialSize | 3 | 初始化配置 |
| minIdle | 3 | 最小连接数 |
| maxIdle | 15 | 最大空闲连接 |
| maxTotal | 15 | 最大连接数 |
| maxWaitMillis | 5000 | 获取连接超时时间(单位ms) |

**在xml里面用dbcp（一个连接池的包）和IOC连接数据库**

1. **在xml文件里面配置数据库连接**

1-1：

Spring容器在初始化的时候会创建BasicDataSource的一个对象dataSource，通过这个对象就可以获得数据库连接

<bean id=*"dataSource"* destroy-method=*"close"*

class=*"org.apache.commons.dbcp.BasicDataSource"*>

<property name=*"driverClassName"*

value=*"com.mysql.jdbc.Driver"* />

<property name=*"url"* value=*"jdbc:mysql://localhost:3306/spring"* />

<property name=*"username"* value=*"root"* />

<property name=*"password"* value=*"123456"* />

</bean>

1-2

在需要连接数据库的类里面通过IOC注入拿到dataSource对象，

**private** DataSource data;

**public** DataSource getData() {

**return** data;

}

@Resource(name = "dataSource") //annotation注入

**public** **void** setData(DataSource data) {

**this**.data = data;

}

1-3

连接数据库进行操作

**public** **void** save(User user) {

**try**{

Connection conn = data.getConnection();

conn.createStatement().executeUpdate("insert into us values('15251102130','123456');");

conn.close();

}**catch**(Exception e){

e.printStackTrace();

}

}

总结：

1. IOC的概念
2. DI
3. @compenent和@resource
4. Aop
5. 面向切面的编程
6. 动态代理
7. 组合编程
8. 面向接口的编程
9. 装配
10. 注入
11. 各种标签

**Spring之尚硅谷**

1. **spring是什么**

**Spring是一个优秀的开源框架，spring为简化企业级开发而生，使用spring可以简单实现javabean，**

**Spring是一个IOC和AOP容器框架**

**特点：**

**轻量级：Spring 是非侵入性的 - 基于 Spring 开发的应用中的对象可以不**

**依赖于 Spring 的 API**

**依赖注入(DI --- dependency injection、IOC)**

**面向切面编程(AOP --- aspect oriented programming)**

**容器: Spring 是一个容器, 因为它包含并且管理应用对象的生命周期**

**框架: Spring 实现了使用简单的组件配置组合成一个复杂的应用. 在 Spring 中可以使用 XML 和 Java 注解组合这些对象**

**一站式：在 IOC 和 AOP 的基础上可以整合各种企业应用的开源框架和优秀的第三方类库 （实际上 Spring 自身也提供了展现层的 SpringMVC 和 持久层的 Spring JDBC）**

**1、1spring容器**

SpringIOC创建bean之前需要对spring进行实例

实例SpringIOC容器有两种方式

BeanFactory: IOC 容器的基本实现.

**ApplicationContext: 提供了更多的高级特性. 是 BeanFactory 的子接口**.

**BeanFactory 是 Spring 框架的基础设施，面向 Spring 本身；ApplicationContext 面向使用 Spring 框架的开发者，几乎所有的应用场合都直接使用 ApplicationContext 而非底层的 BeanFactory**

**1、2：ApplictionContext接口的树级结构**
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ApplicationContext

在初始化上下文的时候就实例化所有单例的bean

ConfigurableApplicationContext

扩展于ApplictionContext的子接口，新增两个方法，refresh（）和close（），让ApplicationContext具有启动、刷新和关闭上下文的功能。

ClassPathXmlApplicationContext

ConfigurableApplicationContext的一个实现类，功能为从类路径下加载xml配置文件，完成bean初始化

FileSystemXmlApplicationContext

ConfigurableApplicationContext的一个实现类，表示从文件系统加载xml配置文件，完成bean初始化

1. **IOC**

**IOC(Inversion of Control)：其思想是反转资源获取的方向. 传统的资源查找方式要求组件向容器发起请求查找资源. 作为回应, 容器适时的返回资源. 而应用了 IOC 之后, 则是容器主动地将资源推送给它所管理的组件, 组件所要做的仅是选择一种合适的方式来接受资源. （反转资源控制的方式）**

**3、DI**

**DI(Dependency Injection) — IOC 的另一种表述方式：即组件以一些预先定义好的方式(例如: setter 方法)接受来自如容器的资源注入.可以应对集合、常量、对象的注入（把一个类的对象通过set方法注入到另一个类）**

1. **bean的配置方式一：xml，全类名配置方式（反射）**

**Exp：**

<bean id=*"helloword"* class=*"spring\_beans.Helloword"*> <property name=*"name"* value=*"zzx"*></property>

</bean>

4-1

在这种配置方式里面需要用到全类名“*spring\_beans.Helloword*”

通**过反射的方式调用无参数的构造方法在IOC容器里面创造bean，**要求在这个类里面必须要有一个**无参数的构造方法（默认构造器）**

**4-2**

Id是这个对象（bean）的标识，所以**id必须是唯一**的，容器将id和对象（bean）以键值对的方式存入map里面，取出的时候也是依靠getBean（id）来得到这个对象（bean）

1. **获取bean的方式**

**5-1：以id获取**

Helloword hello = (Helloword)ctx.getBean("helloword");

5-2：以类型获取

Helloword hello = ctx.getBean(Helloword.**class**);

这样做的时候可能会应因为相同类型的bean有多个，导致获取失败，需要通过@qualiter来指定获取哪个，比较麻烦

**6、注入的方法**

6-1：属性的注入

通过set方法注入常用数据类型，集合、属性，引用等（引用注入比较多）

exp：见马士兵版笔记

<bean id=*"u"* class=*"com.bjsxt.dao.impl.UserDAOImpl"* />

引用注入，使用的是上面已经创造好的

<bean id=*"userService"*class=*"com.bjsxt.service.UserService"* >

<property name=*"userDAO"* ref=*"u"*/>//注入

</bean>

内部bean注入，这个bean不能被外部调用,只能被usersever使用，是单独创造的bean

<bean id=*"userService"*class=*"com.bjsxt.service.UserService"* >

<property name=*"userDAO"* >//注入

<bean id=*"a"* class=*"com.bjsxt.dao.impl.UserDAOImpl"* />

<property/>

</bean>

在第二个对象userService里注入u，实现第二个对象可以获得第一个对象，换句话说就是userService可以调用u所在的类的方法

6-2构造方法注入（构造器注入）

用 <constructor-arg value = "asdasd"></constructor-arg>按顺序注入

Exp：见上面马士兵版笔记

6-3工厂方法注入

一般不用，记得有这么回事就好

6-4字段注入

1. **xml中的null为<null/>**
2. **给级联属性赋值（就是给被引用的对象的属性赋值）**

<bean id=*"userService"*class=*"com.bjsxt.service.UserService"* >

<property name=*"userDAO"* ref=*"u"*/>//注入

<property name=*"userDAO.name"* value=*"zzx"*/>//给级联属性赋值

</bean>

**给级联属性赋值必须要这个对象已经创建，**

**Id与name的区别**

1、每个Bean可以有一个id属性，并可以根据该id在IoC容器中查找该Bean，该id属性值必须在IoC容器中唯一；

2、可以不指定id属性，只指定全限定类名，如：

3、如果不指定id，只指定name，那么name为Bean的标识符，并且需要在容器中唯一；

4、同时指定name和id，此时id为标识符，而name为Bean的别名，两者都可以找到目标Bean；

5、可以指定多个name，之间可以用分号（“；”）、空格（“ ”）或逗号（“，”）分隔开，如果没有指定id，那么第一个name为标识符，其余的为别名；若指定了id属性，则id为标识符，所有的name均为别名。如：

6、<prototype name = “” ref=“”></prototype>标签里面只能用name，不用id

1. **给创建集合bean,下面是xml配置的经典案例**

<!-- 创建三辆车 -->

<bean id= *"baoma"* class = *"spring\_beans.car"*>

<property name=*"price"* value=*"1000000"*></property>

<property name=*"maxspeed"* value = *"250"*></property>

<property name=*"color"* value=*"green"*></property>

</bean>

<bean id= *"luhu"* class = *"spring\_beans.car"*>

<property name=*"price"* value=*"2000000"*></property>

<property name=*"maxspeed"* value = *"350"*></property>

<property name=*"color"* value=*"red"*></property>

</bean>

<bean id= *"falali"* class = *"spring\_beans.car"*>

<property name=*"price"* value=*"3000000"*></property>

<property name=*"maxspeed"* value = *"450"*></property>

<property name=*"color"* value=*"orange"*></property>

</bean>

<!-- 创建三个房子 -->

<bean id= *"house1"* class = *"spring\_beans.house"*>

<property name=*"price"* value= *"100000000"*></property>

<property name=*"area"* value= *"100m"*></property>

</bean>

<bean id= *"house2"* class = *"spring\_beans.house"*>

<property name=*"price"* value= *"200000000"*></property>

<property name=*"area"* value= *"200m"*></property>

</bean>

<bean id= *"house3"* class = *"spring\_beans.house"*>

<property name=*"price"* value= *"300000000"*></property>

<property name=*"area"* value= *"300m"*></property>

</bean>

<!--一只狗 -->

<bean id =*"dog"* class=*"spring\_beans.dog"*>

<property name=*"high"* value=*"100"*></property>

<property name=*"color"* value=*"blue"*></property>

</bean>

<!--创建car的集合类型的bean，（先在namespace里引入util） -->

<util:list id = *"cars"*>

<ref bean = *"baoma"*/>

<ref bean = *"falali"*/>

<ref bean = *"luhu"*/>

</util:list>

<!--创建house类型的map -->

<util:map id=*"houses"*>

<entry key=*"beijing"* value-ref=*"house1"*></entry>

<entry key=*"shanghai"* value-ref=*"house2"*></entry>

<entry key=*"shenzhen"* value-ref=*"house3"*></entry>

</util:map>

<!-- 往人里面注入常量name list<car> map<house> 和一个dog对象 -->

<bean id= *"preson"* class = *"spring\_beans.person"* >

<property name=*"name"* value=*"zzx"*></property>

<property name=*"cars"* ref=*"cars"*></property>

<property name=*"houses"* ref=*"houses"*></property>

<property name=*"dog"* ref=*"dog"*></property>

</bean>

1. **autowire自动装配**

<bean id= *"preson"* class = *"spring\_beans\_autowire.person"* autowire=*"byName"* >

<property name=*"name"* value=*"zzx"*></property>

</bean>

自动装配有两种

1autowire="byName"

按照名字来装配，在xml文件里面找有没有与spring\_beans\_autowire.person类里面有相同名字的属性的bean，如果有就调用set方法自动装配

2autowire="byType"(默认的注入行为，也可不写)

按照属性来装配，在xml文件里面找有没有与spring\_beans\_autowire.person类里面有相同类型的属性的bean，如果有就调用set方法自动装配

但是如果有两个相同类型的bean会导致自动装配失败

（详细见Eclipse--》spring\_shangguigu\_1\_helloword--》spring\_beans\_autowire）

**11、bean之间的继承关系（**parent=*""***）**

11-1一个bean可以继承另一个bean的属性，也可以重写实现对父bean的覆盖

<bean id= *"baoma"* class = *"spring\_beans\_继承与依赖.car"*>

<property name=*"price"* value=*"1000000"*></property>

<property name=*"maxspeed"* value = *"250"*></property>

<property name=*"color"* value=*"green"*></property>

</bean>

<!-- 继承了宝马并且重写了他的color属性 -->

<bean id= *"luhu"* parent=*"baoma"*>

<property name=*"color"* value=*"red"*></property>

</bean>

11-2 抽象bean（abstract="true"）只能继承，不能实例化

如果一个bean没有指定他的类，则这个bean为抽象bean（也要写abstract="true"），或者可以通过 abstract="true"来指定这个bean

是抽象bean抽象bean不能实例化只能被继承

<bean id= *"aodi"* abstract=*"true"*>

<property name=*"price"* value=*"2000000"*></property>

<property name=*"maxspeed"* value = *"350"*></property>

<property name=*"color"* value=*"red"*></property>

</bean>

<bean id= *"falali"* class = *"spring\_beans\_继承与依赖.car"* parent=*"aodi"*>

</bean>

1. bean的依赖关系（depends-on=*""）*

用depends-on=""来指定bean的依赖关系，表示当前bean实例化之前spring容器里面必须有被依赖的bean否则会报错

<bean id=*"dog"* class=*"spring\_beans\_继承与依赖.dog"*>

<property name=*"high"* value=*" 100"*></property>

<property name=*"color"* value=*" orange"*></property>

</bean>

<bean id = *"person1"* class=*"spring\_beans\_继承与依赖.person"* depends-on=*"dog"*>

<property name=*"dog"* ref=*"dog"*></property>

<property name=*"name"* value=*"jack"*></property>

</bean>

//person1初始化之前必须有dog，否则报错，相当一指定了他的dog不能为null

**12、Bean的作用范围：scope**

<bean id=*"userService"* class=*"com.bjsxt.service.UserService"* scope=*"prototype"*>

**scope = singleton 单例模式，每次都用同一个对象，这个对象在spring初始化的时候**

**已经创建**，这中单例模型可以节省内存，但是webwork的Action不是线程安全的，要求在多线程环境下必须是一个线程对应一个独立的实例，不能使用singleton。所以，我们在Spring配置Webwork Action Bean时，需要加上属性scope=”prototype”或singleton=”false”。

       singleton模式指的是对某个对象的完全共享，包括代码空间和数据空间，说白了，如果一个类是singleton的，假如这个类有成员变量，那么这个成员变量的值是各个线程共享的（有点类似于static的样子了），当线程A往给变量赋了一个值以后，线程B就能读出这个值。因此，对于前台Action，肯定不能使用singleton的模式，必须是一个线程请求对应一个独立的实例。推而广之，只要是带数据成员变量的类，为了防止多个线程混用数据，就不能使用singleton

1. Scope = prototype **原型模式，每次调用的时候都创建一个新的对象,在这种模式下，在容器初始化的时候不创键bean的实例，而是在每次初始化的时候创建一个新的bean**
2. Scope = session
3. Scope = application
4. Scope = request

**13、外部属性文件式连接数据库**

将数据库的属性字段写在另一个文件里，与xml文件分离，方便以后去做修改

引入c3p0和jdbcmysql

13-1编写属性文件db.properties

jdbc.mysql.driverclass=com.mysql.jdbc.Driver

jdbc.mysql.url=jdbc:mysql://localhost:3306/spring

jdbc.mysql.user=root

jdbc.mysql.password=123456

13-2在xml导入属性文件

<context:property-placeholder location=*"classpath:db.properties"*/>

13-3：连接数据库，并且获取DAtaSource的bean

<bean id=*"dataSource"* class=*"com.mchange.v2.c3p0.ComboPooledDataSource"*>

<property name=*"driverClass"* value=*"${jdbc.mysql.driverclass}"* />

<property name=*"jdbcUrl"* value=*"${jdbc.mysql.url}"* />

<property name=*"user"* value=*"${jdbc.mysql.user}"* />

<property name=*"password"* value=*"${jdbc.mysql.password}"* />

</bean>

**14使用spel完成一些bean的赋值在#{}里面的就可以解析java代码**

Spel是IOC里的一项语言，通过这个spel语言可以实现对bena的属性的赋值，他的语法结构是 value = “#{}”,在{}中写上值

整数赋值：

<property name="count" value="#{5}"/>

字符串：

<property name=“name” value="#{'Chuck'}"/>

对象：

<property name=“name” value="#{house1}"/>

调用其他对象的属性来赋值：

<property name=*"address"* value=*"{house1.area}"*></property>

调用静态方法的赋值（这里调用math的PI计算轮胎周长）

<property name=*"luntai"* value=*"#{T(java.lang.Math).PI\*80}"*></property>

调用方法：

<property name=*"address"* value=*"{house1.toString()}"*></property>

在里面使用各种运算符（如多目运算）

<property name=*"info"* value=*"#{baoma.price*>300000? '金领':'白领'}"></property>

1. **bean的生命周期和bean的后置处理器**

**从bean被创建到销毁，叫做bean的生命周期**

15-1：init—method 和destory-method

<bean id = *"car"* class=*"spring\_postProcess.car"*

init-method=*"init"* destroy-method=*"destory"*>

Init-method：

在通过构造器或工厂方法创建 Bean 实例，和**完成属性赋值后**调用init-method所指定方法

Destory-method

在容器销毁（这个bean被销毁）的时候执行他所指定的方法

15-2BeanPostProcessor 接口

这个接口的实现类，可以影响每一个bean的声明周期，利用动态代理，可作为bean的拦截器，过滤器，重要须知道

首先创建BeanPostProcessor 接口的实现类，在里面做出你想要的修改

**实例：**

**public** **class** mybeanProcessor **implements** BeanPostProcessor {

**public** Object postProcessBeforeInitialization(Object bean, String beanName)

**throws** BeansException {

System.***out***.println("postProcessBefore"+bean +beanName);

**return** bean;

}

**public** Object postProcessAfterInitialization(Object bean, String beanName)

**throws** BeansException {

System.***out***.println("postProcessAfter"+bean +beanName);

**return** bean;

}

}

//第一个参数是xml里面的其中一个bean（谁执行就是谁），第二个参数是所对应的id

这个类相当于一个工具，可以被调用

然后:在xml文件里面创建这个接口实现类的bean，那么，spring容就会让每个bean创建时都执行它，这个bean对所有的Bean都会起作用，因此无需设置id

<bean class=*"spring\_postProcess.mybeanProcessor"*></bean>

15-3如果在同时存在init-thread和destory-method和BeanPostProcessor的接口实现类，那么他们的执行顺序如下

1. 通过配置类或者xml文件读取类信息反射创建bean
2. 通过beanNameAware BeanfoctoryAwary BeanapplicationAwary让bean可以知道自己的名字，工厂，容器等信息

3、将 Bean 实例传递给 Bean 前置处理器的 postProcessBeforeInitialization 方法

4、调用 Bean 的初始化方法method-init

5、将 Bean 实例传递给 Bean 后置处理器的 postProcessAfterInitialization方法

6、Bean 可以使用了

7、当容器关闭时, 调用 Bean 的销毁方法destory

15-4：BeanPostProcessor的接口实现类的权力相当大，可以将传过来的spring容器生成的bean做出修改，也可以直接创建一个新的bean然后返回，实现偷梁换柱

**16创建bean的方法**

16-1spring容器内部反射（常用）

16-2静态工厂方法

16-3实例工厂方法

（见12尚硅谷）

16-4：用spring提供的factory<T>接口来生成bean

1. 创建一个类实现spring提供的factory<T>接口，这个实现类就像一个工厂,可以创建出对象，并且返回

Exp：

**public** **class** carfactory **implements** FactoryBean<car> {

//返回bean对象,xml就是通过它来获得对象

**public** car getObject() **throws** Exception {

**return** **new** car("bmw", 300000);

}

//返回bean类型

**public** Class<?> getObjectType() {

**return** car.**class**;

}

//返回是不是单例

**public** **boolean** isSingleton() {

**return** **true**;

}

}

1. 在xml里面创建carfactory的对象，得到的就是getObject()方法返回的对象，因而从工厂得到了bean

<bean id=*"car"* class=*"spring\_factorybaen.carfactory"* > </bean>

**17、classpath 扫描自动加载出类的对象，完成注入和装配**

基本的四个注解，四个注解效果一样，只是约定了某层用什么

@Component: 基本注解, 标识了一个受 Spring 管理的组件

@Respository（仓库：储藏室）: 标识持久层组件 dao层接口和实现类

@Service: 标识服务层(业务层)组件

@Controller: 标识表现层组件 控制层主要实现他只是用来处理简单的参数

给springmvc使用

验证啊、或者简单查询什么的，所有业务逻辑不要写在controller里面

1. 在xml文件里面设置（component-scan）为自动加载并且创建注解所对应的类的bean

利用包的名字初始化所有子包的类，即装配所有以spring\_classpath\_scran.开头的类下面的有特定注解bean

<context:component-scan base-package="spring\_classpath\_scran"/>

2、 resource-pattern加载指定的包

<context:component-scan base-package="spring\_classpath\_scran" resource-pattern="Service/\*.class"></context:component-scan>

即装配除了以spring\_classpath\_scran.Service的类以外的所有以spring\_classpath\_scran.开头的类下面的有特定注解bean，如果正使用注解的时候没有指定名字，那么，他会按类名第一个字母小写，生成对应的bean

如UserSever生成bean名字为userSever，但是如果类名为按规定起，本身就是usersever，那么他生成的bean的名字是usersever。

1. 使用context:exclude-filter子组件来排除某个注解，和扫描哪些注解

如以后让spring只扫描除@controller以外注解的类，让springmvc值扫描

Controller的注解，可以这样做

//让spring值管理处@controller以外的注解的类

<context:component-scan base-package=*"zzx"*>

<context:exclude-filter type=*"annotation"* expression=*"org.springframework.stereotype.Controller"*/>

</context:component-scan>

1. 用 @Autowired （默认按属性装配）和 @Resource（默认按名字装配） 、@Inject完成自动装配，形成bean之间的相互引用，这三个注解的效果一样，所以我们一般使用@Autowire就可以
2. @Autowired可以放在**字段上，构造方法，引用类型，或者set方法上**完成对应的自动装配

如：放在一个引用上面，也可以完成装配

@Autowired

**private** userController controller;

1. **@Autowired在自动装配的时候是按照属性来装配的，也就是按类型装配，在出现多个相同属性的时候，可能会出现无法装配，此时可以通过@qualiter来指定装配哪一个**

**如useRespository有两个实现类的对象在spring容器里面，然后用@qualiter来指定装配名字为respositoryimp的bean**

**@Autowired**

**@Qualifier("respositoryimp")**

**private useRespository useRespository;**

1. @autowire标注的时候，如果spring容器里面没有这个类的对象，会报错，如果要指定这个对象可以为空可以这样写

**@Autowired（require=false）**

**private useRespository useRespository;**

1. @autowire放在数组上面

他会将容器里面所有匹配类型的bean装配进来

@Autowired

savecar[] cars;

1. 放在集合上面（List，非arraylist等实现类，否则会报错）

Spring会读取集合信息，把适合的bean都装配进来

@Autowired

List<savecar> carList;

1. 放在map上面（map，非hashmap或其他实现类，否则报错）

Spring会将适合的bean装配进来，以bean的名字作为key，引用作为value

@Autowired

Map<String, savecarimpl> carmap;

**18泛型类、泛型接口等**

**public** **class** BaseRepository<T> {}

泛型类:

1、在这个类里面可以像普通的类一样操定义各个类型的函数、属性、对象

2、T是一个任意类型的东西，比如String、Integer、或则某一个类如User

他的参数就是一个类型，或者说是一个类。

1. 在泛型类里面可以操作T类型的东西，如定义T类型的一个对象，创造方法 等各种操作

如T t，表示定义一个T类型的对象t，如果T为一个类User，那么t就是User的一个对象。

1. 泛型类在实例化，或者继承他的类必须指明T是什么类型
2. 泛型是对参数类型的增强，同时也能消除许多强制类型转换，因为一开始T

的类型没有指定，而是在他的对象或者实现类或者子类里面指定，灵活性更高，比如突然想把本来写的int改为doule，只需在实现类里面重新指定一下T就好了

1. **泛型的依赖注入完成自动装配（spring\_3\_fanxing）**

泛型就像一个模板，因为泛型的类型没有指定，所以他就像一个接口，他的功能函数都是围绕泛型来定义，在泛型的类型没有指明之前，他的函数不可使用

所以继承他的类必须指明泛型的类型，然后就可以使用父类（泛型类定义的方法）

在泛型类里面使用@autowire的时候，会被子类继承，并且注入的将会是他对应的子类的对象，因为子类的对象才是可用的

泛型是对参数类型的增强，同时也能消除许多强制类型转换，因为一开始T

的类型没有指定，而是在他的对象或者实现类或者子类里面指定，灵活性更高，比如突然想把本来写的int改为doule，只需在实现类里面重新指定一下T就好了

**20(补)、动态代理**

动态代理是aop的底层原理，过程如下

1. 编写接口以及实现类
2. 利用接口和实现类来实现动态代理
3. proxy为代理对象，
4. 利用Proxy.newProxyInstance(loader, interfaces, h)，来产生代理 对象，第一个参数为指定类加载器，第二个为接口方法，第三个参数为InvocationHandler接口的实现类的对象。
5. InvocationHandler方法里面有个invoke方法，实现对对象的动态代理，实现前置方法，后置方法等，利用method.invoke(target, args)来实现对元方法的调用，在打debug的时候再这里进入方法可以进入到原来的类和方法
6. **AOP面向切面的编程**

我们在编程的时候经常需要加上日志，需要验证参数是否合法（拦截器）等非业务处理的代码，导致我们的代码混乱，代码分散维护性低，aop将采用与动态代理（动态代理见代码）相似的原理，将非业务处理的代码从原来的类里面抽出来，写在一个单独的类里面，这样做就完美地解决了上面的代码混乱，代码分散，代码重复，可维护性低的问题，aop是对面向对象编程的一个补充

在应用 AOP 编程时, 仍然需要定义公共功能, 但可以明确的定义这个功能在哪里, 以什么方式应用, 并且不必修改受影响的类. 这样一来横切关注点就被模块化到特殊的对象(切面)里.

Aop的好处

每个事物的逻辑位于一个位置，代码不分散，便于维护和升级

业务模块更简洁，只包含核心代码
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Aop中的一些术语

切面：横切关注点(跨越应用程序多个模块的功能) 是一个实现通知的类

如：上面有验证切面、日志切面

通知(Advice): 切面必须要完成的工作（方法）

目标(Target): 被通知的对象

代理(Proxy): 向目标对象应用通知之后创建的对象

连接点（Joinpoint）：程序执行的某个特定位置，是一个物理点

如：某个方法调用前，异常出现后

切点（pointcut）：每个类都拥有多个连接点：例如 ArithmethicCalculator 的所有方法实际上都是连接点，即连接点是程序类中**客观存在的事务**。AOP 通过切点定位到特定的连接点。类比：连接点相当于数据库中的记录，切点相当于查询条件。切点和连接点不是一对一的关系，一个切点匹配多个连接点，

1. **AspectJ ：Spring里面用来实现面向切面编程的一个框架，可以用注解或者xml文件配置来实现面向切面的编程**

**1、采用注解的方式实现aop**

1、在xml文件里加入aop自动注解的标签（详细见eclipse里尚硅谷9）

<aop:aspectj-autoproxy></aop:aspectj-autoproxy>

2、建立切面类将他用@compenemt注入容器，然后用@Aspect将他设置为切面类

3、利用@before@after等通知注解表明什么时候执行，和哪些方法需要执行

**2、spring里面存在的通知注解有哪些**

@Before: 前置通知, 在目标方法执行之前执行

@After: 后置通知, 在目标方法执行之后执行（无论是否异常都执行）

但是在后置通知里面不允许访问目标方法的结果，相当于finally里面

@AfterRunning: 返回通知, 在方法返回结果之后执行

只有在方法正常执行之后才会执行

而且可以访问原方法的返回值

@AfterThrowing: 异常通知, 在方法抛出异常之后

在方法出现异常的时候才执行，并且可以访问到异常

对象，并且还可以指定出现什么异常才执行

@Around: 环绕通知, 围绕着方法执行

就像动态代理可以同时加上前置后置返回异常通知，功能强大

但是不常用

1. **指定切面的优先级（@order）**

可以在切面类上面加上@order（int）来指定切面的优先级，而int越小，切面的优先级越高，优先级高的切面先于优先级低的切面执行

1. **将切点封装成方法，方便调用和修改**

1、将切入点字符串封装成方法，declarePoincut()的返回值即使切入点字符串

@Pointcut("execution(public \* spring\_shangguigu\_p\_aspectj.caculateimp.\*(..))")

**public** **void** declarePoincut(){}

2、调用方法declarePoincut()去替代

execution(public \* spring\_shangguigu\_p\_aspectj.caculateimp.\*(..))

@Before("declarePoincut()")

1. **在xml文件里面配置aop**

**配置切面类的bean**

**配置切点**

**配置装配切面**

**见尚硅谷10**

1. **建立通通知类**
2. **将类是扫描进入spring**
3. **在xml文件里面配置aop**
4. **配置pointcut**
5. **配置切面，包括引用什么切面类的对象，通知类型**

**<context:component-scan base-package="aop\_byxml"></context:component-scan>**

**<aop:config proxy-target-class="true">**

**<aop:pointcut expression="execution(\* aop\_byxml.\*.\*(..))" id="pointcut"/>**

**<!-- 任意返回值（\*和aop间有空格），aop\_byxml包下的任意类的任意方法，（..）表示任意参数 -->**

**<aop:aspect ref="loggingAspect">**

**<aop:before method="beforeMethod" pointcut-ref="pointcut"/>**

**</aop:aspect>**

**<!-- 切面2-->**

**<aop:aspect ref="vlidationAspect">**

**<aop:before method="beforeMethod" pointcut-ref="pointcut"/>**

**</aop:aspect>**

**</aop:config>**

1. **使用jdbcTemplate操作数据库**

**JdbcTemplate 类被设计成为线程安全的, 所以可以再 IOC 容器中声明它的单个实例, 并将这个实例注入到所有的 DAO 实例中.**

1. **通过c3p0 得到数据库对象dataSource**
2. **用dataSource对象作为参数得到jdbcTemplate对象**
3. **使用jdbcTemplate操作数据库**

**（详细见spring4）**

**23具名参数（在操作数据库的时候让参数再用？占位，而是用数据库里的字段名占位，这样可以在参数中多的时候不混乱，便于维护）**

**1、通过c3p0 得到数据库对象dataSource**

**2、用dataSource对象作为参数得到namedParameterJdbcTemplate对象**

**3、使用namedParameterJdbcTemplate操作数据库**

**（详细见11）**

1. **事务**
2. **简介**

**事务就是一系列的动作, 它们被当做一个单独的工作单元. 这些动作要么全部完成, 要么全部不起作用**

**具有**

原子性：事务的所有动作为一个原子，不可分割，要么全部完成，要么全部不完成

一致性：一旦事务被提交，数据和资源处于满足业务规则的一致性状态

隔离性：可能多个事务处理相同的数据，这是候，数据应该相互隔离

持久性：事务完成后，不再受任何因素的影响

1. **spring中的事务**

Spring 既支持编程式事务管理, 也支持声明式的事务管理.

**编程式事务管理:** 将事务管理代码嵌入到业务方法中来控制事务的提交和回滚. 在编程式管理事务时, 必须在每个事务操作中包含额外的事务管理代码.

**声明式事务管理**: 大多数情况下比编程式事务管理更好用. 它将事务管理代码从业务方法中分离出来, 以声明的方式来实现事务管理. 事务管理作为一种横切关注点, 可以通过 AOP 方法模块化. Spring 通过 Spring AOP 框架支持声明式事务管理.

1. **spring利用注解使用声明式事务（创建、启用、添加）**

**分为创建事务的bean，启用事务，在合适的地方添加事务注解三部**

3-1：在xml文件里创建事务处理的bean

<!-- 配置事务的bean-->

<bean id=*"transactionManager"* class=*"org.springframework.jdbc.datasource.DataSourceTransactionManager"*>

<!--因为是管理数据的，所以需要数据源作为参数->

<property name=*"dataSource"* ref=*"dataSource"*></property>

</bean>

3-2：启用

<!-- 启用事务注解-->

<tx:annotation-driven transaction-manager=*"transactionManager"*/>

3-3：在需要事务的地方加上@transitional注解

@Transactional

**public** **void** testTransiton(){

Bookshopdao.findbookpricebyisbn("1001");

Bookshopdao.updatebookstock("1001");

Bookshopdao.updateUserAccount("aa",100);

}

1. 事务的传播行为

当一个事务里面嵌套了多个子事务时，事务改如何进行

如一个人买两本书，买书本身是事务，每买一本书也是一个事务

买书

买第二本书

买一本书

4-1用@transition（propagation = REQUEST）设置事务的传播行为

4-2propagation = REQUIRED

事务的默认行为，在嵌套事务里面，只要其中一个失败，撤销全部已经完成的子事务，回到第一个事务开始前，就像买书的事务覆盖了子事务，子事务不起作用

（如买两本书，第一本成功、第二本失败，那么事务会回滚两本书的事务，两本均购买失败）

4-3propagation = REQUIRES\_NEW

采用子事务覆盖母事务的方式，母事务失效

（如买两本书，第一本成功、第二本失败，那么第一本会交易成功，只回滚第一本书的事务）

4-4一些事务里的概念

脏读: 对于两个事物 T1, T2, T1 读取了已经被 T2 更新但 还没有被提交的字段. 之后, 若 T2 回滚, T1读取的内容就是临时且无效的.

不可重复读:对于两个事物 T1, T2, T1 读取了一个字段, 然后 T2 更新了该字段. 之后, T1再次读取同一个字段, 值就不同了.

幻读:对于两个事物 T1, T2, T1 从一个表中读取了一个字段, 然后 T2 在该表中插入了一些新的行. 之后, 如果 T1 再次读取同一个表, 就会多出几行.

4-5事务的隔离级别

理论上事务应该在较高的隔离级别上运行，那么就可以避免4-4的问题，但是为了高效运行，事务一般运作在较低的隔离级别，那么可以运行自己设置隔离级别（isolation=””）的方式来提高事务隔离级别（默认的为read\_comment，一般不用设置）

4-6设置事务超时时间

Timeout = 3

表示只能占用数据源三秒，三秒没成功将自动回滚

4-7设置只读

readOnly=true

表示事物对数据库进行读取而不进行更新，这样有利于优化数据库

4-8事务的隔离级别

读可以提交

不可重复读

可重复读

序列化

![](data:image/png;base64,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)

**26在xml文件里面配置事物**

**1配置事物的bean**

**2配置需要事物的方法的属性**

**3配置切入点**

**4将方法的属性和切入点联系起来**

<!-- 配置事物处理的bean -->

<bean id=*"dataSourceTransactionManager"* class=*"org.springframework.jdbc.datasource.DataSourceTransactionManager"*>

<property name=*"dataSource"* ref=*"dataSource"*></property>

</bean>

<!--配置事物的每个方法的属性 -->

<tx:advice id=*"txadv"* transaction-manager=*"dataSourceTransactionManager"*>

<tx:attributes>

//配置方法的属性

<tx:method name=*"sever"* propagation=*"REQUIRES\_NEW"*/>

<tx:method name=*"\*"*/>

</tx:attributes>

</tx:advice>

<!-- 配置事物的切入点 和将方法的属性装配进来-->

<aop:config>

<aop:pointcut expression=*"execution(\* spring\_shangguigu\_jdbc.transation.sever.\*(..))*

*"* id=*"txpoinCut"*/>

//配置切入点和每个方法的属性（属性在txdiv里为每个方法配置好了）

<aop:advisor advice-ref=*"txadv"* pointcut-ref=*"txpoinCut"*/>

</aop:config>

**27Spring在web上的应用**

**1). 需要额外加入的 jar 包:**

**spring-web-4.0.0.RELEASE.jar**

**spring-webmvc-4.0.0.RELEASE.jar**

**2). Spring 的配置文件, 没有什么不同**

1. **. 如何创建 IOC 容器 ?**

**在非web项目的时候可以在main方法直接手动创建**

**在web项目时则在服务器加载（servletContext创建）的时候，在载入 ServletContextListener#contextInitialized(ServletContextEvent sce) 方法的时候创建 IOC 容器.，然后将创建出来的ioc容器通过serAttribute方法放入servletContext（application）里面，然后需要的时候则直接从里面取出**

**首先在servletContext里面创建ioc的配置方法如下：**

**<!-- 配置 Spring 配置文件的名称和位置 -->**

**<context-param>**

**<param-name>contextConfigLocation</param-name>**

**<param-value>classpath:applicationContext.xml</param-value>**

**</context-param>**

**<!-- 启动 IOC 容器的 ServletContextListener -->**

**<listener>**

**<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>**

**</listener>**

1. **在ioc装入servletcontext后在web中得到ioc容器**

**4-1在jsp中得到**

<%

//直接在application里面拿到ioc容器 ctx

ApplicationContext ctx =WebApplicationContextUtils.getRequiredWebApplicationContext(application);

//取得bean

preson preson =(preson) ctx.getBean(preson.class);

//调用方法

preson.hello();

%>

**4-2在servlet中得到ioc容器**

//1从ServletContext中拿到ioc容器对象

ServletContext application = **this**.getServletContext();

//2从ServletContext中拿到ioc容器对象

WebApplicationContext wac = WebApplicationContextUtils.*getRequiredWebApplicationContext*(application);

重新开始

1. spring容器初始化的过程会调用空的构造器通过反射创建对象，调用set方法进行注入,如果没有指定创建的bean全部都是单例的

2、内部bean只能在bean的内部使用，不能再外部调用