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목표 : Java API를 이해한다.

글자열 관련 API와 날짜관련 API를 이해한다

1. JDK 라이브러리(자바 표준 라이브러리)에 대하여

지금까지 무심코 사용해 왔던 String클래스와 System클래스도 모두 이 이 라이브러리에 속한 클래스입니다. 이 라이브러리는 JDK안에 포함되어 있는데 자바 가상기계가 자바 프로그램을 실행할 때 이 라이브러리의 클래스와 인터페이스들을 자동으로 읽어 들이기 때문에 우리가 지금까지 그 존재를 인식하지 않고도 사용할 수 있었던 겁니다.

자 그럼 컴퓨터의 어느 위치에 있는지 보자(C:\Program Files\Java\jdk1.8.0\_191\jre\lib\rt.jar 혹은 C:\Program Files\Java\jre1.8.0\_191\lib\rt.jar). JRE System Library밑의 rt.jar밑의 java.lang밑의 System.class와 String.class를 확인.

※JDK에서 많은 패키지 제공

1. java.lang 자바프로그램의 기본적인 기능을 제공. 명시적으로 지정하지 않아도 모든 자바 프로그램에 포함되는 패키지 java.lang.String나 java.lang.Exception은 모두 java.lang.을 생략 가능
2. java.util 유용한 유틸리티 클래스를 제공
3. java.io 입출력 기능을 제공하는 패키지
4. java.net 네트워킹과 관련된 기능을 제공하는 패키지
5. java.awt 그래픽 유저인터페이스(GUI)를 구축하기 위한 다양한 컴포넌트를 제공하는 패키지
6. java.awt.event awt컴포넌트들의 이벤트를 제어하는 패키지

이러한 라이브러리 안의 클래스나 인터페이스를 API라 부르고 http://java.sum.com를 통해 API 규격서를 다운로드 받아 로컬디스크에 저장해 두고 수시로 봅니다.

(http://www.oracle.com/technetwork/java/javase/documentation/jdk8-doc-downloads-2133158.html)

Java Source attr-External location: c:\Program Files/Java/jdk1.8.xx/src.zip과 연결하면 API 소스를 볼 수 있다

1. JAVA 필수 API

JAVA는 다른 언어에 비해서 문법이 쉬운 것은 아니나, 접하기 쉽고, 배우기 쉽다고 합니다. 그 이유는 개발자들이 편리하게 이용할 수 있는 풍부한 클래스들이 많습니다.

이러한 클래스들을 이용해서 개발자들은 깊은 지식이 없이, 그냥 사용만 하면 되고, 이러한 기능들을 정의해둔 클래스들을 API(Application Programming Interface)라고 합니다. 그냥 쉽게 말하자면, API란, 누군가가 만들어 놓은 기능들이라고 생각하면 됩니다.

우리는 지금 JAVA를 배우고 있으니, JAVA API에서 제공하는 이해하기 쉬운 클래스들을 익혀 나가면 됩니다. 그리고 그 중에서도 자주 쓰이는 API만 익히고, 나머지는 프로젝트를 하면서 조금씩 익혀나가면 됩니다. 참고로 JAVA에는 3,000개가 넘는 클래스가 있습니다. 모두 알 수 없고, 그때 그때 조금씩 익혀나가면 됩니다.

1. 문자열에 관련된 대표적 클래스 : String

3-1. String의 이해

※String은 객체 자료형 입니다. 우리가 문자열을 사용하면서 아래와 같이 사용 하였습니다.

String str = “HelloWorld~~”;

뭔가 이상한 점이 느껴 지시나요?

String은 분명 대문자로 시작하므로, 기초데이터가 아닌 객체데이터 입니다. 하지만 뒤에 생성자(new)를 사용하지 않고 기초데이터를 만들 때처럼 초기화 하고 있습니다.

int i = 10;

String의 경우만 특이하게 객체데이터 이지만, 기초데이터처럼 사용할 수 있게 하였습니다. 이유는 아마도 많이 쓰이는 객체라서 편하게 사용하라고 자바 창시자 제임스 고슬링이 그렇게 만든 거 같습니다.

원래는 아래처럼 사용하였어야 했겠죠.

String string = new String(“HelloWorld~~”);

두 경우 모두 사용할 수 있습니다.

String string = “HelloWorld”;

String string = new String(“HelloWorld~~”);

그럼 위의 두 경우의 차이를 알아보자.

**public** **static** **void** main(String[] args) {

String str1 = "Java";

String str2 = "Java";

String str3 = **new** String("Java");

String str4 = **new** String("Java");

// new로 생성하지 않고 ""를 사용한 문자열 상수는 자동으로 힙영역에 String 객체가 생성됨.

// 이미 존재하는 문자열 상수를 다시 사용한다면 이미 생성된 문자열 상수를 공유한다.

System.***out***.println("str1의 해쉬코드 : "+str1.hashCode());

System.***out***.println("str2의 해쉬코드 : "+str3.hashCode());

System.***out***.println("str3의 해쉬코드 : "+str3.hashCode());

System.***out***.println("str4의 해쉬코드 : "+str4.hashCode());

System.***out***.println(str1==str2? "(str1과 str2은 같은 객체)":"(str1과 str2은 다른 객체)");

System.***out***.println(str1.equals(str2)? "(1과2은 같은 스트링)":"(1과2은 같은 스트링)");

System.***out***.println(str1==str3? "(str1과 str3은 같은 객체)":"(str1과 str3은 다른 객체)");

System.***out***.println(str1.equals(str3)? "(1과3은 같은 스트링)":"(1과3은 같은 스트링)");

System.***out***.println(str3==str4? "(str3과 str4은 같은 객체)":"(str3과 str4은 다른 객체)");

System.***out***.println(str3.equals(str4)? "(3과4은 같은 스트링)":"(3과4은 같은 스트링)");

}

※String의 주요 기능들(메소드)

String concat(String str) : 저장된 문자열과 str문자열을 결합

String substring(int begin) : 시작위치부터 마지막까지의 문자열을 반환

int length() : 문자열 길이를 반환

String toUpperCase() : 대문자로 반환

String toLowerCase() : 소문자로 반환

char charAt(int index) : index 위치의 문자를 반환

int indexOf(char ch) : 첫번째 ch문자의 위치를 반환

int lastIndexOf(char ch) : 마지막 ch문자의 위치를 반환

boolean equals(String str) : 지정된문자열과 str문자열이 같은지 비교

boolean equalslgnoreCase(String str) : 대소문자구분없이 지정된문자열과 str문자열이 같은지 비교

String trim() : 문자열 앞뒤 공백제거

String replace(char old, char new) : 문자열 내의 old문자를 new문자로 반환

String repalceAll(String old, String new) : 문자열 내의 old문자열을 new로 반환

<예제>

**package** com.ch.ex1string;

**public** **class** StringEx2 {

**public** **static** **void** main(String[] args) {

String str1 = "abcXabc";

String str2 = **new** String("abcXabc");

String str3 = " 이것이 자바다 ";

System.***out***.println(str1.concat(str2)); //abcXabcabcXabc

System.***out***.println(str1.substring(3)); // Xabc

System.***out***.println(str1.substring(3, 5));//Xa

System.***out***.println(str1.length()); //7

System.***out***.println(str1.toUpperCase()); //ABCXABC

System.***out***.println(str1.toLowerCase()); //abcxabc

System.***out***.println(str1.charAt(3)); // X

System.***out***.println(str1==str2); //false

System.***out***.println(str1.equals(str2)); //true

System.***out***.println(str1.trim()); //이것이 자바다

System.***out***.println(str1.replace('a', 'O')); //ObcXObc

System.***out***.println(str1.replaceAll("a", "꽃보다"));//꽃보다bcX꽃보다bc

String str4 = "꽃나무는 꽃나무 꽃을 피워 꽃나무";

System.***out***.println(str4.indexOf('꽃')); //0

System.***out***.println(str4.lastIndexOf('꽃'));//15

System.***out***.println(str4.indexOf('꽃',3)); //5

System.***out***.println(str4.lastIndexOf('꽃', 10));//9

System.***out***.println(str1);

}

}

<문자열 뒤집기나 짝수번째 문자열만 출력 예제>

정상 문자열 : 2002 WorldCup Korea

문자열 뒤집기 : aeroK puCdlroW 2002

짝수번째 문자열 : 0 2 W r d u o e

**public** **interface** StringEx3 {

**public** **static** **void** main(String[] args) {

String str = "2002 WorldCup Korea";

System.***out***.println("정상 문자열 :" + str);

System.***out***.print("문자열 뒤집기 :");

**for** (**int** i = str.length() - 1; i >= 0; i--)

System.***out***.println(str.charAt(i));

System.***out***.print("\n짝수 문자열 :");

**for** (**int** i = 0; i < str.length(); i++) {

**if** (i % 2 != 0)

System.***out***.print(str.charAt(i));

**else**

System.***out***.print(" ");

}

}

}

3-2. String의 문제점

※ String은 메모리를 과소비, 속도측면에서 효율적이지 않다.

Stirng클래스는 많이 쓰이고, 좋은 기능(메소드)를 많이 가지고 있습니다. 이렇게 좋은 클래스가 치명적인 단점이 있습니다.

바로 메모리를 과소비 하는 것 입니다. String객체의 경우 처음 초기화된 데이터에 변화가 생기면 기존 것을 재활용 하기보다는 새것을 찾습니다.

위의 메소드는 String 객체가 가지고 있는 문자열의 내용을 바꾸는 것이 아니라 바뀐 내용을 갖는 새로운 String객체를 생성해 냅니다. 그렇기 때문에 문자열 조작을 많이 하는 프로그램에서 이런 메소드를 많이 사용하면 String 객체가 너무 많이 생기기 때문에 효율적이지 않습니다. 많은 객체를 만들게 되면 메모리도 많이 쓰게 되고 프로그램의 성능도 떨어지기 때문입니다.

String str = "Hello~ ";

System.out.println(str.hashCode());

str = str.concat(str);

System.out.println(str.hashCode());

//str의 값이 바뀌면 주소값도 바뀌는 것을 알 수 있다.

String str1 = "Java";

String str2 = "Java";

System.out.println(str1==str2);

str2 = “C++”;

System.out.println(str1==str2);

/\* 문자열 상수는 컴파일하면 자동으로 힙 영역에 String객체가 생성됨

이미 존재하는 문자열 상수로 다시 사용한다면 이미 생성된 문자열 상수를 공유하게 된다\*/

**public** **class** StringEx4 {

**public** **static** **void** main(String[] args) {

System.***out***.println("월드컵 "+2+0+0+2);

System.***out***.println(2+0+0+2+" 월드컵");

String str1 = "월드컵";

String str2 = "월드컵";

String str3 = **new** String("월드컵");

String str4 = str1;

System.***out***.println("str1==str2 : "+(str1==str2));

System.***out***.println("str1==str4 : "+(str1==str4));

System.***out***.println("str2==str4 : "+(str2==str4));

System.***out***.println("str1==str3 : "+(str1==str3));

str1 = "2002 월드컵";

System.***out***.println("str1==str4 : "+(str1==str4));

}

}

3-3. StringBuffer와 StringBuilder의 등장

문자열 변수의 잦은 내용 변경이 불가피할 시에는, Stirng 클래스의 새로운 메모리를 생성하는 문제로 인해 속도가 느려지는 현상이 있습니다.

그럴 때는 문자열 조작에 적합하게 만들어진 다른 클래스를 사용하는 것이 좋습니다.

문자열 조작에 적합하게 만들어진 클래스로는 StringBuilder클래스와 StringBuffer클래스가 있습니다. 이 클래스들은 모두 객체 내부에 있는 버퍼(buffer, 데이터를 임시로 저장하는 메모리)에 문자열의 내용을 저장해 두고 그 안에서 추가, 수정, 삭제 작업을 합니다. 그렇게 때문에 이 클래스들은 이용하면 새로운 객체를 만들지 않고도 문자열 조작을 할 수 있습니다.

그래서 속도적인 측면에서 더욱 개선된 StringBuffer와 StringBuilder가 등장 합니다.

※ StringBuilder 주요 기능(메소드)

append(String str) : 문자열 str 추가

insert(int index, String str) : 특정 index에 문자열 str 추가

delete(int start, int end) : index위치 start부터 end앞 까지 삭제

deleteCharAt(int index) : index위치의 특정 문자 하나 삭제

int capacity() : 문자열 크기 반환

ensureCapacity(int size) : 버퍼의 크기를 size만큼 늘리는 메소드

trimToSize() : 과도한 버퍼 크기를 적당하게 줄이는 메소드

※StringBuffer와 StringBuilder는 약간의 차이가 있을 뿐 같다고 생각하시면 됩니다

StringBuffer와 StringBuilder는 동일하다고 생각 하면 됩니다. 단, StringBuffer가 StringBuilder보다 먼저 세상에 등장 한 클래스 입니다. 기능은 같고, 단지 StringBuilder가 속도 면에서 좀더 빠릅니다

**public** **static** **void** main(String[] args) {

StringBuilder strBuilder = **new** StringBuilder("abc");

strBuilder.append("def");

System.***out***.println(strBuilder); //abcdef

strBuilder.insert(3, "AAA");

System.***out***.println(strBuilder); //abcAAAdef

strBuilder.delete(3, 5); //3번째부터 5앞에까지 삭제

System.***out***.println(strBuilder); //abcAdef

strBuilder.deleteCharAt(5);

System.***out***.println(strBuilder); //abcAdf

**int** buffersize = strBuilder.capacity();

System.***out***.println("빌더 크기 "+buffersize);

strBuilder.ensureCapacity(100);

buffersize = strBuilder.capacity();

System.***out***.println("빌더 크기 "+buffersize);

}

※개발 테스트에 많이 쓰이는 System.currentTimeMillis()

System.currentTimeMillis()는 1970년도부터 현재까지의 밀리세컨(1/1,000초) 단위로 표시합니다. 거의 속도 테스트 용도로 쓰입니다

<예제>

**public** **static** **void** main(String[] args) {

System.***out***.println(System.*currentTimeMillis*());

String str = "A";

**long** startMimiis = System.*currentTimeMillis*();

**for**(**int** i=0 ; i<50000 ; i++) {

str = str.concat("a"); //str = str+"a";

}

**long** endMimiis = System.*currentTimeMillis*();

System.***out***.println("String 경과 시간 : "+(endMimiis-startMimiis)+"밀리초");

StringBuffer strBuf = **new** StringBuffer("A");

startMimiis = System.*currentTimeMillis*();

**for**(**int** i=0 ; i<50000 ; i++) {

strBuf.append("a");

}

endMimiis = System.*currentTimeMillis*();

System.***out***.println("StringBuffer 경과 시간 : "+(endMimiis-startMimiis)+"밀리초");

StringBuilder strBui = **new** StringBuilder("A");

startMimiis = System.*currentTimeMillis*();

**for**(**int** i=0 ; i<50000 ; i++) {

strBui.append("a");

}

endMimiis = System.*currentTimeMillis*();

System.***out***.println("StringBuilder 경과 시간 : "+(endMimiis-startMimiis)+"밀리초");

}

※ StringTokenizer 주요 기능(메소드)

JDK라이브러리에느 이 밖에도 문자열을 다루는데 사용되는 많은 클래스들이 있는데, 그 중에서 StringTokennizer라는 클래스도 꽤 자주 사용되는 클래스입니다. 이 클래스는 문자열을 분할할 때 사용하는 대표적인 클래스입니다. 예를 들어 "유아인 황정민 강동원 오달수 김윤석 하정우"이라는 문자열로부터 "유아인", "황정민", "강동원", "오달수", "김윤석", "하정우"이라는 문자열을 추출해 낼 수 있습니다.

public static void main(String[] args) {

String str1 = "유아인 황정민 강동원 김윤석 하정우";

String str2 = "2017/12/25";

System.out.println(str1);

System.out.println(str2);

StringTokenizer tokenizer1 = new StringTokenizer(str1);

StringTokenizer tokenizer2 = new StringTokenizer(str2, "/");

System.out.println("tokenizer1문자열 수 : "+tokenizer1.countTokens());

System.out.println("tokenizer2문자열 수 : "+tokenizer2.countTokens());

while(tokenizer1.hasMoreTokens()){

System.out.print(tokenizer1.nextToken()+"\t");

}

while(tokenizer2.hasMoreTokens()){

System.out.print(tokenizer2.nextToken()+"\t");

}

}
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4. 날짜(Calendar와 GregorianCalendar) API

※날짜와 시간을 표현할 때 많이 쓰이는 Calendar클래스는 싱글톤클래스

※날짜와 시간을 표현할 때 많이 쓰이는 GregorianCalendar클래스는 일반클래스

<예제>

public static void main(String[] args) {

Calendar calendar = Calendar.*getInstance();* //Calendar는 싱글톤임. 생성자가 protected.

// 시스템으로부터 현재 시간 정보를 갖는 객체 생성

System.out.println(calendar);

System.out.println(System.*currentTimeMillis());*

int year = calendar.get(Calendar.YEAR);

int month = calendar.get(Calendar.MONTH)+1; // 0~11월이라 현실이랑 맞춰 줌

int day = calendar.get(Calendar.DAY\_OF\_MONTH);

int week = calendar.get(Calendar.DAY\_OF\_WEEK); // 1:일 2:월 3:화 4:수 5:목 6:금 7:토

int hour24 = calendar.get(Calendar.HOUR\_OF\_DAY); //24시

int hour12 = calendar.get(Calendar.HOUR); //12시

int ampm = calendar.get(Calendar.AM\_PM);

int minute = calendar.get(Calendar.MINUTE);

int second = calendar.get(Calendar.SECOND);

int millisec = calendar.get(Calendar.MILLISECOND);

// DAY\_OF\_WEEK 월,화,수..

// DAY\_OF\_YEAR 그해 날짜

// WEEK\_OF\_MONTH 그달의 몇째주인지

// DATE나 DAY\_OF\_MONTH 그달의 날짜

// WEEK\_OF\_YEAR 그 해에서의 몇째주인지

// MONTH 달의 이름

System.out.printf("%d년 %d월 %d일 ",year,month, day);

switch (week) {

case 1: System.*out*.println("일요일"); break;

case 2: System.*out*.println("월요일"); break;

case 3: System.*out*.println("화요일"); break;

case 4: System.*out*.println("수요일"); break;

case 5: System.*out*.println("목요일"); break;

case 6: System.*out*.println("금요일"); break;

case 7: System.*out*.println("토요일"); break;

}

System.out.print((ampm==0)? "오전 ":"오후 ");

System.out.printf("%d시 %d분 %d초 %d\n",hour12,minute, second,millisec );

System.out.printf("%d시 %d분 %d초 %d\n",hour24,minute, second,millisec );

}

<예제>

public static void main(String[] args) {

GregorianCalendar gc = new GregorianCalendar();

int year = gc.get(Calendar.YEAR);

int month = gc.get(Calendar.MONTH)+1;

int day = gc.get(Calendar.DAY\_OF\_MONTH);

int hour24 = gc.get(Calendar.HOUR\_OF\_DAY); //24시

int hour12 = gc.get(Calendar.HOUR); //12시

int ampm = gc.get(Calendar.AM\_PM);

int minute = gc.get(Calendar.MINUTE);

int second = gc.get(Calendar.SECOND);

int millisec = gc.get(Calendar.MILLISECOND);

System.out.printf("%d년 %d월 %d일\n",year,month, day);

System.out.print((ampm==0)? "오전 ":"오후 ");

System.out.printf("%d시 %d분 %d초 %d\n",hour12,minute, second,millisec );

System.out.printf("%d시 %d분 %d초 %d\n",hour24,minute, second,millisec );

}

**public** **static** **void** main(String[] args) {

Date date = **new** Date();

GregorianCalendar gc = **new** GregorianCalendar();

Calendar calendar = Calendar.*getInstance*();

System.***out***.println(date.toString());

**int** year = date.~~getYear~~()+1900;

**int** month = date.~~getMinutes~~();

**int** day = date.~~getDate~~();

**int** hour = date.~~getHours~~();

**int** minite = date.~~getMinutes~~();

**int** second = date.~~getSeconds~~();

System.***out***.printf("%d년 %d월 %d일 %d시 %d분 %d초\n", year, month, day, hour, minite, second);

System.***out***.printf("%TY년 %Tm월 %Td일 %Ta요일 %TH시 %TM분 %TS초\n",

date,date, date, date, date,date, date);

System.***out***.printf("%TY년 %Tm월 %Td일 %Ta요일 %TH시 %TM분 %TS초\n",

gc,gc, gc, gc, gc,gc, gc);

System.***out***.printf("%TY년 %Tm월 %Td일 %Ta요일 %TH시 %TM분 %TS초\n",

calendar,calendar, calendar, calendar, calendar,calendar, calendar);

}

<예제>

public class DateFormatEx {

public static void main(String[] args) {

GregorianCalendar gc = new GregorianCalendar();

SimpleDateFormat dateFormat

= new SimpleDateFormat("yyyy년 MM월 dd일 aa hh시 mm분ss초");

// y년 M월

// d일

// D 월구분없는일(1~365)

// E 요일

// a오전/오후

// W월의 몇번째 주

// w 년의 몇번째주

// H시(0~23)

// h시(1~12)

// m 분

// s초

// S밀리세컨드(1/1000)

String str = dateFormat.format(gc.getTime());

System.out.println(str);

}

}

<예제>

public class DateFormatEx {

public static void main(String[] args) {

Calendar calendar = Calendar.getInstance(); // //Calendar는 싱글톤임

SimpleDateFormat dateFormat

= new SimpleDateFormat("yyyy년 MM월 dd일 aa hh시 mm분ss초");

String str = dateFormat.format(calendar.getTime());

System.out.println(str);

}

}

<예제>

public static void main(String[] args) {

Date today = new Date();

SimpleDateFormat sdf1, sdf2, sdf3, sdf4;

SimpleDateFormat sdf5, sdf6, sdf7, sdf8, sdf9;

sdf1 = new SimpleDateFormat("yyyy-MM-dd");

sdf2 = new SimpleDateFormat("yy년 MMM dd일 E요일");

sdf3 = new SimpleDateFormat("yyyy-MM-dd HH:mm:ss.SSS");

sdf4 = new SimpleDateFormat("yyy-MM-dd hh:mm:ss a");

sdf5 = new SimpleDateFormat("오늘은 올 해의 D번째 날입니다");

sdf6 = new SimpleDateFormat("오늘은 이 달의 d번째 날입니다");

sdf7 = new SimpleDateFormat("오늘은 올 해의 w번째 주입니다");

sdf8 = new SimpleDateFormat("오늘은 이달의 W번째 주입니다");

sdf9 = new SimpleDateFormat("오늘은 이달의 F번째 E요일입니다");

System.out.println(sdf1.format(today));

System.out.println(sdf2.format(today));

System.out.println(sdf3.format(today));

System.out.println(sdf4.format(today));

System.out.println(sdf5.format(today));

System.out.println(sdf6.format(today));

System.out.println(sdf7.format(today));

System.out.println(sdf8.format(today));

System.out.println(sdf9.format(today));

}

<특정지역시간 예제> SimpleDateFormat 클래스를 이용하여 특정 시간대의 날짜와 시간 포맷하기

public class DateFormatEx {

public static void main(String[] args) {

GregorianCalendar gc = new GregorianCalendar();

SimpleDateFormat dateFormat

= new SimpleDateFormat("yyyy년 MM월 dd일 aa hh시 mm분ss초");

//뉴욕에 해당하는 TimeZone객체를 가지고 setTimeZone메소드를 호출

dateFormat.setTimeZone(TimeZone.getTimeZone("America/New\_York"));

String str = dateFormat.format(gc.getTime());

System.out.println(str);

}

}

<세계 시간 프로그램> 뉴욕, 홍콩, 파리의 현재 시간을 다음과 같은 포맷으로 한꺼번에 출력하는 프로그램을 작성하시오

뉴욕 2016/02/22 (월) 오전 08:40

홍콩 2016/02/22 (월) 오후 09:40

파리 2016/02/22 (월) 오후 02:40

서울 2016/02/22 (월) 오후 09:40

public class GregorianCalendarEx2 {

public static void main(String args[]) {

GregorianCalendar calendar = new GregorianCalendar();

PrintDateLocation printDateLocation = new PrintDateLocation();

printDateLocation .printDateTime(calendar, "뉴욕", "America/New\_York");

printDateLocation .printDateTime(calendar, "홍콩", "Asia/Hong\_Kong");

printDateLocation .printDateTime(calendar, "파리", "Europe/Paris");

printDateLocation .printDateTime(calendar, "서울", "Asia/Seoul");

}

}

Class PrintDateLocation {

void printDateTime(GregorianCalendar calendar, String location, String timeZone) {

SimpleDateFormat dateFormat = new SimpleDateFormat(" yyyy/MM/dd (E) aa hh:mm");

dateFormat.setTimeZone(TimeZone.getTimeZone(timeZone));

String str = dateFormat.format(calendar.getTime());

System.out.println(location + str);

}

}

public class GregorianCalendarEx22 {

public static void main(String[] args) {

GregorianCalendar gc = new GregorianCalendar();

SimpleDateFormat sdf = new SimpleDateFormat("yyyy/MM/dd (E) aa hh:mm");

String[] s = {"America/New\_York","Asia/Hong\_Kong", "Europe/Paris","Asia/Seoul");};

String[] city = {"뉴욕","홍콩","파리",”서울"};

for(int i=0 ; i<s.length ; i++){

sdf.setTimeZone(TimeZone.getTimeZone(s[i]));

String str = sdf.format(gc.getTime());

System.out.println(city[i]+str);

}

}

}

※ Date 클래스

날짜를 표현하는 클래스

날짜 정보를 객체간에 주고 받을 때 주로 사용

public static void main(String[] args){

Date now = new Date();

String strNow = now.toString();

System.out.println(strNow);

}

<오늘의 예제>

Sawon 클래스와 main함수가 들어있는 부분을 구현하여 보세요

Sawon클래스 내용

데이터 : 사번, 이름, 부서(COMPUTER, PLANNING, DESIGN, ACCOUNTING, HUMANRESOURCES), 입사일.

생성자 : 사번, 이름, 부서, 입사일은 객체생성 당일로 합니다

메소드: print()의 실행결과는 다음과 같습니다

[사번]200121 [이름]홍길동 [부서]COMPUTER [입사일]2016년2월2일

main()함수에서 Sawon 객체 만들어 print해 보세요

public class Sawon {

private String num;

private String name;

private String part;

private Date enterDate;

public Sawon(String num, String name, String part) {

this.num = num;

this.name = name;

this.part = part;

enterDate = new Date();

}

public void print(){

System.out.print("[사번]"+num+"\t[이름]"+name+"\t[부서]"+part+"\t[입사일]");

SimpleDateFormat sdf = new SimpleDateFormat("yyyy년 MM월 dd일");

System.out.println(sdf.format(enterDate));

}

}

public class MainClass {

public static void main(String[] args) {

Sawon kang = new Sawon("201602003","강동원","전산실");

Sawon yu = new Sawon("201602004","유아인","전산팀");

kang.print();

yu.print();

}

}

<보완예제1>

**public** **class** Sawon {

**public** **static** **final** String ***COMPUTER*** = "전산팀";

**public** **static** **final** String ***PLANNING*** = "기획팀";

**public** **static** **final** String ***DESIGN*** = "설계팀";

**public** **static** **final** String ***ACCOUNTING*** = "회계팀";

**public** **static** **final** String ***HUMAN*** = "인사팀";

**private** String num;

**private** String name;

**private** String part;

**private** Date enterDate;

**public** Sawon(String num, String name, String part) {

**super**();

**this**.num = num;

**this**.name = name;

**this**.part = part;

**this**.enterDate = **new** Date();

}

**public** **void** print() {

System.***out***.print("[사번]"+num+"\t[이름]"+name+"\t[부서]"+part+"\t[입사일]");

SimpleDateFormat sdf = **new** SimpleDateFormat("yy년 MM월 dd일");

System.***out***.println(sdf.format(enterDate));

}

**public** String printString() {

String result = "[사번]"+num+"\t[이름]"+name+"\t[부서]"+part+"\t[입사일]";

SimpleDateFormat sdf = **new** SimpleDateFormat("yy년 MM월 dd일");

result += sdf.format(enterDate);

**return** result;

}

}

**public** **class** SawonMain {

**public** **static** **void** main(String[] args) {

Sawon kang = **new** Sawon("2018001", "강동원", Sawon.***COMPUTER***);

Sawon kim = **new** Sawon("2018002", "김시동", Sawon.***COMPUTER***);

System.***out***.println(kang.printString());

System.***out***.println(kim.printString());

}

}

<보완예제2>

열거타입(enum)이용

* 데이터 중에서 몇가지 한정된 값을 처리하는 경우 사용되는 형태 ex.요일의 경우 월~일
* 선언 – 파일지정(Week.java) 지정할 enum이름.java 파일 생성

public enum Week{ MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY, SUNDAY}

* 활용 – Week week = Week.SUNDAY;
* Enum의 지원 메서드
  + name() : 열거 객체를 문자열로
  + ordinal() : 열겨 객체의 순번(0부터)
  + values() : 모든 열거 객체들을 배열로 리턴
  + valueOf(열거형문자) : 문자에 해당하는 열거객체

**public** **static** **void** main(String[] args) {

Week today = Week.***SUNDAY***;

System.***out***.println(today);

/\* name() 해당 문자열 가져온다\*/

String name = today.name();

System.***out***.println("name() 호출 "+name);

/\* ordinal() : index값 가져온다 \*/

**int** ordinalIdx = today.ordinal();

System.***out***.println("ordinal()호출 : "+ordinalIdx);

/\* valueod("문자열로 지정한 값을 문자열로") \*/

Week weekDay = Week.*valueOf*("SATURDAY");

System.***out***.println("valueof : "+weekDay.name());

Week[] days = Week.*values*();

**for**(Week day : days)

System.***out***.println(day);

}

**public** **enum** PartType {

***COMPUTER***, ***PLANNING***, ***DESIGN***, ***ACCOUNTING***, ***HUMAN***

}

**public** **class** Sawon {

**private** String num;

**private** String name;

**private** PartType part;

**private** Date enterDate;

**public** Sawon(String num, String name, PartType part) {

**this**.num = num;

**this**.name = name;

**this**.part = part;

**this**.enterDate = **new** Date();

}

**public** **void** print() {

System.***out***.print("[사번]"+num+"\t[이름]"+name+"\t[부서]"+part+"\t[입사일]");

SimpleDateFormat sdf = **new** SimpleDateFormat("yy년 MM월 dd일");

System.***out***.println(sdf.format(enterDate));

}

**public** String printString() {

String result = "[사번]"+num+"\t[이름]"+name+"\t[부서]"+part+"\t[입사일]";

SimpleDateFormat sdf = **new** SimpleDateFormat("yy년 MM월 dd일");

result += sdf.format(enterDate);

**return** result;

}

}

**public** **class** SawonMain {

**public** **static** **void** main(String[] args) {

Sawon kang = **new** Sawon("2018001", "강동원", PartType.***COMPUTER***);

Sawon kim = **new** Sawon("2018002", "김시동", PartType.***COMPUTER***);

System.***out***.println(kang.printString());

System.***out***.println(kim.printString());

}

}