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# Introduction

The F’ (F Prime) Software Framework was developed at JPL with the goal of providing software for flight systems that would be memory efficient and reusable. It consists of a component framework utilizing code generation to generate the commonly used patterns in the architecture. The framework is meant to be delivered as a package; the source, build system, code generators, GUI and an example are ready to be built and run on systems commonly used at JPL. This user’s guide will show how to acquire, build and run an example as well as directions for applying the software to a particular use. For more details on the architecture itself, read the F` Architecture Description document located in the *docs* folder of the distribution. It will explain the terms used to describe the example.

# Acquiring the Software

Major releases of the software are archived on the NASA public GitHub. In order to clone the F` Git repository, a user account on GitHub is required. To create an account, go the webpage:

https://github.com

Once the account has been created, the F` distribution can be cloned with:

git clone https://github.com/nasa/fprime.git

# System Requirements

The distribution requires that a certain set of tools be installed on the host where it is being built. This section will list the tools as well as requirements for each host.

## Tools

### Python

The code generators for F` require Python > 2.4x to run as well as additional packages. To make installing these packages easier, the python package “pip” can be used with the pip requirements file mk/python/pip\_required\_build.txt and mk/python/python/pip\_required\_gui.txt (see pip documentation). For some installations, pip does not sort out the dependencies well, so you may have to install the contents manually. Alternatively, if you are installing for Ubuntu you can run the script mk/os-pkg/ubuntu-packages.sh, which will install the bulk of the python packages. After running the script, the requirements files can be used more successfully.

### Eclipse CDT

Although Eclipse is not required to build and run the software, Eclipse CDT project files have been created and provided with the source. Eclipse provides a convenient environment for editing and building the software. The Eclipse CDT environment can be downloaded from http://www.eclipse.org.

## Hosts

### Linux

In addition to the tools listed above, the Linux build requires the following tools (these should already be there for a typical installation):

* GCC/G++ >= 4.3.2 (/usr/bin/gcc)
* gmake
* libxml and libxslt

For Ubuntu, additional necessary modules can be added by executing mk/os-pkg/ubuntu-packages.sh.

### Windows 10

For Windows development, an installation of Cygwin is required to execute the example. There are two possible build environments for the Cygwin build: Cygwin itself and Eclipse.

#### Cygwin Build Environment

To download the Cygwin environment, go to the following web site:

[http://www.cygwin.com](http://www.cygwin.com/)

When installing Cygwin, the following packages should be installed. The package versions were the ones available at the time that the guide was written, but newer versions should work. The 32-bit version of Cygwin was found to have fewer issues running the environment.

* gcc-core
* gcc-g++
* gccmakedep
* libstdc++
* make
* python
* python-lxml
* python-setuptools
* git
* python-tkinter
* X11

A script that can be run to add the necessary packages can be found in mk/os-pkg/cygwin-pkgs.sh.

### Mac OS

The demo has been tested on Mac OS. In order to compile the code, the XCode development environment must be installed. The LLVM compiler will be installed with Xcode as well as git. Packages equivalent to the ones above must be installed.

# Building and Running the Demo

A demonstration application has been provided with the software. Directions for executing the software are in section 4.2.

## Overview

The demonstration application consists of the following components:

* A rate group driver passive component, which cycles at 1 Hz. This component takes the 1 Hz base clock and distributes messages to the rate group components to run at their prescribed rate.
* Three rate group active component instances running at 1Hz, 0.5Hz, and 0.25Hz that are cycled by the rate group driver.
* A driver active component that accept buffers. Normally a driver would interact with hardware, but for this demo it simply loops data coming to the input port back to an output port. The driver is connected to the 1Hz rate group to show how a driver can be periodically run to check for hardware events. The driver also has an “interrupt” port connected to the rate group driver to drive it at 1Hz. The “1Hz” interrupt in the demo is achieved by executing a loop with 1 second delays.
* A “producer” queued component (SendBuff) that is connected to the 0.5Hz rate group and produces data that gets sent to the driver component.
* A “consumer” active component (RecvBuff) that accepts buffers from the driver component. Since the driver component loops back buffers, every time the producer component sends a buffer, the consumer component will receive it.
* A passive uplink/downlink component that receives telemetry from other components for downlinking and receives uplinked commands. It uses TCP/IP sockets to communicate with ground software. For this demo, the ground software is not present.
* An active telemetry component that accepts channelized telemetry from the other components. It is connected to the uplink/downlink interface component, and sends data based on the 4Hz rate group.
* An active logger component that receives logging output from components and sends it to the uplink/downlink component.
* A passive text logger component that receives the text version of the logging events and prints it to standard output.
* An active command dispatcher component that receives uplinked commands from the uplink/downlink component, decodes the command identifier (opcode), and forwards it to the component that executes the command.
* An active parameter database component that stores parameter values for the consumer and producer components.
* A time source passive component that reads Linux time and returns it to the caller. The time is used as time tags for events and telemetry sent by the components.
* A command sequencer to execute a set of commands.
* A health component to verify the active components are still running.
* Some signal generator components to generate test data.

Details for each component can be seen in the component SDD (Software Design Documents) in the docs subdirectory for each component as well as the Ref application (TODO).

## Building the Demo

The demo can be run on one of the supported hosts described in Section 3.

1. Change to the “Ref” (AKA “Reference Application) directory in the location where the Git repository was cloned.
2. Type “make gen\_make” from the prompt. Output similar to the following should appear:

> make gen\_make

Generating Makefiles in /somepath/fprime-sw/mk/makefiles

Makefile generation complete.

The source directories contain files names “mod.mk” which are scanned by the “gen\_make” script to generate a make file to perform the build. See section XXXX for details on how the make system operates.

1. Type “make” from the prompt. The code should build to completion.
2. To install the command/telemetry GUI dictionary files, type:

make dict\_install

1. Typing “make help” will list other make targets that are available.

## Running the Demo

The demo requires a system running an X server to display the GUI. To run the demo, execute the following script:

Ref/script/run\_ref.sh

This will bring up the command and telemetry GUI seen below.

![](data:image/png;base64,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)

Another window will show the standard output of the reference application.

The user can enter commands and view telemetry by selecting the various tabs. Once the GUI is exited, the script will shut down the window containing the application.

# A Tour of the Source Tree

The following directories constitute the demonstration code. The directories are a mix of tools, framework code and demonstration code. Details on each module can be seen in the docs/sdd.md (or html) subdirectory. When the code generator is run in a particular directory, it will generate files with the suffix “Ac.hpp and Ac.cpp”. These files are not described since they are considered build products. They are automatically incorporated into the build by the build system. The following files are produced by the code generator:

|  |  |  |
| --- | --- | --- |
| **Source** | **Generates** | **Description** |
| <Name>SerializableAi.xml | <Name>SerializableAc.hpp(.cpp) | Autocoded serializable files |
| <Name>PortAi.xml | <Name>PortAc.hpp(.cpp) | Autocoded port files |
| <Name>ComponentAi.xml | <Name>ComponentAc.hpp(.cpp) | Autocoded component files |
| <Name>TopologyAi.xml | <Name>TopologyAc.hpp(.cpp) | Autocoded topology files |

## Autocoders

The Autocoders directory contains the scripts that are used to generate source for the components. It is implemented as a set of Python 2.x scripts that process the XML files used to describe the various entities in the system. The directory also contains the C language version of the HSM (Hierarchical State Machine) framework that has been flown on several missions at JPL. The HSM is not needed by the framework or the code generation, but is available for use by developers writing component adaptations if they wish to use HSM for implementing state machines. Developers do not need to study the implementation of the Autocoder in order to utilize it. The following directories are of interest to developers:

### Templates

This directory has examples of the XML files that the developer would write for each entity in the system. Each file will be covered in detail in subsequent sections. Their function in the architecture is described in the architecture document. The files are as follows:

* Example2SerializableAi.xml – An example of a Serializable type
* ExampleSerializableAi.xml – An example of a more complicated serializable
* ExamplePortAi.xml – An example of a Port type
* AnotherPortAi.xml – A second port definition
* ExampleComponentAi.xml – An example of a Component type
* ExampleType.hpp(.cpp) – Not XML, but an example of a user written serializable
* ExampleComponentImpl.hpp(.cpp) – An example of a user written component class

The user can copy these files and use them as a basis for their own XML files.

## Docs

The Docs directory contains documentation related to the design and usage of the F` framework.

## Fw

The *Fw* directory is the location of framework code and base classes. This code should not be modified (with one exception, see *Cfg* in section 5.3.1) by developers using the framework. The code generation relies on the types declared to construct the entities in the architecture.

### Cfg

The *Cfg* directory contains a header file (*Config.hpp*) that is used to configure various properties of the architecture. The developer can modify the file to tune the architecture for the requirements of a particular deployment environment. The contents are described in section 9.

The file *AcConstants.ini* contains a set of values for variables used in the code generator. This file follows the Python ConfigParser syntax which is based on Windows *.ini* files. Using this file allows component features like opcodes and port numbers to be changed without modifying the component XML itself. See the component XML specification in section 6.6.3.

### Types

The Types directory contains basic types and other base classes used in the architecture.

They are as follows:

|  |  |
| --- | --- |
| **File** | **Usage** |
| **BasicTypes.hpp** | Defines portable built-in data types and common macros. |
| **Assert.hpp(.cpp)** | Defines macros to declare an assertion in C++ code. |
| **CAssert.hpp** | Defines macros to declare an assertion n C code. |
| **StringType.hpp(.cpp)** | Declares a string base class |
| **Serializable.hpp(.cpp)** | Declares the Serializable base classes and helper functions |
| **PolyType.hpp(.cpp)** | Describes a serializable polymorphic type class that can be used to uniformly store different types. |
| **EightyCharString.hpp(.cpp)** | An eighty character string available for general usage if the developer does not wish to write one. |
| **InternalInterfaceString.hpp(.cpp)** | A string class used by internal interfaces when a string argument is specified. |

### Obj

The Obj directory contains class declarations and implementations for the root base class in the architectural framework. FwObjBase.hpp contains the declaration for the object base class. In addition, it contains a declaration for an object registry class. An object registry is an optional feature that allows all objects to be registered as they are created. It is a way to keep track of which objects have been created as well as perform some common actions such as printing a string representation of each object. Components and ports use the object class as a base class. The files and their descriptions are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **ObjBase.hpp(.cpp)** | Declaration for object base class. |
| **SimpleObjRegistry.hpp(.cpp)** | An implementation of a simple object registry. This registry simply stores created object pointers in an array and calls their toString() method when asked. |

### Port

The Port directory contains the base classes for ports. The files and their descriptions are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **PortBase.hpp(.cpp)** | Port base class. Contains methods and attributes common to all ports. |
| **InputPort.hpp(.cpp)** | Input port base class. Derived from Port base class. Contains methods and attributes common to all input ports. |
| **OutputPort.hpp(.cpp)** | Output port base class. Derived from Port base class. Contains methods and attributes common to all output ports. |
| **InputSerializePort.hpp(.cpp)** | Input serialize port class. Typed output ports can be connected to input serialize ports. The typed output port will serialize its arguments prior to invoking the port. |
| **OutputSerializePort.hpp(.cpp)** | Output serialize port class. Output serialize ports can be connected to typed input port. The serialize port passes the typed port a buffer representing the serialized arguments, which the typed port deserializes. |

### Comp

This directory contains the class declarations for the various kinds of components. These classes act as base classes for components created by the code generation and are not directly used by developers. The files are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **PassiveComponentBase.hpp(.cpp)** | The base class for unthreaded passive components. These components have no thread of execution associated with them. This class derives from the object base class. |
| **QueuedComponentBase.hpp(.cpp)** | The base class for queued components, which have a message queue but no thread. It is derived from the passive component base class. |
| **ActiveComponentBase.hpp(.cpp)** | The base class for active components. Active components have a thread of execution as well as a message queue. It is derived from the queued component class. |

### Cmd

This directory contains XML and class declarations used to generate code for command interfaces to components. The xml generates port classes in the normal way via the code generator. The code generator then uses those generated classes as special command input ports for components that define commands in their component XML. Since the ports themselves are generated in the same way as any other port, they can be used by developers in other components that process commands such command dispatcher. The files in this directory are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **CmdPortAi.xml** | XML description of a command port. |
| **CmdResponsePortAi.xml** | XML description of a command response port |
| **CmdRegPortAi.xml** | XML description of a command registration port |
| **CmdArgBuffer.hpp(.cpp)** | A class used by the command port that is a data buffer containing the serialized form of the command arguments. |
| **CmdString.hpp(.cpp)** | A string class used by the command code generator for string arguments. |
| **CmdPacket.hpp(.cpp)** | A class representing an encoded command packet that contains a command opcode and arguments. The code generator does not depend on this class, so it can be modified or not used. |

### Tlm

This directory contains XML and class declarations used to generate code for channelized telemetry interfaces for components. Channelized telemetry has historical been a snapshot in time of a set of data. Every value of that data is not necessarily stored permanently, but is sampled. The xml generates port classes in the normal way via the code generator. The code generator then uses those generated classes as special telemetry output ports for components needing telemetry. Since the ports themselves are generated in the same way as any other port, they can be used by developers in other components that process telemetry such as a telemetry buffer for downlinking telemetry. The files in this directory are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **TlmPortAi.xml** | XML description of a telemetry port |
| **TlmBuffer.hpp(.cpp)** | A data buffer class that represents the serialized form of the telemetry channel |
| **TlmString.hpp(.cpp)** | A string class used by the telemetry code generator when a string is the telemetry channel |
| **TlmPacket.hpp(.cpp)** | A notional class representing an encoded telemetry packet that contains a telemetry channel identifier and serialized value. The code generator does not depend on this class, so it can be modified or not used. |

### Log

This directory contains XML and class declarations used to generate code logging (event) interfaces for components. Developer implementation code sends log events to capture all the events of interest in a system as they happen. Other components serve to store events for forwarding to a ground interface or test software. An XML definition for telemetry ports is defined which the code generator then uses as special logging output ports for components. Since the ports themselves are generated in the same way as any other port, they can be used by developers in other components that process logging such as a logging history. The files in this directory are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **LogPortAi.xml** | XML description of a logging port |
| **LogTextPortAi.xml** | XML description of an optional text logging port. This port generates a string representing the logged event. The code generator generates code to use both kinds of logging ports, but the text log can be disabled. |
| **LogBuffer.hpp(.cpp)** | A data buffer class that represents the serialized form of the log entry |
| **LogString.hpp(.cpp)** | A string class used by the log code generator when a string is the telemetry channel |
| **TextLogString.hpp(.cpp)** | A string class used the text log interface to pass strings |
| **LogPacket.hpp(.cpp)** | A notional class representing an encoded log packet that contains a log entry identifier and serialized set of values. The code generator does not depend on this class, so it can be modified or not used. |

### Prm

This directory contains XML and class declarations used to generate parameter interfaces for components. Parameters are values are meant to be stored in non-volatile storage that affect various properties of the software. Parameters are loaded at run time and given to components on request. An XML definition for a parameter port is used by code generator to create special parameter output ports for components. Since the ports themselves are generated in the same way as any other port, they can be used by developers in other components that provide parameters. The files in this directory are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **PrmPortAi.xml** | XML description of a parameter port |
| **PrmBuffer.hpp(.cpp)** | A data buffer that represents a serialized parameter |
| **PrmString.hpp(.cpp)** | A string class used by the parameter code generator when a string is the parameter value. |
| **PrmPacket.hpp(.cpp)** | A notional class representing an encoded parameter packet that contains a parameter identifier and serialized value. The code generator does not depend on this class, so it can be modified or not used. |

### Time

This directory contains XML and class declarations used to generate time interfaces for components. The time interface port is created by the code generator as a source of time for time-tagging telemetry samples and log events. Since the ports themselves are generated in the same way as any other port, they can be used by developers in other components that provide time from whatever sources are present in the system. The files in this directory are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **TimePortAi.xml** | XML description of a time port |
| **Time.hpp** | A class containing a time value that represents the time when the port was invoked. |

### Com

This directory contains definitions for a communication port. This port could be used as an interface to components that send and receive data to ground or test software. The files are as follows:

|  |  |
| --- | --- |
| **File** | **Description** |
| **ComPortAi.xml** | XML description of a communication port |
| **ComBuffer.hpp(.cpp)** | A data buffer class used to represent a packet of serialized communication data. |
| **ComPacket.hpp(.cpp)** | A data packet class representing data from one of the telemetry or command types. The specific packet types are derived classes. |

## Svc

The intent of this directory is to provide a set of components implementing services that would be useful for a flight application. The service layer in software is traditionally the layer that provides mechanism for executing the software and managing data. The components, ports and other types are examples of how the architecture can be applied. The component example implementations are very simple; flight versions would most likely be more sophisticated. The way development is done is that the developer will define the components and their properties in XML. The code generator will generate C++ classes that encapsulate the features of the component. The developer will then write a class the derives from those generated classes and implement the port methods. For these directories, each file will not be described, but a higher-level description of what each directory contains will be given instead. The descriptions are as follows:

### ActiveLogger

This directory contains a component XML description and implementation for an active component that accepts serialized log events. The input port accepting log entries puts them in a message queue for the component thread. The component thread calls the port handler in the derived class written by the developer. In this case, the handler simply takes the log entry, serializes it into a communications buffer, and sends it out via the output communications port. There are commands for filtering the event levels.

### ActiveRateGroup

This directory contains a component implementation of an active rate group. In real-time programming, a rate group is a thread of execution that does a sequential set of operations that execute cyclically and are required to complete by a certain deadline. In this case, this component provides the thread for the rate group and sequentially calls a set of output ports that would be connected to other components doing the specific operations that are required.

### CmdDispatcher

This directory contains an implementation of a command dispatcher. The commands are received in serialized form from another component. The command identifier (opcode) is deserialized and an output port is looked up that is matched with that identifier. The port is then invoked with the serialized command arguments. After executing the command, the component responds back to the dispatcher via a response port and reports on the outcome of the command. The dispatcher then calls a status output port if connected in the event there was something else such as a sequencer waiting for a result. During initialization, a command registration port is called by components to match the identifier with the port the component is executing commands from. The component also implements some NO\_OP commands.

### CmdSequencer

This directory contains an implementation of a command sequencer. A sequence file uploaded to the system contains a set of commands that are executed in order with optional time points. The sequencer waits until the current command is complete before executing the next in the sequence. A failed command terminates the sequence.

### CmdRecord

This directory specifies the port used to pass command buffers between the SequenceFileLoader and the SequenceRunner components.

### Cycle

This directory specifies the port used to drive the ActiveRateGroup components. The port passes a time stamp indicating when the cycle was started.

### Fatal

The directory specifies a port used to pass a notification that a FATAL event has occurred. It is currently produced by the ActiveLogger component when it receives a FATAL event from a component.

### GndIf

The directory contains just the XML definition of a component that could be used to send and receive communications packets. The uplink port would be connected to the command dispatcher for executing commands and the downlink port would be connected to by components collecting downlink telemetry like logs and channelized data. A derived class implementing a TCP/IP socket version can be seen in SocketGndIf.

### Hub

A hub is a pattern for communicating between computing nodes. A hub component is a component that contains input and output serialized ports. As mentioned in section 5.3.4, when a typed port is connected to a serialized port, the port arguments are serialized and passed as a data buffer to the serialized port. Likewise, when a data buffer is sent from a serialized port to a typed port, the data is deserialized back in to the typed arguments of the port. A hub component takes the serialized data passed to it and sends it via a communication channel to a hub on a remote node. The remote hub takes that data and calls a serialized output port connected to a typed port of the same type as the original port. That allows components to be interconnected across computing nodes without any modifications to the components themselves. This particular hub is implemented as an active hub, which means that the serial buffers from the incoming ports are put in a message queue and then sent out the *DataOut* ports on the thread of the component. The data output ports are in the form of a generic com buffer. The data output ports would be connected to a component that manages the communication hardware. Likewise, incoming data on the *DataIn* port is queued for the component thread, which sends it out via a serialized output port.

### LinuxTime

This component is an adaption of the time source component specified in the *Time* directory. In this case, it is a time source that makes a Linux system call for the Linux demo.

### PassiveConsoleTextLogger

This is an adaptation of the *PassiveTextLogger* component that simply takes the text version of the log and prints it to the standard output.

### PassiveRateGroup

This is a rate group with the same implementation as the active rate group in section 5.4.2, with the exception that the component does not have a thread. The thread that calls the input run port will be used to call all the output ports. This component is not currently used in the reference application.

### PassiveTextLogger

This defines a base class for a component that prints the text version of events. It executes on the thread of the caller. The implementation classes are elsewhere, such as PassiveConsoleTextLogger.

### PolyDb

This component implements a database of PolyType entries. The intent is for this to be used as a database of values being used by different components in the system. Some components submit new values they have gathered, and other components retrieve the ones they use.

### PolyIf

This contains the definition for a PolyPort, or a port that passes a PolyType. It is used to set and get values for the PolyDb component.

### PrmDb

This component implements storage for parameters. It implements the framework setPrm and getPrm ports. Parameter values are stored as a table based on parameter ID. It reads a file during initialization that contains the parameter values and loads them into memory. Subsequent calls to getPrm will get the loaded file. Parameter values in the components can be updated by command and saved to PrmDb. The PrmDb component can be commanded to save the updated values to a file.

### RateGroupDriver

This component takes a primary clock tick in the system and divides it down to drive output ports. Constructor arguments define the divisors for each port. The output ports are meant to be connected to the input ports of rate groups to drive them at the correct rate.

### Sched

This directory contains the definition of a scheduler port that is used by the rate group components and rate group members.

### SequenceFileLoader

This directory contains a component that loads a set of command buffers from a file and passes them to the SequenceFileRunner component.

### SequenceRunner

The directory contains a component that will sequence through a series of command buffers passed through its CmdRecord port.

### SocketGndIf

This directory contains a notional uplink/downlink component that communicates with ground software via a TCP/IP socket. It would be connected to telemetry sources and the command dispatcher.

### Time

This directory contains the XML definition for the time source base class. A time source is necessary for time-tagging the telemetry and log events in components. Various implementations that derive from this base class will provide time.

### Tlm

This directory defines a passive telemetry storage component base class. It has as an input port for the telemetry buffers sent by components. It has an output port to send the telemetry packets to a ground interface component like the one in section 5.4.21. It has a scheduler input port so that it can be executed periodically on a rate group to send the stored telemetry to the ground interface.

### TlmChan

This directory contains an adaptation of the *Tlm* base class in section 5.4.23. In this adaptation, the telemetry is stored in an array of telemetry buffers based on the telemetry ID. The storage is double-buffered. When the scheduler port is invoked, the component switches the active array to non-active and starts copying the non-active array to the packet output port. If incoming telemetry calls happen during the copy operation, they are placed in the active array.

## Os

This directory contains classes that abstract operating system features. This allows the components that are code generated to not be dependent on a particular operating system. The architecture is dependent on these classes. The subdirectories contain implementations of the class for different operating systems. Not all operating systems will implement all classes. The classes are as follows:

### Task

This class represents a task (AKA thread) in an operating system process. It has methods for starting, ending, waiting and suspending tasks. This class is used by active components.

### Queue

This class represents a message queue. It has methods for creating, writing to, reading from and destroying queues. This class is used by queued components.

### Mutex

This class represents a mutex. It is used to guard critical sections of data and code. It is used by components that have guarded ports (see architecture description).

### File

This class represents a file. It is used to abstract away various operating system implementations of file I/O.

### InteruptLock

## Drv

The Drv directory contains some hypothetical device driver components and types. It is part of the example code. The architecture does not depend on source code in this directory. There is no particular significance to the name; rather it was selected to represent how a developer might organize their code. The subdirectories are as follows:

### BlockDriver

This represents a hardware driver that accepts buffers of data to send to a device, and sends buffers that it receives from the device. Since there is no real hardware behind the driver, the driver takes any incoming data buffers from the input port and sends them out the output port.

### DataTypes

This directory contains the port and data buffer types used by the driver and components using the driver.

### Pci

This directory contains a class that has been used on other projects to interface with a PCI bus. Subdirectories contain various implementations of the class for different hardware targets used in the past. This class could be used by driver component implementations.

## Ref

This directory contains a reference application. Components here represent what an adapter might do when writing application-specific logic. An adapter would use the framework layers, drivers and services that are meant to be reusable along with application components for a particular task.

### SendBuffApp

This passive component represents a part of the application that sends data to a consumer. It runs periodically in a rate group and sends a packet upon command. It uses the “driver” described in section 5.6.1.

### RecvBuffApp

This active component represents a part of the application that receives data from a sender, in this case SendBuffApp. It receives a buffer from the driver.

### Top

This is the “topology” module. This is where all the components are instantiated and connected together, and the active components are started. It is also the location of the C *main()* function entry point. Each deployment (see section 6.2) will have a module similar to this.

# Developing Software

Before developing components, it is helpful to read the architectural description to understand the concepts behind the architecture. It can be found in docs/Architecture/F` Architecture.docx.

The software development process for F` consists of defining the various architectural elements in XML, using those elements at the appropriate places in the architecture, and writing derived component classes that do the project specific logic. The code generation tools will produce the appropriate C++ classes to implement the architecture. The user writes derived component classes that implement the component interfaces. The build system supplied with the framework invokes the code generator with the correct dependencies and compiles the output together with the user.

As described in the architectural document, the layering in the architecture is such that the order of definition should start with Serializable types, then Ports, then Components, and finally Topologies. From a practical perspective, the types that are shared between ports and components should be defined in separate libraries so the code can be shared without creating linker dependencies.

## Modules

A module is defined as a set of files that are compiled to form a library. The build system provides a configuration file for each module that lists the files that are to be compiled. A template for this file can be found in mk/make\_templates/mod.mk. The mod.mk file should be placed in each directory where code is located that is part of the module. The contents of the mod.mk file is as follows:

|  |  |
| --- | --- |
| **Variable** | **Description** |
| **SRC** | Contains all the source files that are built for all targets for the modules. All the XML files as well as C and C++ files that are portable go in this variable, separated by spaces. Multiple lines can be separated by the continuation character (\). |
| **SRC\_XXX** | Contains source that is particular to a specific build. The values of XXX are defined by the different builds supported by the make system. To determine the different values, look at the detailed description of the make system in Section XXX . |
| **SUBDIRS** | A list of subdirectories that contain further mod.mk files. These subdirectories can contain code to test the module. Details in writing and compiling test code can be found in section 8. |
| **COMPARGS, COMPARGS\_XXX** | A list of compiler flags specific to the module or target. See the make system description. |
| **TEST\_XXX** | Variables used for test code. See the section on test code. |

Table 1 - mod.mk variable descriptions

## Deployments

A deployment is defined as a set of module libraries that are linked together to form an executable for a particular purpose or location. An example is that a project may have multiple computing nodes each with their own executable that communicate with each other to perform a set of tasks. Each of the individual executables would be considered a deployment. Modules can be shared amongst any number of deployments. The collection of modules that form a deployment are typically set by the software architect. For a small project with only one processor, typically only one deployment would be defined. The file that specifies the deployments and the modules that consist of them are specified in mk/configs/modules/modules.mk. The variables and values must follow GNU make variable syntax. The contents of modules.mk are as follows:

|  |  |
| --- | --- |
| **Variable** | **Description** |
| **DEPLOYMENTS** | Contains a list of deployment names. |
| **<DEPLOYMENT>\_MODULES** | For each deployment name, these variables define the set of modules used to build the deployment. It can contain modules or other variables that define a set of modules. For modules, the values should be the path to the module directories relative to the root of the source tree. |
| **Other variables…** | Other variables can be defined that follow gnu make syntax rules. A common use of these is to group modules together that are commonly used by multiple deployments. |

## Basic Types

A number of basic types are defined and are used throughout the architecture and are usable within the XML specifications as well as user-written code. They are defined in the header file *Fw/Types/BasicTypes.hpp*. The types are:

|  |  |
| --- | --- |
| **Type** | **Description** |
| **I8** | 8-bit signed integer |
| **U8** | 8-bit unsigned integer |
| **I16** | 16-bit signed integer |
| **U16** | 16-bit unsigned integer |
| **I32** | 32-bit signed integer |
| **U32** | 32-bit unsigned integer |
| **F32** | 32-bit IEEE floating point number (float) |
| **F64** | 64-bit floating point number (double) |
| **I64** | 64-bit signed integer |
| **U64** | 64-bit unsigned integer |
| **bool** | C++ Boolean type |

Table 2 - Architecture Basic Types

These types are used in XML specifications. Not all types are available on all processor architectures. Which types are available is a configurable feature of the architecture and is typically set by compiler arguments.

## Adaptive Types

The representation of some types change their size depending on the processor architecture. For instance, on a modern Intel or ARM processor, the size of the C type *int* may be 64 bits, while a microcontroller may use 8 bits. Not all of the types listed in section 6.3 may even be available. For this reason, some macro definitions of native types can be used for variables that don’t require a particular size. For example, an index in a *for* loop could use these. They can also be found in *Fw/Types/FwBasicTypes.hpp.* The types are:

|  |  |
| --- | --- |
| **Type** | **Description** |
| **NATIVE\_INT\_TYPE** | A signed integer |
| **NATIVE\_UINT\_TYPE** | An unsigned integer |
| **POINTER\_CAST** | If a pointer needs to be cast to an integer for storage or passing through a function call, this can be used to make sure the pointer doesn’t lose some of the address bits. As an example, if a pointer were cast and stored in a U32 on a 64-bit processor, the pointer value would lose the upper 32 bits. If it is stored in a POINTER\_CAST, it will retain all 64 bits. |

## Polymorphic Type

A polymorphic class type is defined in *Fw/Types/PolyType.hpp.* This class is meant to store the value for a variety of built-in types. The type stored can be changed during runtime by reassigning a value of a variable of different type. PolyType can be passed through ports and serialized.

### Setting Values

The PolyType object can have a value assigned to it via the constructor or the *equals* operator:

U32 val =10;

PolyType pt(val);

U32 val2 = 13;

pt = val2;

### Getting Values

The value stored in the PolyType object can be retrieved two ways:

1. Cast the object to the type of the value:

U32 val = (U32)pt;

1. Use the “get()” method.

U32 val;

pt.get(val);

In both cases, if the type being retrieved does not match the stored type, the code will assert.

### Checking Values

The PolyType instance has “isXXX” functions for checking what type is being stored, where “XXX” is the name of the type.

## Defining XML Types

Serializable types, ports, and components are defined in XML files. Those files are parsed by the code generator and files containing C++ class declarations are created. This section will describe the syntax of the XML files.

### Serializable

Serializables are the types that are passed between components in the architecture and are used for ground data services such as commands, telemetry, events and parameters (see the component description for what these are). A serializable type is a complex or basic type that can be converted to a data buffer that contains the values of an instance of the type. This data buffer can be passed around the system (and to ground software) in a generic way and reconstituted into the original type as needed. Basic C/C++ types like int and float are supported automatically in the architecture, but the user is also allowed to define arbitrary complex types that can be serialized. This is done in one of two ways, either by hand-coding a class or allowing the code generator to generate the class. These types can then be used in XML specifications of ports and components.

#### XML Specified Serializable

In most cases, a complex type is representable as a collection of simple types. This is analogous to a C struct with data members. The code for serializing and deserializing a struct is straightforward, so a code generator is provided the will create the classes for a serializable struct. The user specifies the members in XML, and the C++ class is generated. The types of the members can be basic types or other serializables, either XML or hand-coded. In order for the build system to detect that a file contains the XML for a serializable type, the file must follow the naming convention <SomeName>SerializableAi.xml. An example of this can be found in Autocoders/templates/ExampleSerializableAi.xml. The XML tags and attributes to use for the serializable are as follows:

|  |  |  |
| --- | --- | --- |
| **Tag** | **Attribute** | **Description** |
| **serializable** |  | The outermost tag the indicates that a serializable is being defined |
| **serializable** | namespace | The C++ namespace for the serializable class (optional) |
| **serializable** | name | The class name for the serializable |
| **serializable** | typeid | An integer uniquely identifying the type. Optional, generated from hash otherwise. Should be unique across the application. |
| **comment** |  | Used for a comment describing the type. Is placed as a Doxygen compatible tag in the class declaration |
| **members** |  | Starts the region of the declaration where type members are specified |
| **member** |  | Defines a member of the type |
| **member** | type | The type of the member. Should be one of the types defined in Table 2, ENUM, string, an XML specified serializable, or a user-written serializable. |
| **member** | name | Defines the member name |
| **member** | size | Specifies that the member is an array of the type with the specified size. |
| **member** | format | Specifies a format specifier when displaying the member |
| **enum** |  | Specifies an enumeration when the member type=ENUM |
| **enum** | name | Enumeration type name |
| **item** |  | Specifies a member of the enumeration |
| **item** | name | Specifies the name of the enumeration member |
| **item** | value | Assigns a value to the enumeration member. Member values in the enumeration follow C enumeration rules if not specified. |
| **item** | comment | A comment about the member. Becomes a Doxygen tag. |
| **import\_serializable\_type** |  | Imports an XML definition of another serializable type for use in the definition. |
| **include\_header** |  | Includes a C/C++ user-written header for member types. |

Table 3- Serializable XML Specification

##### Constraints

###### Ground Interfaces

Serializables used for defining the interfaces for the ground system must be fully specified in XML files. Members of the serializables cannot be hand-coded types since the ground system analyzes the XML to determine the types for displaying and archiving the data. (See section 6.6.3 for component ground interface specifications).

#### Hand-coded Serializable

A hand-coded serializable is useful in the case where the type is not easily expressed as a collection of basic types or if the user is using an external library with types already defined. A user may also wish to attach special processing functions to a class. The pattern for writing C++ serializable classes is to declare a class that is derived from the framework base class Fw::Serializable. That type can be found in  Fw/Types/Serializable.hpp. An example can be found in Autocoders/templates/ExampleType.hpp. The method is as follows:

1. Define the class. It should be derived from Fw::Serializable.
2. Declare the two base class pure virtual functions, serialize() and deserialize(). Those functions provide a buffer as a destination for the serialized form of the data in the type.
3. Implement the functions. The buffer base class that is the argument to those functions provides a number of helper functions for serializing and deserializing the basic types in the table above. Those functions are specified in the SerializeBufferBase class type in the same header file. For each member that the developer wishes to save, call the serialization functions. The members can be serialized in any order. In the worst case, a raw buffer version is provided for just doing a bulk copy of the data if serializing individual members is not feasible. The deserialization function should deserialize the data in the order it was serializaed.
4. Add an enumeration with a single member named SERIALIZED\_SIZE. The value of that member should be the sum of the sizes of all the members. It can be done with the sizeof() function that is available to all C/C++ compilers. Optionally, a type identifier can be added so that a sanity check can be done when the data is deserialized. That type should be serialized, and then checked against the enumeration when it is deserialized.
5. Implement copy constructors and equal operators. If the type is passed by value, the developer should write these functions if the default isn’t sufficient.
6. Implement any custom features.

Once the class is completed, it can be included in port definitions.

##### Constraints

###### Ground Interfaces

Hand-coded user types cannot be used in XML definitions for types that will be sent to and from the ground system, since the ground system requires all type definitions to be in XML. If a developer wants to use a type that has special functions in a ground interface, it can be defined with the members only in XML and generated by the code generator. Then the developer can define a derived class with the behavior.

### Port

Ports are the interfaces between components. Components invoke functionality in other components by invoking methods on their output ports instead of invoking the components directly. Input ports invoke methods defined by the components and registered at run time. Ports are fully specified in XML files. There is no developer written code, although the XML specifications can include argument types defined by the user as long as they are serializable as described in section 6.6.1.2. The process of defining a port is to specify the arguments to the method in the XML file. In order for the build system to detect that a file contains the XML for a port type, the file must follow the naming convention <SomeName>PortAi.xml. An example of this can be found in Autocoders/templates/ExamplePortAi.xml. The XML tags and attributes are as follows:

|  |  |  |
| --- | --- | --- |
| **Tag** | **Attribute** | **Description** |
| **interface** |  | The outermost tag the indicates that a port is being defined |
| **interface** | namespace | The C++ namespace for the port class (optional) |
| **interface** | name | The class name for the port |
| **comment** |  | Used for a comment describing the port. Is placed as a Doxygen compatible tag in the class declaration |
| **args** |  | Optional. Starts the region of the declaration where port arguments are specified. |
| **arg** |  | Defines an argument to the port method |
| **arg** | type | The type of the argument. Should be one of the types defined in Table 2, ENUM, “string”, an XML specified serializable, or a user-written serializable. A “string” type should be used if a text string is the argument. If the type is “Serial”, the port is an untyped serial port that can be connected to any typed port for the purpose of serializing the call. See the Hub pattern in the architectural description document for a usage. |
| **arg** | name | Defines the argument name |
| **arg** | size | Specifies the size of the argument if it is of type “string”. |
| **arg** | pass\_by | Optional. Specifies if the argument should be passed by reference or pointer. Default is to pass by value. Values can be “value”,”pointer”, or “reference.” This is provided as an optimization to avoid unnecessary copies. When arguments to ports with references are detected by components, the argument is serialized the same way as an argument that is passed by value. If it is passed by pointer, the pointer value is copied and not the contents of the type instance pointed to by the pointer. This carries the usual responsibility for understanding the scope and lifetime of the memory behind the pointer, as the pointer value may be held by another component past the duration of the port call. |
| **enum** |  | Specifies an enumeration when the argument type=ENUM |
| **enum** | name | Enumeration type name |
| **item** |  | Specifies a member of the enumeration |
| **item** | name | Specifies the name of the enumeration member |
| **item** | value | Assigns a value to the enumeration member. Member values in the enumeration follow C enumeration rules if not specified. |
| **item** | comment | A comment about the member. Becomes a Doxygen tag. |
| **return** |  | Optional. Specifies that the method will return a value. |
| **return** | type | Specifies the type of the return. Can be the types defined in Table 2. |
| **return** | pass\_by | Specifies whether the argument should be passed by value or by reference or pointer. |
| **import\_serializable\_type** |  | Imports an XML definition of another serializable type for use in the definition. |
| **include\_header** |  | Includes a C/C++ user-written header for argument types. |

Table 4- Port XML Specification

#### Constraints

The following constraints are on port XML definitions:

##### Serialization

Port calls are serialized for various reasons by components, among them copying data to put on a message queue. A port call cannot be serialized if it contains return values, since the serialized arguments only are passed to the connected port or component and no return data is provided.

### Components

Components are the places in the architecture where all the behavior resides. Incoming port calls deliver data and actions to be acted on, and output ports are used to invoke functions outside the component. In addition, the components define the interfaces used to communicate with ground software. Components can be used for a variety of purposes such as hardware drivers, state machines, device managers, and data management. The process of defining a component is to specify the ports and ground data interfaces in XML. The developer then implements a derived class which inherits from the base class and implements the interfaces as methods in the class (see section 6.7). In order for the build system to detect that a file contains the XML for a component type, the file must follow the naming convention <SomeName>ComponentAi.xml. An example of this can be found in Autocoders/templates/ExampleComponentAi.xml. The XML tags and attributes are as follows:

|  |  |  |  |
| --- | --- | --- | --- |
| **Tag** | **Attribute** | **Description** | |
| **component** |  | The outermost tag the indicates that a component is being defined | |
| **component** | namespace | The C++ namespace for the component class (optional) | |
| **component** | name | The class name for the component | |
| **component** | kind | The type of component. Can be “passive”,”queued”, or “active”. A passive component has no thread or queue. A queued component has a message queue, but no thread. A component on another thread must invoke a synchronous input interface (see below) to get messages from the queue. An active component has a thread, and unloads its message queue as the thread is scheduled and as port invocation messages arrive. | |
| **component** | modeler | When the attribute is “true”, the autocoder does not automatically create ports for commands, telemetry, events, and parameters. If it is “true”, those ports must be declared in the port section with the “role” attribute. See description below. | |
| **import\_dictionary** |  | Imports a ground dictionary defined outside the component XML that conforms to the command, telemetry, event and parameter entries below. This allows external tools written by projects to generate dictionaries. | |
| **import\_port\_type** |  | Imports an XML definition of a port type used by the component. | |
| **import\_serializable\_type** |  | Imports an XML definition of a serializable type for use in the component interfaces. | |
| **comment** |  | Used for a comment describing the component. Is placed as a Doxygen compatible tag in the class declaration. | |
| **ports** |  | Defines the section of the component definition where ports are defined. | |
| **port** |  | Starts the description of a port. | |
| **port** | name | Defines the name of the port. | |
| **port** | data\_type | Defines the type of the port. The XML file containing the type of the port must be provided via the import\_port\_type tag. | |
| **port** | kind | Defines the synchronicity and direction of the port. The port can be of the following kinds:   |  |  | | --- | --- | | **Kind** | **Attributes** | | **sync\_input** | Invokes the derived class methods directly. | | **guarded\_input** | Invokes the derived class methods after locking a mutex shared by all guarded ports and commands. | | **async\_input** | Creates a message with the serialized arguments of the port call. When the message is dequeued, the arguments are deserialized and the derived class method is called. | | **output** | Port is an output port that is invoked from the logic in the derived class. | | |
| **port** | priority | The priority of the invocation. Only used for asynchronous ports, and specifies the priority of the message in the underlying message queue if priorities are supported by the target OS. Range is OS dependent. | |
| **port** | max\_number | Specifies the number of ports of this type. This allows multiple callers to the same type of port if knowing the source is necessary. Can be specified as an Fw/Cfg/AcContstants.ini file “$variable” value. | |
| **port** | full | Specifies the behavior for async ports when the message queue is full. One of “drop”,”block”, or “assert,” where “assert” is the default | |
| **port** | role | Specifies the role of the port when the modeler = true | |
| **commands** |  | Optional. Starts the section where software commands are defined. | |
| **commands** | opcode\_base | Defines the base value for the opcodes in the commands. If this is specified, all opcodes will be added to this value. If it is missing, opcodes will be absolute. This tag can also have a variable of the form “$variable” referring to values in Fw/Cfg/AcContstants.ini. | |
| **command** |  | Starts the definition for a particular command. | |
| **command** | mnemonic | Defines a text label for the command. Can be alphanumeric with “\_” separators, but no spaces. | |
| **command** | opcode | Defines an integer that represents the opcode used to decode the command. Should be a C compilable constant. | |
| **command** | kind | | Defines the synchronicity of the command. The command can be of the following kinds:   |  |  | | --- | --- | | **Kind** | **Attributes** | | **sync** | Invokes the derived class methods directly. | | **guarded** | Invokes the derived class methods after locking a mutex shared by all guarded ports and commands. | | **async** | Creates a message with the serialized arguments of the port call. When the message is dequeued, the arguments are deserialized and the derived class method is called. | |
| **command** | priority | | Sets command message priority if message is asynchronous, ignored otherwise. |
| **command** | full | | Specifies the behavior for async commands when the message queue is full. One of “drop”,”block”, or “assert,” where “assert” is the default |
| **args** |  | | Optional. Starts the region of the declaration where command arguments are specified. |
| **arg** |  | | Defines an argument in the command. |
| **arg** | type | | The type of the argument. Should be one of the types defined in Table 1, ENUM, “string”, or an XML specified serializable. A “string” type should be used if a text string is the argument. |
| **arg** | name | | Defines the argument name |
| **arg** | size | | Specifies the size of the argument if it is of type “string”. |
| **enum** |  | | Specifies an enumeration when the argument type=ENUM |
| **enum** | name | | Enumeration type name |
| **item** |  | | Specifies a member of the enumeration |
| **item** | name | | Specifies the name of the enumeration member |
| **item** | value | | Assigns a value to the enumeration member. Member values in the enumeration follow C enumeration rules if not specified. |
| **item** | comment | | A comment about the member. Becomes a Doxygen tag. |
| **telemetry** |  | | Optional. Specifies the section that defines the channelized telemetry. |
| **telemetry** | telemetry\_base | | Defines the base value for the channel IDs. If this is specified, all channel IDs will be added to this value. If it is missing, channel IDs will be absolute. This tag can also have a variable of the form “$variable” referring to values in Fw/Cfg/AcContstants.ini. |
| **channel** |  | | Starts the definition for a telemetry channel. |
| **channel** | id | | Specifies a numerical value identifying the channel |
| **channel** | name | | A text string with the channel name. Cannot contain spaces. |
| **channel** | data\_type | | Specifies the type of the channel. Should be one of the types defined in Table 1, ENUM, “string”, or an XML specified serializable. A “string” type should be used if a text string is the argument. |
| **channel** | size | | If the channel type is “string,” specifies the size of the string. |
| **channel** | abbrev | | An abbreviation for the channel. Needed for AMPCS. |
| **channel** | update | | If the channel should be always updated, or only on change. Values are “always” or “on\_change” |
| **channel** | format\_string | | A format string specifier for displaying the channel value. |
| **comment** |  | | A comment describing the channel. |
| **enum** |  | | Specifies an enumeration when the channel type=ENUM |
| **enum** | name | | Enumeration type name |
| **item** |  | | Specifies a member of the enumeration |
| **item** | name | | Specifies the name of the enumeration member |
| **item** | value | | Assigns a value to the enumeration member. Member values in the enumeration follow C enumeration rules if not specified. |
| **item** | comment | | A comment about the member. Becomes a Doxygen tag. |
| **parameters** |  | | Optional. Specifies the section that defines parameters for the component. |
| **parameters** | parameter\_base | | Defines the base value for the parameter IDs. If this is specified, all parameter IDs will be added to this value. If it is missing, parameers IDs will be absolute. This tag can also have a variable of the form “$variable” referring to values in Fw/Cfg/AcContstants.ini. |
| **parameters** | opcode\_base | | Defines the base value for the opcodes in the parameter set and save commands. If this is specified, all opcodes will be added to this value. If it is missing, opcodes will be absolute. This tag can also have a variable of the form “$variable” referring to values in Fw/Cfg/AcContstants.ini. |
| **parameter** |  | | Starts the definition for a parameter |
| **parameter** | id | | Specifies a numeric value that represents the parameter |
| **parameter** | name | | Specifies the name of the parameter |
| **parameter** | data\_type | | Specifies the type of the parameter. Should be one of the types defined in Table 1, ENUM, “string”, or an XML specified serializable. A “string” type should be used if a text string is the argument. |
| **parameter** | size | | Specifies the size of the parameter if it is of type “string” |
| **parameter** | default | | Specifies a default value for the parameter if the parameter is unable to be retrieved from non-volatile storage. Only for built-in types. |
| **parameter** | comment | | A comment describing the parameter. |
| **parameter** | set\_opcode | | Command opcode used to set parameter |
| **parameter** | save\_opcode | | Command opcode used to save parameter |
| **enum** |  | | Specifies an enumeration when the parameter type=ENUM |
| **enum** | name | | Enumeration type name |
| **item** |  | | Specifies a member of the enumeration |
| **item** | name | | Specifies the name of the enumeration member |
| **item** | value | | Assigns a value to the enumeration member. Member values in the enumeration follow C enumeration rules if not specified. |
| **item** | comment | | A comment about the member. Becomes a Doxygen tag. |
| **events** |  | | Optional. Specifies the section that defines events for the component. |
| **events** | event\_base | | Defines the base value for the event IDs. If this is specified, all event IDs will be added to this value. If it is missing, event IDs will be absolute. This tag can also have a variable of the form “$variable” referring to values in Fw/Cfg/AcContstants.ini. |
| **event** |  | | Starts the definition for an event. |
| **event** | id | | Specifies a numeric value that represents the event. |
| **event** | name | | Specifies the name of the event. |
| **event** | severity | | Specifies the severity of the event. The values can be:   |  |  | | --- | --- | | Value | Meaning | | DIAGNOSTIC | Software debugging information. Meant for development. | | ACTVITY\_LO | Low priority events related to software execution. | | ACTVITY\_HI | Higher priority events related to software execution. | | COMMAND | Events related to command execution. Should be reserved for command dispatcher and sequencer. | | WARNING\_LO | Error conditions that are of low importance. | | WARNING\_HI | Error conditions that are of critical importance. | | FATAL | An error condition was encountered that the software cannot recover from. | |
| **event** | format\_string | | A C-style format string to print a message corresponding to the event. Used for displaying the event in the command/data handling software as well as the optional text logging in the software. (See section 6.7.4). |
| **comment** |  | | A comment describing the event. |
| **args** |  | | Starts the region of the declaration where event arguments are specified. |
| **arg** |  | | Defines an argument in the event. |
| **arg** | type | | The type of the argument. Should be one of the types defined in Table 1, ENUM, “string”, or an XML specified serializable. A “string” type should be used if a text string is the argument. |
| **arg** | name | | Defines the argument name |
| **arg** | size | | Specifies the size of the argument if it is of type “string”. |
| **internal\_interfaces** |  | | Optional. Specifies an internal interface for the component. Internal interfaces are functions that can be called internally from implementation code. These functions will dispatch a message in the same fashion that asynchronous ports and commands do. The developer implements a handler in the same way, and that handler is called on the thread of an active or queued component. Internal interfaces cannot be specified for a passive component since there is not message queue. A typical use for an internal interface would be for an interrupt service routine. |
| **internal\_interface** |  | | Specifies an internal interface call. |
| **internal\_interface** | priority | | Sets internal interface message priority if message is asynchronous, ignored otherwise. |
| **internal\_interface** | full | | Specifies the behavior for internal interfaces when the message queue is full. One of “drop”,”block”, or “assert,” where “assert” is the default |
| **comment** |  | | A comment describing the interface. |
| **args** |  | | Starts the region of the declaration where interface arguments are specified. |
| **arg** |  | | Defines an argument in the interface. |
| **arg** | type | | The type of the argument. Should be one of the types defined in Table 1, ENUM, “string”, or an XML specified serializable. A “string” type should be used if a text string is the argument. |
| **arg** | name | | Defines the argument name |
| **arg** | size | | Specifies the size of the argument if it is of type “string”. |

Table 5- Component XML Specification

#### Constraints

The following constraints are on components:

##### Passive Components

Passive components cannot have asynchronous input ports or commands, since there is no queue for messaging.

##### Queued Components

Queued components must have at least one synchronous or guarded input port or synchronous command so that a calling thread can use the port to retrieve port call messages from the message queue.

Queued components must have at least one asynchronous input port, command or internal interface or there would be no purpose in making the component queued.

##### Active Components

Active components must have at least one asynchronous input port, command or internal interface or there would be no purpose in making the component active or have a message queue.

##### Command and Telemetry Interfaces

The component XML is parsed by the command and telemetry system in order to construct the data storage and display application. For this reason, only the built-in types in Table 2 or types represented in XML can be used.

### Command/Telemetry Ports

When declaring commands, telemetry, events and parameters for a component, the code generator automatically creates the correct set of ports for those interfaces. Those ports are based on normal XML definitions of ports, so those port types can be used as normal ports in other components. As an example, if a component needs to implement commands, the XML would declare those commands as shown in Table 1. Another component needs to act as a command dispatcher to send commands to that component, so the dispatcher component would add an output port of the command type. The dispatcher is handling commands as a generic port invocation rather than deserializing the command arguments as the generated code does in the component that declares the commands. This allows writing components that do processing of commands and telemetry generically without having to treat command and telemetry ports as special cases. The port definition XML files can be included in component XML definitions in the same manner as other ports. The following table provides a list of the types, file names, and descriptions of the ports used for the command and telemetry ports.

|  |  |  |
| --- | --- | --- |
| **Port Type** | **XML File** | **Description** |
| **Commands** | | |
| **Command** | Fw/Cmd/CmdPortAi.xml | A port that passes a serialized command to a component. |
| **Command Response** | Fw/Cmd/CmdResponsePortAi.xml | A port that passes the completion status of a command. |
| **Command Registration** | Fw/Cmd/CmdRegPortAi.xml | A port used to request registration of a command. Used during initialization to tell a command dispatcher where to send specific opcodes. |
| **Telemetry** | | |
| **Telemetry** | Fw/Tlm/TlmPortAi.xml | A port that passes a serialized telemetry value. |
| **Time** | Fw/Time/TimePortAi.xml | A port that returns a time value for time stamping the telemetry. |
| **Events** | | |
| **Log** | Fw/Log/LogPortAi.xml | A port that passes a serialized event. |
| **LogText** | Fw/Log/LogTextPortAi.xml | A port that passes the text form of an event. Can be disabled via configuration of the architecture. |
| **Time** | Fw/Time/TimePortAi.xml | A port that returns a time value for time stamping the telemetry. |
| **Parameters** | | |
| **Parameter** | Fw/Prm/PrmPortAi.xml | A port that returns a serialize parameter value |

### Topologies

The topology (or interconnection) of components can be implemented by interconnecting them manually (see section 6.8) or by specifying them via a Topology XML file. An example of this can be seen in Ref/Top/RefTopologyAppAi.xml. The file will be processed by the autocoder if it has the ending AppAi.xml. The XML specification for topologies is as follows:

|  |  |  |
| --- | --- | --- |
| **Tag** | **Attribute** | **Description** |
| **deployment** |  | The outermost tag the indicates that a topology is being defined |
| **assembly** |  | Alternate declaration for “deployment” |
| **deployment** | name | The name of the deployment |
| **import\_component\_type** |  | Imports the XML file that defines a component used in the topology. |
| **instance** |  | Defines a component instance. |
| **instance** | name | Name of the component instance. This instance name must match a component object declared in the C++ code. |
| **instance** | namespace | C++ Namespace of component implementation type. |
| **instance** | type | C++ type of implementation class |
| **instance** | base\_id | The starting ID value for commands, events and telemetry for this instance of the component. Used to construct dictionary for ground system. |
| **instance** | base\_id\_window | A bookkeeping attribute that the modeler uses to space out the base\_id values. It can be omitted if the base\_ids are spaced enough to cover the id range in the component. |
| **connection** |  | Defines a connection between two component ports |
| **connection** | name | Name of connection |
| **source** |  | Defines the source of the connection |
| **source** | component | Defines source component. Must match an instance in instance section above. |
| **source** | port | Defines source port on component |
| **source** | type | Source port type |
| **source** | num | Source port number if multiple port instances |
| **target** | component | Defines target component. Must match an instance in instance section above. |
| **target** | port | Defines target port on component |
| **target** | type | Target port type |
| **target** | num | Target port number if multiple port instances |

The autocoder will output a source file and header file following the convention <Deployment Name>AppAc.cpp and .hpp. The header file contains a function named construct<architecture>Architecture. This function will call all the connection methods to connect the components. The file requires a header Components.hpp in the directory where the XML is defined that has declarations for the implementation class instances in the connections.

#### Constraints

The XML specification for the component requires static declaration of component instances that can be referred to by their object name. If components are instantiated in other ways such as a heap, the manual method can be used.

## Implementation Classes

The code generator takes the XML definitions in the previous section and generates C++ base classes. The developer writes classes that derive from those base classes and implement the project-specific logic. For input ports and commands, the base classes declare pure virtual methods for the derived class to implement. If a developer forgets to implement these functions, the compilation of the code will fail. For output ports, telemetry channels, events, and parameters, the base class provides methods for the base class to call.

Depending on the kind of the component, the virtual calls will be made on the thread of the component itself or the thread of a component calling a synchronous or guarded port.

An example of an implementation class can be seen in *Autocoders/templates/ExampleComponentImpl.cpp/.hpp.*

### Ports

#### Input port calls

The pure virtual function to implement a port call is derived from the name of the port declaration in the component XML. The function is declared in the protected section of the class and has the following naming scheme:

*<port name>\_handler(NATIVE\_INT\_TYPE portNum, <argument list>) = 0;*

where:

*<port name>* = The name given to the port in the “name=” tag in the port section of the XML.

*portNum* = If XML writer has defined multiple ports, this allows the developer to know which port was invoked. The value is the port instance indexed to zero. In the event the “max\_number” attribute is not specified (i.e. a single input port), this value will be zero.

*<argument\_list>* = The list of arguments specified in the “args” section of the port definition XML.

#### Output port calls

The base class function for outgoing port calls is derived from the name and type of the port declaration in the component XML. The function is declared in the protected section of the class and has the following naming scheme:

*<port name>\_out(NATIVE\_INT\_TYPE portNum, <argument list>);*

where:

*<port name>* = The name given to the port in the “name=” tag in the port section of the XML.

*portNum* = If XML writer has defined multiple ports, this allows the developer to specify which port to invoke. The value is the port instance indexed to zero. In the event the “max\_number” attribute is not specified (i.e. a single output port), this value should be set to zero.

*<argument\_list>* = The list of arguments specified in the “args” section of the port definition XML.

The call will invoke the port methods define on whatever component the component is interconnected with. If those ports are defined as synchronous or guarded, the other component’s logic will execute on the thread of the call.

If the port is not connected and is called, the code will assert. If the design calls for ports that are optionally connected, the connection status can be checked before calling via this function:

*isConnected \_<port name>\_OutputPort(NATIVE\_INT\_TYPE portNum);*

#### Port number calls

A method in the base class can be called to get the number of ports available. The method has the following naming scheme:

*NATIVE\_INT\_TYPE getNum\_<port name>\_<direction>Ports(void);*

where:

*<port name>* = The name given to the port in the “name=” tag in the port section of the XML.

*<direction>* = The direction of the port, *Input* or *Output*.

The developer can use this to automatically scale the code to the number of ports specified in the XML. If the port output function is called with a *portNum* value greater than the number of ports minus one, the code will assert.

### Commands

The pure virtual function to implement a command is derived from the mnemonic in the command declaration in the component XML. The function is declared in the protected section of the class and has the following naming scheme:

*<mnemonic>\_cmdHandler(FwOpcodeType opcode, U32 cmdSeq, < argument list>)= 0;*

where:

*<mnemonic>* = The mnemonic string of the command given in the “mnemonic=” tag in the command section of the XML.

*<argument\_list>* = The list of arguments specified in the “args” section of the command definition XML.

When the command has been completed, a command response method must be called in the base class to inform the dispatcher of the command that it has completed. That function call is as follows:

*void cmdResponse\_out(FwOpcodeType opCode, U32 cmdSeq, Fw::CommandResponse response);*

The *opcode* and *cmdSeq* values passed in by the function should be passed to the command response function as well as a status indicating the success or failure of a command. The opcode is specified in the XML and *cmdSeq* will be set by the command dispatcher to track where the command is in a sequence of commands. If more information about a failure is needed, an event should be specified and called with the additional information (see section 6.7.4). If a command takes a number of steps and the call to the command dispatch function does not complete the command, the opcode and command sequence should be stored for a later call to the command response function.

### Telemetry

A telemetry channel is intended to be used for periodically measure data. It is a snapshot in time, and all values may not be permanently recorded and sent to the command and data handling software. The code generator generates a base class function for each telemetry channel defined in the XML. The developer calls this to write a new value of the telemetry being stored. The function is declared in the protected section of the class and has the following naming scheme:

*tlmWrite\_<channel name>(<type>& arg);*

where:

*<channel name>* = The name given to the port in the “name=” tag in the “channel” section of the XML.

*<type>* = The non-namespace qualified type of the channel as specified in the “data\_type” = tag in the XML.

The argument is always passed by reference to avoid copying. The call internally adds a timestamp to the value. There is a method *getTime()* in the base class if the developer wishes to use a time value for other purposes.

### Events

Events are intermittent and are all recorded to reconstruct a series of actions or events after the fact. The code generator generates a base class function for each event defined in the XML. The developer calls whenever the event to be recorded happens. The function is declared in the protected section of the class and has the following naming scheme:

*log\_<severity>\_<event name>(<event arguments>);*

where:

*<severity>* = the value of the “severity” attribute in the XML for the event

*<event name>* = the name of the event given in the “name” attribute in the XML.

*<event arguments>* = the argument list of the event

The call internally adds a timestamp to the event. There is a method *getTime()* in the base class if the developer wishes to use a time value for other purposes.

### Parameters

Parameters are values that are stored non-volatility and are ways to influence the behavior of the software without requiring software updates. During initialization, the parameters are retrieved and stored in the component base class for later use be the developer’s derived class. If for some reason the parameters cannot be retrieved, the default value specified in the XML is returned. The function is declared in the protected section of the class and has the following naming scheme:

*<parameter type> paramGet\_<parameter name>(Fw::ParamValid& valid);*

where:

*<parameter type>* = the type of the parameter specified by the “data\_type” tag in the XML.

*<parameter name>* = the name of the parameter given in the “name” attribute in the XML

The parameter value is returned by reference to avoid copying the data. The “valid” value should be checked after the call to see what the status of the parameter value is. The possible values of the status and their meanings are:

|  |  |
| --- | --- |
| **Value** | **Meaning** |
| **Fw::PARAM\_UNINIT** | The code to attempt to retrieve the value was never called. This is most likely an error in forgetting to call the *loadParameters()* public function for the component during software initialization. |
| **Fw::PARAM\_VALID** | The parameter was successfully retrieved. |
| **Fw::PARAM\_INVALID** | The parameter was not successfully retrieved and no default was specified. |
| **Fw::PARAM\_DEFAULT** | The parameter was not successfully retrieved but a default was provided. |

Table 6- Parameter Retrieval StatusValues

A virtual method is defined in the base class:

*void parameterUpdated(FwPrmIdType id);*

By default this method does nothing, but the developer can override the method if the implementation needs a notification if a parameter value is updated. It is called each time a parameter is updated.

### Internal Interfaces

When internal interfaces are specified in the component XML, a function is generated that can be called by implementation code to dispatch a message for a message loop. The function has the following name:

*<internal interface name>\_internalInterfaceInvoke(<arguments>);*

A handler function definition is also defined for the function that will be called when the internal interface message is dispatched. The function has the following name:

*<internal interface name>\_internalInterfaceHandler(<arguments>);*

The function is defined as a pure virtual to make sure it is implemented.

### Message Pre-hooks

When asynchronous ports or commands are specified, the code generator defines functions that can be called prior to dispatching the message. This provides a lightweight mechanism to do some work before the message is dispatched. The function is defined as a virtual (not pure) function with a default implementation which is empty. The implementer can override the function with an alternate version.

The function name for ports is as follows:

*void <port name>\_preMsgHook(NATIVE\_INT\_TYPE portNum, <port arguments>);*

The values of the port arguments are passed to the function.

The function name for commands is as follows:

*void <command mnemonic>\_preMsgHook(FswOpcodeType opcode, U32 cmdSeq);*

It does not provide the arguments for the command since they are not extracted until the command message is processed.

### Initialization Code

#### Constructor

The component framework has the option of storing component names for component interconnection testing and tracing. This is enabled or disabled via the class naming configuration discussed in section 9.2. The macro that indicates whether or not the naming is enabled is *FW\_OBJECT\_NAMES.* The developer should define and implement two alternate constructors, one that takes a name argument and one that does not. As seen in the example, the only difference between the two constructor implementations is that the base class constructor needs to be passed the name argument. The user can add any custom constructor code as well, but at this stage the component base class is not initialized so no port calls should be made.

#### Initialization

Each component base class has an *init()* function that must be called before interconnecting components. If the component is queued or active, a queue depth argument must be provided. In addition, there is an optional instance argument if the component is going to be instanced more than once. This function can be called from a parallel *init()* function in the derived class.

#### Task Preamble/Finalizer

Active components provide a preamble prototype for code that can be run once before the thread blocks waiting for port invocations and a finalizer prototype for code that runs when the component exits the message loop. These two functions are called on the thread of the active component. They are declared as virtual functions in C++, so they are not required. The preamble function is named *preamble(void)* and the finalizer *finalizer(void)*. They can be used to do one-time activities such as data structure initialization and cleanup.

## Constructing the Topology

The executing software consists of a set of interconnected components executing on the threads of the active components or driven by other events in the system such as hardware interrupts or timing sources. This section will describe the steps necessary to get the software up and running.

### Instantiating the Components

The constructors in the component base classes have been designed so that the components can be instantiated using whatever memory model the developer wishes. They can be created statically, on the heap, or on the stack. As described in section 6.7.8.1, the constructor has either a name argument or none at all. The developer’s derived class constructors may have extra arguments that are particular to that application. If classes are declared statically, the developer should keep in mind uncertainties about execution ordering.

### Initializing the Components

As discussed in section 6.8.2, each component has an init() call that initializes the component base classes. This call should be made after instantiating the components. For queued and active components, the queue size is passed. The queue should be sized based on an understanding of task priorities and message traffic between the components.

### Interconnecting the Components

The components in the software are interconnected by connecting the ports of the components together. Ports are connected by passing pointers to input ports to the output ports that are calling them. Methods are generated in the component base classes to get input port pointers and pass them to output ports. The following sections describe the connections of different port types.

#### Interface Ports

Interface ports are the regular ports that are used to connect components together. For each port type and name on a component, the method naming scheme is as follows:

Get input port pointer:

*<PortType>\* get\_<port name>\_InputPort(NATIVE\_INT\_TYPE portNum);*

where:

*<PortType>* = The full port type specified in the “data\_type” attribute in the definition of the port in the component XML.

*<port name>* = The name of the port in the “name” attribute of the port definition.

The *portNum* argument to the method should be set to zero if there is only one instance of the port.

Set output port pointer

The value of the input pointer retrieved via the method in the last section is given to an output port of the same type by calling:

*void set\_<port name>\_OutputPort(NATIVE\_INT\_TYPE portNum, <PortType>\*port);*

where:

*<PortType>* = The full port type specified in the “data\_type” attribute in the definition of the port in the component XML.

*<port name>* = The name of the port in the “name” attribute of the port definition.

The *portNum* argument to the method should be set to zero if there is only one instance of the port.

There is a second overloaded version of the method to set an output port when the input port being passed to it is a Serialized port:

*void set\_<port name>\_OutputPort(NATIVE\_INT\_TYPE portNum, Fw::InputSerializePort \*port);*

This is an alternate way of using ports in a more generic fashion that is covered in section XXXXX.

#### Command Ports

As discussed in section 6.6.4, the code generator will create the correct set of command-related ports for a component that has commands defined. For that component, the functions used to get or set command-related port pointers have standard names. The names are as follows:

Get command input port:

*Fw::InputFwCmdPort\* get\_CmdDisp\_InputPort(void);*

Set command status port:

*void set\_CmdStatus\_OutputPort(Fw::InputCmdResponse\_Port\* port);*

Set command registration port:

*void set\_CmdReg\_OutputPort(Fw::InputCmdRegPort\* port);*

For the component(s) that are connected to those ports, they would use the normal methods for accessing the port pointers as described in the last section.

#### Telemetry Ports

The standard port accessor functions for telemetry are as follows:

Set telemetry output ports

*void set\_Tlm\_OutputPort(Fw::InputTlmPort\* port);*

Set time output ports

*void set\_Time\_OutputPort(Fw::InputTimePort\* port);*

#### Event Logging Ports

The standard port accessor functions for logging events are as follows:

Set logging output ports

*void set\_Log\_OutputPort(Fw::InputLogPort\* port);*

*void set\_TextLog\_OutputPort(Fw::InputFwLogTextPort\* port);*

Set time output ports

*void set\_Time\_OutputPort(Fw::InputFwTimePort\* port);*

Note that the *set\_Time\_OutputPort()* call is shared with the telemetry ports. It can be called once for both.

#### Parameter Ports

The standard port accessor functions for parameters is as follows:

*void set\_ParamGet\_OutputPort(Fw::InputFwPrmGetPort\* port);*

*void set\_ParamSet\_OutputPort(Fw::InputFwPrmSetPort\* port);*

### Registering Commands

The pattern for dispatching commands is for a user-implemented command dispatch component to connect an output command port to the input command port for each component servicing commands. Internally, the dispatcher would map the set of opcodes for a particular component to the port that is connected to that component. To aid that process, the code generator creates a command registration function when there are commands specified for a component. It takes as an argument the port number on the dispatcher component that is connected to the component’s command port. The registration port should be connected to the dispatcher’s registration port as described in section 6.8.3.2. Then the *regCommands()* method can be called in the component, which will invoke the registration port for each of the opcodes defined. This method should be called for each component that has commands.

### Loading Parameters

Section 6.8.3.5 describes how to connect a parameter output port to a component providing parameter storage. After the two components are connected, the base class method *loadParameters()* can be called. That method will request the values of all parameters for that component via the parameter port. From then on they will be available to the implementation class for use. Although it is common to only read parameters at software initialization, there is nothing that prevents a re-read after the software is running by invoking the *loadParameters()* call again in the event the parameter storage was updated.

### Starting Active Components

The last action in constructing the topology is to start the tasks for any active components. The *start()* method is found in the *ActiveComponentBase* base class in *Fw/Comp/FwActiveComponentBase.hpp*. The arguments and their meanings are as follows:

|  |  |
| --- | --- |
| **Argument** |  |
| **identifier** | A thread-independent value that is used to identify activities of the thread. Should be unique in the system. |
| **priority** | The execution priority of the task. 0 = low priority, 255 = high priority |
| **stackSize** | The size of the stack given to the task. |

Table 7 - Active Component Start() arguments

As mentioned in section 6.7.8.3, the functions *preamble()* and *finalizer()* will be run once before and after the loop waiting for port invocations.

# Utilities

The framework provides a number of services and utilities for the developer. The service classes are also used by the code generator. They are as follows:

## OS Libraries

The framework provides OS services abstraction classes to allow developers to write code in a more portable fashion. Implementations of these classes are provided for Unix variants (POSIX), Mac OS and VxWorks. Additional ports can be done by providing additional implementations as a new OS is added.

### Tasks

Tasks are called threads under Unix variants, and tasks under VxWorks. A developer may wish to start tasks to wait on an event or a resource that is not a port invocation. The OsTask class definition can be found in *Os/OsTask.hpp.* The OS implementations are found in various subdirectories. Active components use these classes to implement their features. The methods of the class are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **start()** | Starts the task. The arguments are:   |  |  | | --- | --- | | **Argument** | **Description** | | **name** | String name of the task. | | **identifier** | A user-selected unique integer identifying the task. | | **priority** | The priority of the task. 0 is lowest, 255 is highest. NOTE: Opposite to VxWorks priorites. VxWorks adaptation reverses the values internally. | | **stackSize** | The size of the stack, in bytes. | | **routine** | The function that will be called in the new task context. | | **arg** | An argument passed to the thread. The *arg* argument to the routine will be set to this value. | | **cpuAffinity** | In SMP systems, specify a processor core to run task. A value of -1 means no preference. | |
| **getIdentifier()** | Returns the task identifier passed in the *start()* function. Useful when you have a collection of tasks to iterate over. |
| **delay()** | Suspends execution of the task for the specified number of milliseconds. |
| **getNumTasks()** | Returns the number of active tasks in the system. |
| **suspend()** | Suspends the execution of the task. Not available on all operating systems. |
| **resume()** | Resumes execution of the task after a suspend() was issued. Not available on all operating systems. |
| **wasSuspended()** | Returns a Boolean to indicated whether or not the task was suspended via the suspend() call, or if it was suspended due to some other issue such as an exception. |
| **isSuspended()** | Check to see if the task is currently suspended. |
| **setStarted()** | Tells the task object that the task routine was called. Should be called from the routine registered in the start() call. |
| **isStarted()** | Returns true if the task routine was started successfully. Set by setStarted(). |
| **registerTaskRegistry()** | Allows a task registry to be passed for registering the task. This is a static call that should be called only once to register a singleton. See section 7.1.2 for a description. |

### Task Registry

Task registries are meant to be used to track all Task instances in the system. The concept is that this registry would contain pointers to all the instances and be able to iterate over them and perform actions. The file *Os/Task/Task.hpp* provides a base class definition of a registry with the *addTask()* and *removeTask()* pure virtual function definitions. Developers would write their own derived classes to implement a registry that is appropriate for their system.

### Mutexes

The class definition can be found in *Os/Mutex.hpp*. The functions *lock()* and *unlock()* lock and unlock the mutex. The mutex is unlocked after construction.

### Message Queues

The class definition can be found in *Os/Queue.hpp*. This class implements message queues. The methods are as follows:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **create()** | Creates the message queue. The arguments are as follows:   |  |  | | --- | --- | | **Argument** | **Description** | | **name** | A string identifying the queue. If the OS supports it, it will be used to name the queue. | | **depth** | The number of messages that a queue will support before dropping messages. | | **msgSize** | Maximum size of a message. | | **block** | A flag to indicate whether or not message receive calls should block. | |
| **send()** | Send a message on the queue. The arguments are as follows:   |  |  | | --- | --- | | **Argument** | **Description** | | **buffer** | Buffer to send. This version of the function takes a reference to a SerializeBufferBase instance. This is used by the framework to send serialized port calls. | | **priority** | The priority of the message. Depending on the underlying OS implementation, the messages are received in priority order. | |
| **send()** | Send a message on the queue. The arguments are as follows:   |  |  | | --- | --- | | **Argument** | **Description** | | **buffer** | Buffer to send. This version of the function takes a pointer to a byte buffer. | | **priority** | The priority of the message. Depending on the underlying OS implementation, the messages are received in priority order. | |
| **receive()** | Receive a message from the queue. The arguments are as follows:   |  |  | | --- | --- | | **Argument** | **Description** | | **buffer** | Serialized buffer to put received message in. This version of the function takes a reference to a SerializeBufferBase instance. This is used by the framework to receive serialized port calls. | | **priority** | The priority of the received message. | |
| **receive()** | Receive a message from the queue. The arguments are as follows:   |  |  | | --- | --- | | **Argument** | **Description** | | **buffer** | Byte buffer to put received message in. This version of the function takes a pointer to a byte buffer. | | **capacity** | The capacity of the receiving buffer. If it is not large enough for the message, the message will not be written and the function will return with an error. | | **actualSize** | The size of the received message. Will not exceed capacity. | | **priority** | The priority of the received message. | |
| **getNumQueues** | Returns the number of message queues created in the system. |

### Interval Timer

The class definition can be found in *Os/IntervalTimer.hpp*. An interval timer is a facility that starts and stops the measurement of passage of time in the system. It is not an expiration timer that signals when it is complete. It is used to measure execution times of or to timestamp software activities. The methods and their descriptions are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **start()** | Saves the start time of the timer. |
| **stop()** | Saves the stop time of the timer. |
| **getDiffUsec()** | Returns the time difference between start and stop in microseconds. |
| **getDiffUsec()** | Overloaded version that takes two times, subtracts them, and returns the difference in microseconds. |
| **getDiffNsec()** | Version that takes two times, subtracts them, and returns the difference in nanoseconds. |
| **getDiffRaw()** | Returns the difference between two raw time values in raw time. |
| **getSumRaw()** | Returns the sum of two raw time values in raw time. |
| **nanoSecPerClockTick()** | Returns the number of nanoseconds per clock tick. |
| **toNanoSec()** | Returns the number of nanoseconds passed since the hardware clock was zero. |
| **getRawTime()** | Gets the current raw time value. Can be used for time-tagging events. |

### Watchdog Timer

The class definition can be found in *Os/WatchdogTimer.hpp.* A watchdog timer schedules a callback at the specified time in the future. It is a one-shot timer; it needs to be rescheduled each time. The methods and their descriptions are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **startTicks** | Starts the timer and gives the expiration in units of system ticks. The arguments are:   |  |  | | --- | --- | | **Argument** | **Description** | | **delayInTicks** | Ticks to delay. OS/platform specific. | | **p\_callback** | Function to call when timer expires. | | **parameter** | Value passed to callback | |
| **startMs** | Starts the timer and gives the expiration in units of milliseconds. The arguments are:   |  |  | | --- | --- | | **Argument** | **Description** | | **delayInMs** | Milliseconds to delay. Could be rounded up to the next system timer interval in ticks. | | **p\_callback** | Function to call when timer expires. | | **parameter** | Value passed to callback | |
| **restart()** | Restart the timer using the value passed to *startTicks()* or *startMs().* If a different expiration time is desired, the start functions should be called instead. |
| **cancel()** | Cancel the timer in progress. The callback will not be called. |

### Interrupt Lock

The class definition can be found in *Os/InterruptLock.hpp.* An interrupt lock prevents interrupts from preempting the execution of code execution. It can be used as a very lightweight mutex on platforms that support interrupt locking, but should be used carefully as it is not subject to priorities like a conventional mutex. In addition, it defers interrupts that could be time critical so the code executed between the locking and unlocking should be very short in duration. This is a portable interface, but the user should be aware of the behavior for each OS. The methods and their descriptions are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **lock()** | Lock interrupts |
| **unlock()** | Unlock interrupts |
| **getKey()** | Returns the interrupt lock key, if used by the OS. This is typically not needed. |

### File

The class definition can be found in *Os/File.hpp.* The File class attempts to abstract the most common file functions to a class interface to make porting code that does file accesses easier. The methods and their descriptions are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **open()** | Open the file with the given filename and mode. |
| **seek()** | Move the current location of the file to the offset. If absolute = true, move it relative to the beginning of the file, otherwise relative to the current location. |
| **read()** | Reads data from the file into a buffer. The arguments are as follows:   |  |  | | --- | --- | | **Argument** | **Description** | | **buffer** | Destination buffer for data | | **size** | Size to read. When read is complete, size is modified to actual size. | | **waitForFull** | If true, wait until full size is read, continuing reads when signals are encountered. If end-of-file is encountered, will return with less than full amount requested. | |
| **write()** | Writes data to the file from a buffer. The arguments are as follows:   |  |  | | --- | --- | | **Argument** | **Description** | | **buffer** | Source buffer for data | | **size** | Size to write. When write is complete, size is modified to actual size. | | **waitForDone** | If true, wait until full size is written, continuing writes when signals are encountered. | |
| **close()** | Close the file. The file is automatically called by the destructor, but this method provides a way to manually close it as well. |
| **getLastError()** | Returns the last error value. Meant to abstract errno. |
| **getLastErrorString()** | Returns a text description of the error for the last file operation. Meant to abstract strerror(); |

### Directory

The class definition can be found in *Os/Directory.hpp*. The class consists of a set of static functions to do basic directory operations. The methods and their descriptions are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **create** | Create a directory at the path location specified. Directory separators are OS specific, but typically “/”. If the leading directory separator is omitted, it will be created relative to the current working directory. |
| **remove** | Remove the directory at the path specified. |
| **changeTo** | Change the working directory to the specified path. |

### Log

This class definition can be found in *Os/Log.hpp*. It is an interface to a system logging facility. It is meant to abstract the VxWorks logging facility. The methods and their descriptions are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **logMsg** | Log a text message. The arguments are:   |  |  | | --- | --- | | **Argument** | **Description** | | **fmt** | Format string to fill and print | | **a1 to a6** | Values to be printed. They will be inserted into the format string based on the format string specifiers. The type of the argument is POINTER\_CAST (normally an integer), but a typical usage is to cast the values to display to POINTER\_CAST and allow the format string extraction to get the correct value. This can include strings (char\*), but the location in memory that holds the string must persist since the format string may be printed on another task in the system. | |

## Other Utilities

### Assert

The framework provides (and uses) asserts to perform run-time checks for software errors. They are a method for verifying conditions that should be true unless there is a software or processor error.

#### Usage

The definition for the framework provided assert can be found in *Fw/Types/Assert.hpp.* The user calls the FW\_ASSERT macro with up to six arguments provided. The arguments can consist of any of the types defined in section 6.3. The arguments to the assert call are of type PolyType (see 6.5). There are constructors provided for all the basic types, so the assert can be called with the arguments directly. There will be an implicit temporary PolyType instance created automatically by the compiler.

void myfunc(U32 someArg, F32 someVal) {

// check the value

FW\_ASSERT(someArg < 10,someArg,someVal);

…

}

In the above example, *someArg* is checked to be below a value of 10. If that is not true, the assert will execute and store the values of *someArg* and *someVal* as well as the file and line number*.* The PolyType instance does not have to be declared explicitly but is done implicitly by converting the argument to a temporary instance of PolyType. It can be assumed that the call to FW\_ASSERT will not return.

#### Hook

By default, when FW\_ASSERT is called the framework prints a message about the location of and arguments to the macro and then calls the C assert() function. Alternatively, the framework also provides a function that allows the registration of a user-defined handler. The handler is registerAssertHook and can be found in *FwAssert.hpp.* The assert hook will be called with a string representing the text of the assert. The user implements a derived class that implements the reportAssert()pure virtual method, and does whatever project specific logic is required.

#### Configuring

In some cases, it is desirable to remove all asserts once the code is mature. See section Error: Reference source not found on how to configure asserts to remove them.

# Unit Testing

The component architecture supports a pattern for unit testing components by providing the ability to generate counterpart test components from the same XML files that are used to generate the components being tested. In addition, the build system supports building standalone test binaries with only the unit test code and supporting modules. An example of a unit test can be found in *Autocoders/templates/test/ut*, which tests the component in *Autocoders/templates*. The Linux native target will be used for the example. The procedure for writing a unit test is as follows:

## Generate the Unit Test Component

The first step is to generate the test component.

### Generating the Test Component

The build system has specific targets for generating test components. From the module directory where the XML file for the component resides, type:

make testcomp

This will generate the test component files. They have following names:

TesterBase.hpp(.cpp) – Tester base class. Defines all the routines for checking component interfaces.

GTestBase.hpp(.cpp) – Another base class that adds more checking using the GoogleTest framework. This class is derived from the base class in TesterBase.hpp.

Tester.hpp(.cpp) – A class that automatically connects all the ports between the component and the test component and initializes the components.

If the XML files for a component are changed, the target should be re-run to regenerate the test code.

### Move the Test Component Files

Since the component directory itself is meant to be compiled into an overall deployment executable, the test component source files need to be moved to a directory where they can be compiled into a standalone unit test. The build system has some standard targets defined if the unit test files are placed in a specific directory. For a given module, place the generated test component files in *<module directory>/test/ut*. In the module directory, edit the file *mod.mk* and add an entry *SUBDIRS = test*. In the *<module directory>/test* directory, add another *mod.mk* file with the only entry being *SUBDIRS = ut*. Finally, the unit test directory will have a *mod.mk* which has contents similar to the following:

**TEST\_SRC** = TesterBase.cpp GTestBase.cpp Tester.cpp TestComponentImpl.cpp

**TEST\_MODS** = <Component under test directory> Fw/Cmd Fw/Comp Fw/Port Fw/Prm Fw/Time Fw/Tlm Fw/Types Fw/Log Fw/Obj Os Fw/Com

The *TEST\_SRC* variable defines files locally compiled to the unit test executable. For the regular components in the module directory, placing the XML definitions in the SRC variable in mod.mk file will automatically cause the XML files to be generated into C++ files which are then compiled. For the unit tests, the generated test component files must be manually added to the *TEST\_SRC* variable to be compiled. Any other test source code that is used can also be added to *TEST\_SRC*.

The *TEST\_MODS* variable defines the modules that the unit test executable will link to. The entries are the directory names where the modules reside relative to the root of the source code. The module with the component being tested must also be listed. The modules for the framework itself need to be included. The following table lists the TEST\_MODS entries needed:

|  |  |
| --- | --- |
| **TEST\_MODS entry** | **When Needed** |
| **Fw/Obj** | Always needed; has object base |
| **Fw/Comp** | Always needed; has component base classes |
| **Fw/Port** | Always needed; has port base classes |
| **Fw/Types** | Always needed; has framework type definitions and implementations |
| **Os** | Need if an active component is being tested |
| **Fw/Cmd** | Needed if the component has commands |
| **Fw/Tlm** | Needed if the component has telemetry |
| **Fw/Log** | Needed if the component has events |
| **Fw/Prm** | Needed if the component has parameters |

When the contents of *mod.mk* in the *test/ut* directory have been added, invoke the target “make gen\_make” from the deployment directory to make the build system aware of the new files.

## Write a Derived Class

Writing test code for the generated test component follows the same pattern as a regular component. The user defines and implements a class that is derived from the generated test component base class. The difference is that the port invocation directions are reversed, since the ports are reversed. In addition, special methods are generated that help the developer invoke commands, telemetry, events and parameter settings. The developer should derive from the class defined in *GTestBase.hpp* or from the class defined in *TesterBase.hpp* if they don’t wish to use GoogleTest.

### Ports

Since the ports are reversed, the functions generated to test the port connections are reversed as well. They follow the same pattern as the ports in the regular components – input ports generate pure virtual functions in the test component base class that must be overridden, and output ports are base class member functions that can be called. The naming convention is the same as the regular components. They have the form:

*from\_<port name>\_handler(…);*

*invoke\_to\_<port name>(…);*

### Commands

The test component code generator generates functions in the base class for each command. The function has arguments for each of the arguments specified in the command XML. When the developer wishes to test a command the function can simply be invoked with the desired values. The functions have the following naming convention:

*sendCmd\_<command mnemonic>\_cmd(…arguments)*

When the command is invoked and the component being tested reports the command status via the command status function, the *cmdResponseIn()* virtual method will be called in the test component.

#### Command History

##### Clearing History

Command history can be cleared by calling:

*this->clearHistory();*

##### Checking History

ASSERT\_CMD\_RESPONSE\_SIZE(n) – check number of command responses

ASSERT\_CMD\_RESPONSE() – check the contents of the command response

### Telemetry

Since the component being tested calls methods to report telemetry and those end up invoking a telemetry output port, the test component base class defines a set of virtual handler functions for each telemetry value. The developer implements the functions to check the telemetry values. The naming convention for the virtual functions is:

*tlmInput\_<channel name>(Fw::Time &timeTag, <channel type> arg);*

#### Telemetry History

##### Clearing Telemetry History

Telemetry history can be cleared by calling:

*this->clearTlm();*

##### Checking History

The total number of telemetry channels received can be checked by calling:

*ASSERT\_TLM\_SIZE(n);*

The number of receipts of a particular channels can be checked by calling:

*ASSERT\_TLM\_<channel name>\_size(n);*

The contents of an channel can be checked by calling:

*ASSERT\_TLM\_<channel name>(index,<args>);*

The index is used to check when more than one channel of a particular type has been received.

### Events

#### Event History

##### Clearing Events

Event history can be cleared by calling:

*this->clearEvents();*

##### Checking History

The total number of events can be checked by calling:

*ASSERT\_EVENTS\_SIZE(n);*

The number of receipts a particular event can be checked by calling:

*ASSERT\_EVENTS\_<event name>\_size(n);*

The contents of an event can be checked by calling:

*ASSERT\_EVENTS\_<event name>(index,<args>);*

The index is used to check when more than one event of a particular type has been received.

### Parameters

Parameter values can be staged for the component under test. They should be staged prior to calling the *loadParameters()* function. The parameter functions are of the form:

*void paramSet(<parameter value>,Fw::ParamValid valid);*

## Connecting the Test Components

The component being tested and the component under test are interconnected in the same way that components are in applications. The test component has input and output ports that are mirrors of the corresponding ports on the component being tested. They can be interconnected in the way described in section 6.8.3. A C *main()* function should be supplied as an entry point.

## Testing Active Components

Passive or Queued components can be tested by calling the ports that exercise the functionality of the component since they have no thread. For Active components, normally a thread is started to empty the message queue for asynchronous ports. For unit testing, running a thread can be problematic because the component thread can stall while the thread running the test continues, making it harder to get results of code that runs on the thread. Instead, the user can follow the following procedure to empty the message queue without spawning a thread:

1. When declaring the derived implementation class (see section 6.7) for the component, declare a “friend” class for the class. Friend classes are allowed to access data and methods for a class that are not declared public.
2. Give the test component (see section 8.2) class name the same name as the friend class declared in the first step.
3. The following functions that normally execute on the thread of the component can be manually invoked from the test component:

* preamble() – executes the preamble code of the implementation class.
* finalizer() – executes the finalizer code of the implemention class
* doDispatch() – A message is placed in the component message queue whenever an asynchronous input port or command is invoked. A subsequent call to *doDispatch()* retrieves that message from the message queue and invokes the handler in the implementation class.

## Writing the Tests

Unit tests typically consist of using the test component to invoke enough of the component functionality such that required behavior is verified and a desired level of code coverage is achieved. This can be accomplished by writing a set of individual public methods in the test component for each test scenario. The Google Test framework (https://code.google.com/p/googletest) is distributed as part of the code repository to provide a method of executing the tests and verifying the result. To use it, add the module *gtest* to the *TEST\_MODS* variable in the *test/ut/mod.mk* file as described in section 8.1.2.

## Building the Unit Test

The build system supplies targets for building unit test executables. From the module directory (*not* *<module\_dir>/test/ut*), type: “make ut”. Any modules that the unit test depends on will automatically be built.

## Running the Unit Test

The unit test binary is placed in a binary directory in the *test/ut* directory. For the Linux example, it would be *linux-linux-x86-debug-gnu-4.7.2-bin*. The binary can be run directly from the command line or invoked via a special build system target. One of the envisioned purposes for the standard unit test targets is to be able to run them as a part of a suite of regression tests. Some unit tests may require that test data be generated prior to execution or may require special command line arguments. For this reason, the unit test target does not directly run the binary but instead runs a script with an expected name. For Linux, this script is *<module\_dir>/test/ut/runtest\_LINUX*. Users write this script and do any setup and teardown necessary as well as running the binary. Since binary directory names are likely to change over time due to new compiler configurations, the build system passes the binary output directory as the first argument to the script. Users can append that argument to the unit test path to run the binary and not have to edit the script when a new compiler version is added. A template for this script is provided in *mk/make\_templates/runtest\_LINUX*. Once the script is added, from the module directory, type “make run\_ut”

# Configuring the Architecture

The architecture has a number of features that can be enabled or disabled depending on how resource-constrained the target environment is or what features are desired. The configuration is done by defining C macro values that activate or disable code. Default values are defined in *Fw/Cfg/FwConfig.hpp*. Users can change these values or override them using compiler flags if different settings are desired for different deployments. Users can also use the macros in their own code if they have code that is dependent on that feature.

## Supported Types

The architecture is designed to be portable to different processor architectures. Some architectures such as small microcontrollers do not support the full range of types. The architecture supports a non-sized integer type named NATIVE\_INT\_TYPE. NATIVE\_INT\_TYPE is recommended for code (e.g. loop variables) where a particular size is not needed in order to make it more portable. An additional type NATIVE\_UINT\_TYPE is available for unsigned variables. These types are defined in *Fw/Types/BasicTypes.hpp* and use compiler macros for sizing. If compilers other than GNU and LLVM (MacOS) are desired, additional code and macros have to be added to specify which types are available. The macros used to add or remove the different typed are as follows:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_HAS\_64\_BIT** | The architecture supports 64-bit integers |
| **FW\_HAS\_32\_BIT** | The architecture supports 32-bit integers |
| **FW\_HAS\_16\_BIT** | The architecture supports 16-bit integers |
| **FW\_HAS\_F64** | The architecture supports 64-bit double-precision floating point values |

## Object Naming

The architecture can store names for each object created. This is useful when using object registries or tracing to see what objects exist and how they interact. The object naming does increase the per-object storage and code size, so in a resource-constrained environment disabling this feature might be desirable. This macro should be used in developer implementation classes to call the correct constructor in the code generated base classes (See section 6.7.8.1). The macros related to this feature are as follows:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_OBJECT\_NAMES** | Enables storage of the name as well as code to retrieve it. |
| **FW\_OBJ\_NAME\_MAX\_SIZE** | Sizes the buffer used to store the object name. If the size of the string passed to the code generated component base classes is larger than this size, the string will be truncated. FW\_OBJECT\_NAMES must be set for this to have any effect. |

## Object Registry

An object registry is a class that holds a list of framework component and port objects. The registry can be used to list all the objects, or call common functions on all objects. A base class for the object registry is defined in *Fw/Obj/ObjBase.hpp*, and a simple implementation can be found in *Fw/Obj/SimpleObjRegistry.hpp*. The macros to configure this feature are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_OBJECT\_REGISTRATION** | Enables object registries. |
| **FW\_OBJ\_SIMPLE\_REG\_ENTRIES** | The size of the array in the simple object registry used to store objects. FW\_OBJECT\_REGISTRATION must be set. |
| **FW\_OBJ\_SIMPLE\_REG\_BUFF\_SIZE** | The size of the buffer used to store object names in the simple registry. FW\_OBJECT\_REGISTRATION must be set. |

## Object to String

The framework port and object classes have an optional *toString()* method. This method by default returns the instance name of the object, but toString() is defined as a virtual method so a developer class can override this and provide custom information. The macros to configure this feature are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_OBJECT\_TO\_STRING** | Enables the *toString()* method. FW\_OBJECT\_NAMES must be enabled for this to have any effect. |
| **FW\_OBJ\_TO\_STRING\_BUFFER\_SIZE** | Defines the buffer size used to store *toString()* results. |
| **FW\_SERIALIZABLE\_TO\_STRING** | Defines a toString() method for code generated serializable types to display the value. See section 6.6.1.1 for serializables. |
| **FW\_SERIALIZABLE\_TO\_STRING\_BUFFER\_SIZE** | Defines the size of the string that holds the toString() result for code generated serializables. |

## Asserts

The assert feature is described in section 7.2.1. The assert can be configured in the following ways:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_ASSERT\_LEVEL** | Sets the level of reporting for the asserts. Here are the values:   |  |  | | --- | --- | | **Value** | **Definition** | | **FW\_NO\_ASSERT** | Asserts turned off. The code to check the condition is not compiled. Some developers prefer this once the code has been tested to regain some processing performance. | | **FW\_FILEID\_ASSERT** | An integer value for the file where the assert occurs (as opposed to \_\_FILE\_\_). This saves a lot of code space since no file name is stored. The make system supplies this to the compiler by hashing the file name. A list of hash values for each compiled file can be found in *mk/hash*. | | **FW\_FILENAME\_ASSERT** | The \_\_FILE\_\_ macro is used in the assert to tell which file the assert occurred in. | |
| **FW\_ASSERT\_TEXT\_SIZE** | The size of the buffer used to store the text of the assert. |

## Port Tracing

When components are interconnected, it is often useful to trace the set of invocations through components and ports. The port base class has a *trace()* call that is invoked by the derived port classes whenever the port is invoked. The *trace()* call calls *Os::Log::logMsg()* with the name of the port. Calling the port base class method *setTrace()* turns global tracing on and off. Individual ports can be have tracing turned on and off by calling the *overrideTrace()* method on the port instance. The macros to configure this feature are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_PORT\_TRACING** | Enable port tracing. |

## Port Serialization

As discussed in the architectural document, a port type (*Input/OutputSerializePort*) exists that has no interface type, but instead receives (or sends) a serialized form of the port invocation for the attached port. The primary pattern for this is to invoke components on remote nodes. The code generator generates code in each port that will serialize or deserialize the invocation if it detects that it is connected to a serializing port. If development is for a single node, this feature can be disabled to reduce the code size. The macros to configure this feature are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_PORT\_SERIALIZATION** | Enables port serialization |

## Serializable Type ID

As described in Section 6.6.1, serializable types can be defined for use in the code. When objects of those types are serialized, an integer representing the type ID can be serialized along with the object data. This allows the type to be determined later if only the serialized form is available. Turning off this feature will lower the amount of data moved around for a given object when it is serialized. The macros to configure this feature are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_SERIALIZATION\_TYPE\_ID** | Enables serializing the type ID. If this is not defined, the type ID will not be stored when serializing. |
| **FW\_SERIALIZATION\_TYPE\_ID\_BYTES** | Defines the size of the serialization ID. Fewer bytes means that less data storage is needed, but also limits the number of types that can be defined. |

## Queue Name

The Os::Queue class stores a queue name as private data. The macros to configure this feature are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_QUEUE\_NAME\_MAX\_SIZE** | Defines the size of the string buffer that stores the queue name. |

## Task Name

The Os::Task class stores a task name as private data. The macros to configure this feature are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_TASK\_NAME\_MAX\_SIZE** | Defines the size of the string buffer that stores the task name. |

## Command Buffers

The arguments for each command are serialized into a buffer which is passed to the components for deserializing. The buffer must be large enough to serialize the arguments for the largest command in the system. If the command argument buffer is too small, the code will assert when attempting to store the argument data. Commands can optionally have a string argument which is specified to be a particular number of characters. A buffer is defined to store a maximum size of string arguments across the system. The macros to configure these features are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_CMD\_ARG\_BUFFER\_MAX\_SIZE** | Defines the size of the command argument buffer. |
| **FW\_CMD\_STRING\_MAX\_SIZE** | Defines the maximum size of a string argument in the system. Cannot be greater than FW\_CMD\_ARG\_BUFFER\_MAX\_SIZE. |

## Telemetry Buffers

Telemetry values are serialized by the component into a buffer and sent via an output telemetry port to another component for storage. The buffer must be large enough to serialize the value of the largest telemetry type in the system. Telemetry channels can optionally have a string value which is specified to be a particular number of characters. A buffer is defined to store a maximum size of string telemetry values across the system. The macros to configure these features are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_TLM\_BUFFER\_MAX\_SIZE** | Defines the size of the telemetry buffer. |
| **FW\_TLM\_STRING\_MAX\_SIZE** | Defines the maximum size of a telemetry string value in the system. Cannot be greater than FW\_TLM\_BUFFER\_MAX\_SIZE. |

## Parameter Buffers

Parameter values are deserialized by the component from a buffer received from a parameter management component. The buffer must be large enough to serialize the value of the largest parameter type in the system. Parameters can optionally be a string value which is specified to be a particular number of characters. A buffer is defined to store a maximum size of string parameter values across the system. The macros to configure these features are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_PRM\_BUFFER\_MAX\_SIZE** | Defines the size of the parameter buffer. |
| **FW\_PRM\_STRING\_MAX\_SIZE** | Defines the maximum size of a parameter string value in the system. Cannot be greater than FW\_PRM\_BUFFER\_MAX\_SIZE. |

## Logging Buffers

The arguments for each event are serialized into a buffer which is created by the components and sent via a logging port to the component handling events. The buffer must be large enough to serialize the arguments for the largest event in the system. If the event argument buffer is too small, the code will assert when attempting to store the argument data. Events can optionally have a string argument which is specified to be a particular number of characters. A buffer is defined to store a maximum size of string arguments across the system. The macros to configure these features are:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_LOG\_BUFFER\_MAX\_SIZE** | Defines the size of the log buffer. |
| **FW\_LOG\_STRING\_MAX\_SIZE** | Defines the maximum size of a log string value in the system. Cannot be greater than FW\_LOG\_BUFFER\_MAX\_SIZE. |

## Text Logging

Event functions that are called are turned into two output port calls. One is a binary port that is used to store the event to be transported to ground software or a testing interface external to the software. The component also takes the format string specified in the XML and populates it with the event arguments, and calls an output port with a readable text version of the event. This is meant to be used for a console interface so the user can see, in text form, the same events being stored for transmission. A component with the text logging input port can be used to display the text. A very simple implementation of this can be seen in *Svc/PassiveConsoleTextLogger*. In a resource-constrained environment or in a flight implementation where the console is not viewable, the text formatting and extra code can consume an undesirable number of processor cycles. For this reason, the text logging can be turned off via a macro. This compiles out the code and format strings for text logging. The macros to configure text logging are as follows:

|  |  |
| --- | --- |
| **Macro** | **Definition** |
| **FW\_ENABLE\_TEXT\_LOGGING** | Enables or disables text logging. |
| **FW\_LOG\_TEXT\_BUFFER\_SIZE** | Defines the maximum size of a text string representation of the event. |

## Ground Interface Tuning

Different ground systems require different sizes of parameters stored in the downlink packets. Macros defined in *FwConfig.hpp* allow different projects to change the size of the parameters to suite the ground system. These types are defined via macro instead of using *typdef* so that the compiler can override it on a target/deployment basis. The types that can be modified are as follows:

|  |  |
| --- | --- |
| **Type** | **Description** |
| FwPacketDescriptorType | The first field in a downlink or uplink packet indicates what packet type is being encoded. (See Fw/ComPacket.hpp) This sets the size of that field. |
| FwOpcodeType | This type defines the storage size for command opcodes |
| FwChanIdType | This type defines the storage size for telemetry channel IDs |
| FwEventIdType | This type defines the storage size for event IDs |
| FwPrmIdType | This type defines the storage size for parameter IDs |
| FwBuffSizeType | This type defines the storage size for the field that indicates how many bytes are stored for a buffer type like a string |
| FwEnumStoreType | This type defines the storage size for enumerations defined in XML declarations for components. |

## Time Base

The F` time tags have a field that specifies the time base of the time tag. A time base is defined as a clock in the system correlated with a known epoch. It is often the case that when a system is being initialized it does not always have access to a clock correlated to surface operations. It can transition through several time bases (processor, radio, Earth) on the way to becoming fully operational. The *TimeBase* type defines the set of clocks in the system that can produce a time tag. It lets users of the system see which clock was used when time tagging telemetry.

# Modeling

Much of the XML can be generated via a MagicDraw plug-in that takes SysML models and emits the XML. The modeling is a topic that will be documented in the future but at the writing of the version of the User’s Guide help from the ISF team is required.