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1. **Introduction**

There are two goals to this project: the first is to develop a socket-based application that uses the FTP protocol to download a file remotely, and the second is to configure a computer network able to interact with each other and access the internet using 3 different computers, analysing its usage. As a final experiment, a computer in the previously mentioned computer network will use the download application to communicate with the internet and download a file.

This report will feature both the development aspects of each desired goal and an examination of the computer network’s usage throughout the 6 experiments that took place.

1. **Download Application**
   1. **Architecture**

The download application is a C language program that utilizes the FTP standard protocol (RFC959) and makes use of the URL syntax (RFC1738) that allows users to download a single file remotely. Its usage is as follows:

./download ftp://[<user>:<password>@]<host>/<url-path>

Firstly, it opens a connection to the target server using a ***main*** socket. After establishing connection and receiving an acknowledgement, it sets up for passive data download by logging into the server with the user-given credentials and engaging passive mode. It does this by sending the following FTP commands in order:

1. user <user>
2. pass <password>
3. pasv

Subsequently, and if these requests are successful, the server will respond with a sequence of numbers containing the IP address and, finally, two numbers which make up a new port pertaining to the data which will be transferred by the server, and to which the client should connect to. This port will be parsed and connected to using a new ***download*** socket.

Before the data download begins, the application opens a new file locally, where the transferred data will be written. Afterwards, the application sends a request through the ***main*** socket to receive the file, using the following command:

retr <url-path>

rIf the server recognizes this command successfully, it will return a reply specifying the file size of the requested file. This size will be parsed accordingly and used to finalize the data reading when this file size is reached.

Now, the download will now formally begin. Data packets with maximum size of 512 bytes are read by the application from the ***download*** socket until finished. When data transfer is done, both the ***main*** and ***download*** sockets are closed, and the application exits accordingly.

The developed download application is split into 3 main files:

* *main.c*, which englobes the steps of the main flow of the application (estabilishing the initial connection to the server, for example). It is the highest level and least specific layer of the program.
* *connection.c*, which takes care of specific functionalities of the program, (reading a socket reply, for example). This module acts as an API to the *main.c* file and consists mostly of FTP command sending and handling.
* *socket.c,* which is comprised only of socket-related functions (opening a socket, closing a socket, etc.). It is the lowest level layer of the program.
  1. **Download Testing Report**

Numerous tests were made to make sure the download application returned a transferred file correctly independently of the file size. The following files were downloaded:

* *timestamp.txt* (Program Usage: ./download <ftp://ftp.up.pt/pub/kodi/timestamp.txt>)
* *crab.mp4* (Program Usage:<ftp://rcom:rcom@netlab1.fe.up.pt/files/crab.mp4>)

In the Attachments section of this report, both of the downloads’ console logs can be found, boasting displayed server replies and step-by-step prints.

1. **Computer Network Configuration and Analysis**

In this section, we will explain how each experiment’s network was configured and analyse its usage logs, captured using Wireshark. Any letter **Y** in the IP addresses represents the workstation number and differentiates between experiment locales.

* 1. **Experiment 1**
  2. **Experiment 2**
  3. **Experiment 3**
  4. **Experiment 4**
  5. **Experiment 5**
  6. **Experiment 6**