# 1. 数据库连接池技术

以我们现在所学技术来做项目的话，我们会在每个DAO方法中都执行一遍获取连接池对象和释放连接资源的操作。但在实际项目中，数据访问量可能非常大，则这样的做法会频繁地创建对象和释放资源。（因为Servlet就是多线程的，多用户并发访问Servlet就会产生多个线程访问下层的service和DAO层，因而多个线程访问数据库）。

但是，数据库连接资源是十分宝贵的，频繁创建和释放对象会耗费很大资源，降低了系统的效率。该问题就可通过数据库连接池来解决。可以在应用启动时，就预先创建好多个数据库连接，并把这些连接对象缓存起来，这个缓存的地方就是“数据库连接池”。当后续需要使用连接对象时，直接从池中取出一个对象提供给应用使用，当应用使用完毕后，再把对象“还回”到数据库连接池中。这样，实现了效率的提高。

## 1.1 模拟数据库连接池——理解原理

上面我们了解了连接池的基本原理，其实我们完全可据此自己编写代码模拟一个简陋的连接池。编码很简单，所谓的连接池就是内存中用于存放连接对象的缓存，使用数组或集合存储起来即可。注意的一点是，当提供给程序使用完后，不能调用close()方法关闭掉，而应该提供一个方法回收对象，这样实现重复利用。

因此一个简陋的数据库连接池代码如下：

|  |
| --- |
| **package** com.company;  **import** java.sql.Connection; **import** java.util.Collections; **import** java.util.LinkedList; **import** java.util.List;  *// 一个简单的数据库连接池* **public class** SimpleConnPool {  **private** SimpleConnPool() {}  *// 维护一个缓存，就是连接池，用于存储连接对象* **private static** List<Connection> *pool* = Collections.*synchronizedList*(**new** LinkedList<>()); *// 在多线程环境中，为了线程安全，所以这样获得线程安全的集合。* **static** {  *// 创建10个连接对象放入缓存中* **for** (**int** i = 0; i < 10; i++) {  **try** {  *pool*.add(JdbcUtil.*getConnection*());  } **catch** (Exception e) {  e.printStackTrace();  }  }  }   *// 提供一个获得数据库连接的方法* **public static** Connection getConnection() {  **if** (*pool*.size() > 0) {  **return** *pool*.remove(0); *// remove会移除并返回元素* } **else** {  **throw new** RuntimeException(**"No enough connections!"**);  }  }   *// 在提供一个“还回”数据库连接的方法* **public static void** returnConnection(Connection conn) {  **if** (conn != **null**) {  *pool*.add(conn); *// 添加到连接池中* }  } } |

如何使用这个“连接池”呢？简单例子：

|  |
| --- |
| **public static void** main(String[] args) {  Connection conn = **null**;  PreparedStatement stmt = **null**;  **try** {  conn = SimpleConnPool.*getConnection*();  stmt = conn.prepareStatement(**"UPDATE account SET money = money - 100 WHERE name = 'A'"**);  stmt.executeUpdate();  } **catch** (Exception e) {  e.printStackTrace();  } **finally** {  JdbcUtil.*release*(**null**, stmt); *// 关闭其他资源* SimpleConnPool.*returnConnection*(conn); *// 还回连接* } } |

实际上，JDK中提供了“javax.sql.DataSource”类以规范化数据库连接池的开发，否则各种使用规则不一的数据库连接池将带来复杂和麻烦。这个类就叫“数据源”，以后都将使用该规范来使用数据库连接池。为了编写符合Java规范的数据库连接池，我们的连接池类需要实现javax.sql.DataSource接口。实现该接口需要实现很多方法，由于我们是模拟了解其原理，所以现在我们不管其他的，只实现其中的getConnection方法即可，和之前的模拟代码大同小异，代码如下：

|  |
| --- |
| **package** com.company;  **import** javax.sql.DataSource; **import** java.io.PrintWriter; **import** java.sql.Connection; **import** java.sql.SQLException; **import** java.sql.SQLFeatureNotSupportedException; **import** java.util.Collections; **import** java.util.LinkedList; **import** java.util.List; **import** java.util.logging.Logger;  **public class** SimpleStandardPool **implements** DataSource {  **private static** List<Connection> *pool* = Collections.*synchronizedList*(**new** LinkedList<>());  **static** {  *// 创建10个连接对象放入缓存中* **for** (**int** i = 0; i < 10; i++) {  **try** {  *pool*.add(JdbcUtil.*getConnection*());  } **catch** (Exception e) {  e.printStackTrace();  }  }  }  @Override  **public** Connection getConnection() **throws** SQLException {  **if** (*pool*.size() > 0) {  **return** *pool*.remove(0); *// remove会移除并返回元素* } **else** {  **throw new** RuntimeException(**"No enough connections!"**);  }  }  // 其他方法省略...... } |

问题来了，DataSource接口中并没有提供“还回”连接的方法，那么连接如何还回呢？显然，我们自行在SimpleStandardPool实现类中添加一个returnConnection方法是没用的，因为按照规范，程序只能使用DataSource接口，而接口是无法调用到实现类自定义的方法的。

怎么办呢？我们以往使用连接对象完毕后，都会调用Connection接口的close()方法关闭连接，用户都会自觉这么做，但现在使用连接池是不能调用close()方法关闭连接对象的。如果说，用户调用close()方法后，并不是关闭连接对象，而是执行我们的将连接对象放回连接池的操作语句，那不就解决了！而且使用完毕调用close()方法这也符合用户使用惯例。

那么如何实现呢！如何让close()方法转而执行我们的代码？这就是本章的难点了。先明确我们的目的：使调用close()方法，不是执行关闭连接，而是执行我们的语句，达到将连接放回池中的效果。

这其实不就是想要改变对象的执行方法吗？而我们在Java SE中学习的代理正是解决这个问题的！因此这里的案例是应用代理的很好地一个案例，如果有代理陌生了，可回过头复习一下Java SE中的代理知识。

在代理中我们讲到可以使用静态代理和动态代理，其中每种代理又分为基于接口的代理和基于子类的代理。在这里，由于Connection是一个接口，因此适合使用基于接口的代理。

我们先使用静态代理进行实现，则代理类代码如下：

|  |
| --- |
| **package** com.company;  *// 1. 实现与委托类（这里的委托类实际上就是MySQL/Oracle/SqlServer等JDBC中Connection的实现类）相同的接口。 // 这个接口就是Connection。* **public class** MyConnection **implements** Connection {  **private** Connection **connection**; *// 2. 定义一个实例变量，引用被装饰对象。这里直接使用接口类型，通用。* **private** List<Connection> **pool**; *// 这个是维护的连接池对象。因为为了安全性我们之前把pool定义为private的，这里必须通过下面的构造函数传递进来并维护   // 3. 使用构造函数将被装饰对象注入进来。  // 这里也把连接池传递过来了，为了维护，上面说过了。* **public** MyConnection(Connection connection, List<Connection> pool) {  **this**.**connection** = connection;  **this**.**pool** = pool;  }   *// 5. 需要改写的方法，改写即可。* @Override  **public void** close() **throws** SQLException {  **pool**.add(**connection**); *// 这里就将连接对象还回池中* }   *// 4. 下面就是众多的无需改写的方法，直接返回connection的方法即可。还有很多方法，省略了。* @Override  **public** Statement createStatement() **throws** SQLException {  **return connection**.createStatement();  }  // 省略...... } |

这时，我们的SimpleStandardPool连接池类的getConnection方法中，也要将连接对象包装成MyConnection对象返回，这样以后用户调用连接的close()方法，才会真正地调用我们的方法。更改的代码如下：

|  |
| --- |
| **public** Connection getConnection() **throws** SQLException {  **if** (*pool*.size() > 0) {  Connection connection = *pool*.remove(0);  **return new** MyConnection(connection, *pool*);  } **else** {  **throw new** RuntimeException(**"No enough connections!"**);  } } |

虽然返回的还是Connection，但它的本质已经变了，调用close()方法时就会执行归还连接操作。

使用这个连接池时，可查看它真正的类型：

|  |
| --- |
| **public static void** main(String[] args) {  Connection conn = **null**;  PreparedStatement stmt = **null**;  DataSource ds = **null**;  **try** {  ds = **new** SimpleStandardPool();  conn = ds.getConnection();  System.***out***.println(conn.getClass().getName()); *// 输出的结果是com.company.MyConnection,这才是真正的类型* } **catch** (Exception e) {  e.printStackTrace();  } **finally** {  JdbcUtil.*release*(conn, stmt); *// 这时可正常关闭。但实际上其中的conn.close()调用的方法是还回连接* } } |

写完上面的静态代理就会发现这样的缺点：MyConnection类需要实现的方法太多了，哪些不需要修改的方法也要重新实现一遍，比较繁杂。

因此我们这里再使用接口的动态代理解决问题。既然用动态代理，现在我们直接在SimpleStandardPool中写动态代理代码即可，无需创建其他类。这时getConnection返回的是一个代理类对象，在代理中，只“改写”close()方法。则代码写为：

|  |
| --- |
| **package** com.company;  **import** javax.sql.DataSource; // 省略导包...  **public class** SimpleStandardPool **implements** DataSource {  **private static** List<Connection> *pool* = Collections.*synchronizedList*(**new** LinkedList<>());  **static** {  *// 创建10个连接对象放入缓存中* **for** (**int** i = 0; i < 10; i++) {  **try** {  *pool*.add(JdbcUtil.*getConnection*());  } **catch** (Exception e) {  e.printStackTrace();  }  }  }  @Override  **public** Connection getConnection() **throws** SQLException {  **if** (*pool*.size() > 0) {  Connection connection = *pool*.remove(0);  *// 下面使用动态代理，不直接返回connection连接对象，而是返回代理对象。* **return** (Connection) Proxy.*newProxyInstance*(connection.getClass().getClassLoader(),  connection.getClass().getInterfaces(), **new** InvocationHandler() {  @Override  **public** Object invoke(Object proxy, Method method, Object[] args) **throws** Throwable {  *// 这其中就针对close()方法，将连接还回。* **if** (**"close"**.equals(method.getName())) {  *pool*.add(connection);  } **else** {  *// 如果是别的方法，还是使用connection原来的方法。* **return** method.invoke(connection, args);  }  **return null**;  }  });  } **else** {  **throw new** RuntimeException(**"No enough connections!"**);  }  }   @Override  **public** Connection getConnection(String username, String password) **throws** SQLException {  **return null**;  }  // 其他的方法省略... } |

通过上述的代码也较好地实现了我们想要的功能。通过上面的案例，应该能较好地理解代理了，代理的目的就是希望修改和扩展原有的功能而不希望改变原来类的代码。

这里就不使用继承MySQL的Connection实现类来实现代理了，一是因为继承Connection实现类比较复杂，二是因为通用性不好，如果将来使用Oracle或者SqlServer，则分别还要写代理类继承Oracle或者SqlServer的Connection实现类，这也体现了使用接口的好处，实现通用性。

## 1.2 使用数据库连接池

自己实现功能全面的、可靠的数据库连接池是比较麻烦的，因此开发中一般使用第三方连接池，例如下面讲的DBCP等。

第三方做的好的数据库连接池提供的功能完整，能很好地管理数据库连接池，例如可灵活设置初始连接数目、最大连接数等等（比如当前连接数不够时，再新创建几个连接池对象，当连接池数目达到配置的最大值时，必须等待其他连接池使用完毕才进行分配），因此使用连接池的作用是很明显的，不仅能高效地使用资源，还能有效地配置、管理和监控资源的使用。

## 1.3 DBCP连接池

DBCP是Apache的开源连接池实现，要使用DBCP，除了要在项目中引入DBCP的jar包外，还要引入DBCP的两个依赖包：commons-pool.jar和commons-logging.jar，这都是Apache的产品。这些文件可自行访问Apache了解并下载。为了锻炼大家寻找资源的能力，这里不提供详细信息了。

项目中，注意除了要引入上面的三个jar包，还不能忘了JDBC驱动包，这肯定是必须要的，否则无法访问数据库了。

使用DBCP时，一般使用properties配置文件来配置数据库连接等参数，例如我们在src下新建一个db.properties文件，内容和解释如下：

|  |
| --- |
| *# 配置JDBC驱动类* **driverClassName**=**com.mysql.jdbc.Driver** *# 连接的URL* **url**=**jdbc:mysql://114.55.86.230:3306/mytest** *# 用户名* **username**=**root** *# 密码* **password**=**123qwe!@#** *# 初始化连接数，即连接池初始化时就创建的连接数* **initialSize**=**5** *# 最大空闲连接* **maxIdle**=**8** *# 最小空闲连接* **minIdle**=**2** *# 同一时间可分配的最大连接数* **maxTotal**=**10** *# 最大等待时间，以毫秒为单位 # 这个意思是一次连接被使用的最大时间。 # 例如下面配置为600000，表示如果一个连接在60秒内还没被还回池中，就抛出异常。 # 如果该值设置为-1就是无限等待，DBCP的默认配置就是无限等待* **maxWaitMillis**=**600000** *# url的连接属性。书写的格式为“属性名=值” # 由于user和password两个属性在前面指定了，这里不需要包含 # 当然这些属性也能在url中指定，效果是一样的* **connectionProperties**=**useUnicode=true;characterEncoding=utf8;useSSL=false** *# 指定连接的事务是否是自动提交的* **defaultAutoCommit**=**true** *# 指定连接的事务隔离级别 # 可用的值：NONE，READ\_UNCOMMITTED，READ\_UNCOMMITTED，REPEATABLE\_READ，SERIALIZABLE* **defaultTransactionIsolation**=**READ\_UNCOMMITTED** |

上面是常用的DBCP配置项，更多内容可参见官方文档：http://commons.apache.org/proper/commons-dbcp/configuration.html。

下面我们写一个工具类来使用DBCP，这样可以从该工具类DBCPUtil中拿到数据库连接并使用。代码中，使用DBCP的BasicDataSourceFactory类得到DataSource数据源，进而获取数据库连接：

|  |
| --- |
| **package** com.company;  **import** org.apache.commons.dbcp2.BasicDataSourceFactory;  **import** javax.sql.DataSource; **import** java.io.InputStream; **import** java.sql.Connection; **import** java.sql.ResultSet; **import** java.sql.SQLException; **import** java.sql.Statement; **import** java.util.Properties;  **public class** DBCPUtil {  **private static** DataSource *dataSource*;  **static** {  **try** {  *// 读取配置文件，初始化数据源* Properties props = **new** Properties();  InputStream in = DBCPUtil.**class**.getClassLoader().getResourceAsStream(**"db.properties"**);  props.load(in);  *// BasicDataSourceFactory.createDataSource返回的是BasicDataSource类型对象，而BasicDataSource实现了DataSource接口，因此可赋值给dataSource  dataSource* = BasicDataSourceFactory.*createDataSource*(props);  } **catch** (Exception e) {  **throw new** ExceptionInInitializerError(e);  }   }   *// 提供获得数据源对象的方法* **public static** DataSource getDataSource() {  **return** *dataSource*;  }   *// 提供获得数据库连接的方法* **public static** Connection getConnection() {  **try** {  **return** *dataSource*.getConnection();  } **catch** (SQLException e) {  **throw new** RuntimeException(**"获取数据库连接失败！"**);  }  }   *// 下面提供资源的释放方法，和以前的JDBCUtil中释放代码一样，但以后就不用JDBCUtil了，直接使用该类即可。  // 需要知道的是，释放资源中，虽然代码和以前基本一致，但是调用connection.close()方法实际上是把数据库连接返回给DBCP数据库连接池，这个就是前面讲的原理，不再多说  // 唯一需要注意的是，最后的connection不再赋值为null，因为连接对象不是被关闭了。   /\*\*  \* 释放资源  \** ***@param conn*** *连接资源  \** ***@param stmt*** *statement资源  \** ***@param rs*** *结果集资源  \*/* **public static void** release(Connection conn, Statement stmt, ResultSet rs) {  **if** (rs != **null**) {  **try** {  rs.close();  } **catch** (SQLException e) {  e.printStackTrace();  }  rs = **null**;  }  **if** (stmt != **null**) {  **try** {  stmt.close();  } **catch** (SQLException e) {  e.printStackTrace();  }  stmt = **null**;  }  **if** (conn != **null**) {  **try** {  conn.close();  } **catch** (SQLException e) {  e.printStackTrace();  }  *// 注意这里不再执行conn = null; 这条语句* }  }   */\*\*  \* 释放资源  \** ***@param conn*** *连接资源  \** ***@param stmt*** *statement资源  \*/* **public static void** release(Connection conn, Statement stmt) {  *// 这里需要调用上面的方法，最后一个参数给null即可。  release*(conn, stmt, **null**);  } } |

使用一下：

|  |
| --- |
| **public static void** main(String[] args) {  Connection conn = **null**;  **try** {  conn = DBCPUtil.*getConnection*();  System.***out***.println(conn.getClass().getName()); *// 输出连接对象的实际类型名称* } **catch** (Exception e) {  e.printStackTrace();  } **finally** {  DBCPUtil.*release*(conn, **null**);  } } |

发现输出的connection类型是“org.apache.commons.dbcp2.PoolingDataSource$PoolGuardConnectionWrapper”，说明连接池返回的是包装后（或者说是代理后）的连接对象，这个原理和我们之前是一样的，基本上说明了调用close()方法是将连接资源还回池中。如果有兴趣，可看DBCP源码。

如果不了解原理的话，使用者可能有疑惑，到底关不关闭连接，关连接不符合连接池的实现目的，不关连接又疑惑连接是怎么还回去的。之前我就有这样的疑惑，现在了解了实现原理，就茅塞顿开了。

为了验证数据库连接池有效果，我们可以在maing函数中获得连接后打一个断点使程序“暂停”，这时在MySQL中执行“show processlist”查看当前所有的数据库连接，可以看到连接池管理的所有连接的状态。这证明了连接池有效。

像DBCP一样，连接池支持使用配置文件进行数据库连接的配置，这样的好处是使用灵活，如果项目发布时需要更改数据源配置，只要修改配置文件即可，无需重新修改、编译代码和打包项目。以后会常使用配置文件提高系统的灵活性，这些功能自己实现也是很简单的，只是读取文件信息再代码中进行设置即可。

除了DBCP之外，还有其他数据库连接池，例如Druid、HikariCP、C3P0（C3P0现在不推荐使用）等。这些连接池的使用大同小异，只要按文档进行配置、拿到DataSource数据源即可使用，读者可自行学习。总之，以后的项目中都会使用连接池技术，这时必不可少的。

## 1.4 利用WEB服务器管理数据源（JNDI）

主流的WEB服务器内置了数据源的实现，例如在“Tomcat/lib”目录中，就有“tomcat-dbcp.jar”包，即内置了DBCP的包，可直接供所有应用使用。这样，只要在WEB应用中配置一下，就能拿到DBCP管理的数据源。

JNDI，即“Java Naming and Directory Interface”，意思是“Java命名和目录接口”。JNDI可以理解为一个容器，其中存储键值对，键就是“目录+名称”，值就是存储的对象。即我们根据“目录+名称”可以在JNDI容器中获得对应的对象。这类似于Windows的注册表，注册表项就是根据“路径+名称”找到一个特定的注册表值的，因为前面有路径，因此名称在不同路径是可重复的。

下面我们直接讲解如何为Tomcat中的WEB应用配置JDNI数据源。

配置步骤：

（1）将JDBC驱动包复制一份到“Tomcat/lib”目录下。这样Tomcat和其中所有应用都能使用该包。

（2）为WEB应用配置JNDI数据源。在应用的META\_INF目录下，建立一个context.xml配置文件，其内容和解释如下：

|  |
| --- |
| *<?***xml version="1.0" encoding="UTF-8"***?>* <**Context**>  <**Resource name="jdbc/Test" auth="Container" type="javax.sql.DataSource" driverClassName="com.mysql.jdbc.Driver" username="root" password="123qwe!@#" url="jdbc:mysql://114.55.86.230:3306/mytest" connectionProperties="useSSL=false"** />  *<!--  上述的Resource属性中：  name表示放到JNDI容器中的名称（不是目录）  auth="Container"表示对象是由容器来创建的  type="javax.sql.DataSource"表示创建DataSource类型的对象  其余的属性，就是DBCP中的连接属性了，和之前讲的是一致的。  -->* </**Context**> |

如果这时在Tomcat中启动应用，那么DBCP数据源就已经存在于JNDI的内存中了。

（3）最后，在应用中，通过JNDI的API获得数据源。核心代码如下：

|  |
| --- |
| Context initContext = **new** InitialContext(); Context envContext = (Context) initContext.lookup(**"java:/comp/env"**); *// 这是找到JNDI的路径对应的Context* DataSource ds = (DataSource) envContext.lookup(**"jdbc/Test"**); *// 这是找到名称对应的Context，即数据源* |

上述代码中，“路径 + 名字”也可以一起写：

|  |
| --- |
| DataSource ds = (DataSource) initContext.lookup(**"java:/comp/env/jdbc/Test"**); |

# 2. JDBC框架

## 2.1 获取元数据Metadata

数据库或表的定义信息，或者结果集的一些信息。

有时想获得数据库连接对象的一些信息，例如使用的数据库名称、版本、结果集的列信息等。而元数据就包含了数据库相关对象的定义信。

JDBC提供了三种元数据对象，分别是数据库元数据、参数元数据和结果集元数据。见案例。

案例1：数据库元数据。通过Connection对象的getMetaData方法即可得到DatabaseMetaData，可从中获取数据库相关信息。

代码：

|  |
| --- |
| **public static void** main(String[] args) {  Connection conn = **null**;  **try** {  conn = DBCPUtil.*getConnection*();  *// 得到数据库元对象* DatabaseMetaData metaData = conn.getMetaData();  System.***out***.println(metaData.getUserName()); *//获得用户名* System.***out***.println(metaData.getURL()); *//获得连接字符串url* System.***out***.println(metaData.getDatabaseProductName()); *// 数据库名称* System.***out***.println(metaData.getDatabaseProductVersion()); *// 数据库版本号* System.***out***.println(metaData.getDriverName()); *// 驱动名称* System.***out***.println(metaData.getDriverVersion()); *// 驱动版本* System.***out***.println(metaData.isReadOnly()); *// 是否是只读的* } **catch** (Exception e) {  e.printStackTrace();  } **finally** {  DBCPUtil.*release*(conn, **null**);  } } |

案例2：参数元数据，可调用PreparedStatement对象的getParameterMetaData()方法得到元数据对象。可获得参数个数。

|  |
| --- |
| **public static void** main(String[] args) {  Connection conn = **null**;  PreparedStatement ps = **null**;  **try** {  conn = DBCPUtil.*getConnection*();  ps = conn.prepareStatement(**"insert into account values(?,?)"**);  *// 得到参数元数据对象* ParameterMetaData pmd = ps.getParameterMetaData();  System.***out***.println(pmd.getParameterCount()); *// 获得参数个数。输出是2.* } **catch** (Exception e) {  e.printStackTrace();  } **finally** {  DBCPUtil.*release*(conn, ps);  } } |

案例3：结果集元数据。通过ResultSet的getMetaData()方法得到，可获得当前列的个数和名称等信息。

|  |
| --- |
| **public static void** main(String[] args) {  Connection conn = **null**;  PreparedStatement ps = **null**;  ResultSet rs = **null**;  **try** {  conn = DBCPUtil.*getConnection*();  ps = conn.prepareStatement(**"select** *\** **from account"**);  rs = ps.executeQuery();  ResultSetMetaData rsmd = rs.getMetaData();  System.***out***.println(rsmd.getColumnCount()); *// getColumnCount()获得结果集的列数  // 下面遍历列，获得列名、数据类型等信息。由于索引从1开始，因此遍历就从1开始* **for**(**int** i = 1; i <= rsmd.getColumnCount(); i++) {  String columnLabel = rsmd.getColumnLabel(i); *// 获得列名* String columnTypeName = rsmd.getColumnTypeName(i); *// 获得列的数据类型名称* String columnClassName = rsmd.getColumnClassName(i); *// 获得该列数据类型对应的Java类型* System.***out***.println(columnLabel + **" | "** + columnTypeName + **" | "** + columnClassName);  }  } **catch** (Exception e) {  e.printStackTrace();  } **finally** {  DBCPUtil.*release*(conn, ps, rs);  } } |

这里提一下ResultSetMetaData提供的getColumnType(int column)方法，该方法也是获得指定列的数据类型的，但返回值是int类型，这是因为java.sql.Types类中定义了数据类型的常量字段值，例如VARCHAR类型对应的数值是12，这样就能找到对应关系。

当然，在开发中一般用不到元数据，只有在编写JDBC框架时才会用到这些信息，下面我们就编写自己的一个JDBC框架，简化开发，其中就需要用到元数据。

## 2.2 编写自己的JDBC框架

编写此JDBC框架的目的是为了简化代码开发。因为我们发现，实际上前面的数据库操作，可以总结为两类，一类是执行DML增删改操作，执行executeUpdate方法；一类是执行DQL操作，执行executeQuery方法。它们分别是数据更新和查询操作，其中的语句都是类似的，不同的只是SQL语句和预编译参数的不同，对于查询操作来说，还有一个结果集需要处理，除此之外，基本操作都是一样的，例如获得连接、执行SQL和释放资源等。

因此，为了高效开发，我们可以把更新和查询操作分别抽取到一个DBAssist类中，该类提供update()和query()方法，其中update()可执行增删改操作，query()方法可执行查询操作。

封装DBAssist时，为了能拿到数据库连接，我们可以通过构造函数给该类注入一个DataSource数据源，以此拿到连接对象。开发者使用时需要先传递一个数据源对象。

写update()方法时，只要传递SQL和预编译的可变参数即可，方法中，可通过参数元数据判断传递的参数个数是否正确。因此目前DBAssist代码如下（包含了释放资源的代码，和之前的一样）：

|  |
| --- |
| **package** com.company;  **import** javax.sql.DataSource; **import** java.sql.\*;  **public class** DBAssist {   **private** DataSource **dataSource**;   **public** DBAssist(DataSource dataSource) {  **this**.**dataSource** = dataSource;  }   */\*\*  \* 数据更新操作  \** ***@param sql*** *要执行的SQL  \** ***@param params*** *传递的预编译参数。要按照顺序传递。由于不知道是什么类型，因此用Object可变参数数组。  \** ***@return*** *更新的行数  \*/* **public int** update(String sql, Object... params) {  Connection conn = **null**;  PreparedStatement stmt = **null**;  **try** {  conn = **dataSource**.getConnection();  stmt = conn.prepareStatement(sql);  *// 通过参数元数据判断参数是否正确* ParameterMetaData pmd = stmt.getParameterMetaData();  **int** num = pmd.getParameterCount();  **if** (num > 0) {  **if** (params == **null**) {  **throw new** RuntimeException(**"Parameters Required!"**); *// 需要占位符* }  **if** (params.**length** != num) {  **throw new** RuntimeException(**"Parameters don't match!"**); *// 参数个数不匹配* }  *// 排除了异常情况，这时可以把预编译参数设置到SQL中。* **for** (**int** i = 0; i < num; i++) {  stmt.setObject(i + 1, params[i]);  }  }  *// 最后执行返回结果* **return** stmt.executeUpdate();  } **catch** (SQLException e) {  **throw new** RuntimeException(e);  } **finally** {  release(conn, stmt);  }  }   */\*\*  \* 释放资源  \** ***@param conn*** *连接资源  \** ***@param stmt*** *statement资源  \** ***@param rs*** *结果集资源  \*/* **private void** release(Connection conn, Statement stmt, ResultSet rs) {  **if** (rs != **null**) {  **try** {  rs.close();  } **catch** (SQLException e) {  e.printStackTrace();  }  rs = **null**;  }  **if** (stmt != **null**) {  **try** {  stmt.close();  } **catch** (SQLException e) {  e.printStackTrace();  }  stmt = **null**;  }  **if** (conn != **null**) {  **try** {  conn.close();  } **catch** (SQLException e) {  e.printStackTrace();  }  *// 注意这里不再执行conn = null; 这条语句* }  }   */\*\*  \* 释放资源  \** ***@param conn*** *连接资源  \** ***@param stmt*** *statement资源  \*/* **private void** release(Connection conn, Statement stmt) {  *// 这里需要调用上面的方法，最后一个参数给null即可。* release(conn, stmt, **null**);  } } |

抽取query()方法时，也需要传递SQL和预编译参数。query与update不同的是query需要处理结果集，并且应该返回处理完毕的数据对象以便调用者使用。query()方法中拿到了结果集如何处理，并封装成需要的对象返回呢？很遗憾，框架中query方法是无法知道的，只有调用者知道如何处理。那如何解决这个问题呢？我们参考之前的动态代理用的策略设计模式就知道如何解决了。

这里我们就使用策略模式，策略模式提供一个接口，然后让调用者去实现这个接口。在query中，能拿到结果集但不知如何处理，因此使用策略模式提供一个ResultSetHandler接口，接口中有一个handle方法，方法的参数是ResultSet结果集，返回值是Object。具体结果集是怎么处理的，由用户自行实现接口。这时，query方法还需要传递一个ResultSetHandler对象，然后query中调用这个对象的handle方法，向handle方法传递结果集对象，并将handle方法的返回值返回（正是由于不知道返回什么类型，所以接口方法返回值用Object）。

这样就顺理成章了，query能拿到结果集，然后调用handle方法传递参数，开发者按照接口实现自己的处理类，其中能拿到ResultSet处理并封装返回对象，而这个对象也正是query返回的。最终，调用者能得到正确的结果对象。

代码如下：

（1）ResultSetHandler接口，用于声明策略：

|  |
| --- |
| **package** com.company;  **import** java.sql.ResultSet;  **public interface** ResultSetHandler {  Object handle(ResultSet rs); } |

（2）query的代码：

|  |
| --- |
| */\*\*  \* 执行的查询语句，返回查询结果  \** ***@param sql*** *执行的SQL  \** ***@param rsh*** *ResultSetHandler对象，用于处理结果集  \** ***@param params*** *预编译可变参数。可变参数必须是方法的最后一个参数，因此这里放在最后  \** ***@return*** *返回封装的数据对象  \*/* **public** Object query(String sql, ResultSetHandler rsh, Object... params) {  Connection conn = **null**;  PreparedStatement stmt = **null**;  ResultSet rs = **null**;  **try** {  conn = **dataSource**.getConnection();  stmt = conn.prepareStatement(sql);  *// 通过参数元数据判断参数是否正确。代码和上面一样* ParameterMetaData pmd = stmt.getParameterMetaData();  **int** num = pmd.getParameterCount();  **if** (num > 0) {  **if** (params == **null**) {  **throw new** RuntimeException(**"Parameters Required!"**); *// 需要占位符* }  **if** (params.**length** != num) {  **throw new** RuntimeException(**"Parameters don't match!"**); *// 参数个数不匹配* }  *// 排除了异常情况，这时可以把预编译参数设置到SQL中。* **for** (**int** i = 0; i < num; i++) {  stmt.setObject(i + 1, params[i]);  }  }  *// 执行查询* rs = stmt.executeQuery();  *// 调用ResultSetHandler的处理方法，并返回其返回值即可。就这个是重点。* **return** rsh.handle(rs);  } **catch** (SQLException e) {  **throw new** RuntimeException(e);  } **finally** {  release(conn, stmt, rs);  } } |

这样我们就将DBAsist开发好了，现在用一下。代码如下：

|  |
| --- |
| **package** com.company;  **import** org.junit.Test;  **import** java.sql.ResultSet; **import** java.sql.SQLException; **import** java.util.ArrayList; **import** java.util.List;  *// DAO测试类* **public class** DAOTest {  *// DBAssist对象* **private** DBAssist **dbAssist** = **new** DBAssist(DBCPUtil.*getDataSource*());   *// 测试update* @Test  **public void** testUpdate() {  **int** rows = **dbAssist**.update(**"insert into account(name, money) values(?,?)"**, **"张三"**, 1000);  System.***out***.println(rows);  }   *// 测试query* @Test  **public void** testQuery() {  *// 下面使用了匿名内部类处理Account。Account实体类自行编写。* List<Account> accounts = (List<Account>)**dbAssist**.query(**"select name, money from account"**, **new** ResultSetHandler() {  @Override  **public** Object handle(ResultSet rs) {  List<Account> accountList = **new** ArrayList<>();  **try** {  **while** (rs.next()) {  Account account = **new** Account();  account.setName(rs.getString(**"name"**));  account.setMoney(rs.getInt(**"money"**));  accountList.add(account);  }  **return** accountList;  } **catch** (SQLException e) {  **throw new** RuntimeException(e);  }  }  });  System.***out***.println(accounts);  } } |

现在我们发现代码简洁很多，使我们只关注业务本身。为了使用者更加方便，我们最好能提供一些常用ResultSetHandler实现类。例如我们写一个BeanHandler实现类，该实现类能将结果集封装成指定的类型返回，但只适用于结果集只有一条的情况，如果结果集有多条，则只返回第一条结果。前提是指定类的字段名和数据库的列名一致才可封装（否则比较麻烦，需要一一指定实体类字段和数据表字段的对应关系。以后的很多框架也会默认要求实体类字段和数据库表字段一致才会正确封装）。则代码如下（需要利用反射）：

|  |
| --- |
| **package** com.company;  **import** java.lang.reflect.Field; **import** java.sql.ResultSet;  **public class** BeanHandler **implements** ResultSetHandler {   **private** Class **clazz**;   *// 怎么知道使用者的目标类型呢？用构造函数传递过来字节码对象即可。* **public** BeanHandler(Class clazz) {  **this**.**clazz** = clazz;  }   @Override  **public** Object handle(ResultSet rs) {  *// 待返回的数据对象* Object obj = **null**;  **try** {  **if** ( rs.next() ) {  *// 创建对象* obj = **clazz**.newInstance();  *// 循环获得对象的属性。并设置对象的属性值* Field[] fields = **clazz**.getDeclaredFields();  **for** (Field field : fields) {  field.setAccessible(**true**); *// 使私有字段可访问* field.set(obj, rs.getObject(field.getName())); *// 设置对应的值* }  }  **return** obj;  } **catch** (Exception e) {  **throw new** RuntimeException(e);  }  } } |

这样，要获得封装好的一列查询数据只需要这样：

|  |
| --- |
| @Test **public void** testQuery() {  Account accounts = (Account) **dbAssist**.query(**"select name, money from account where name=?"**, **new** BeanHandler(Account.**class**), **"张三"**);  System.***out***.println(accounts); } |

同样，我们还可提供一个BeanListHandler处理类，能处理结果集的多条数据并封装为指定泛型数据类型的集合。BeanListHandler则写为（大部分代码同BeanHandler）：

|  |
| --- |
| **package** com.company;  **public class** BeanListHandler **implements** ResultSetHandler {   **private** Class **clazz**;  *// 传递目标类型* **public** BeanListHandler(Class clazz) {  **this**.**clazz** = clazz;  }   @Override  **public** Object handle(ResultSet rs) {  *// 待返回的数据对象。因为可能有多条数据，因此是一个集合。* List<Object> list = **new** ArrayList<>();  Object obj = **null**; *// 待加入的对象* **try** {  **while** ( rs.next() ) {  *// 创建对象* obj = **clazz**.newInstance();  *// 循环获得对象的属性。并设置对象的属性值* Field[] fields = **clazz**.getDeclaredFields();  **for** (Field field : fields) {  field.setAccessible(**true**); *// 使私有字段可访问* field.set(obj, rs.getObject(field.getName())); *// 设置对应的值* }  list.add(obj); *// 将对象加入集合中* }  **return** list; *// 返回集合* } **catch** (Exception e) {  **throw new** RuntimeException(e);  }  } } |

这样，查询多条结果集也很简单：

|  |
| --- |
| @Test **public void** testQuery() {List<Account> accounts = (List<Account>) **dbAssist**.query(**"select name, money from account"**, **new** BeanListHandler(Account.**class**));  System.***out***.println(accounts); } |

开发完DBAssist后，完全可以把相关的类一起导出成为jar包，以便别的项目使用，目前DBAssist并没有依赖别的项目代码。使用该框架最直接的感受应该是：框架让我们更专注于业务实现，代码简洁有效，而无需过多考虑下层的实现细节。

其实自己做框架首先要转变的是自己的思想，要认清自己现在的身份。例如编写框架时，那你的身份就是一名框架设计者，这时要考虑的是开发者的需求，开发者如果使用你的框架，你的框架应该提供什么样的功能。而这时不能再以自己作为码农搬砖时的开发思维来开发框架，否则你设计的东西是无法提供给人很好地使用的。我见过同学写的DAO层代码，他根本不考虑作为其他Service层开发者来讲需要的是什么，直接按照自己的思维想当然地写完DAO层，不出所料他的DAO是无法供给其他开发者使用的，设计的也不好，没有这种作为架构师的思维。如果读者想避免出现这种情况（在我理解就是所谓的“搬砖思维”），就需要理解面向对象、理解需求、考虑设计和实现较好封装性的代码。

另外，每个框架中都有一些自己的约定，例如配置文件的位置、实体类和数据库字段的对应关系等，按照这样的约定才能较好的使用框架。所谓“约定优于编码”，代码不可能把所有奇葩的情况都考虑到来提升系统的灵活性，遵守约定也能提高开发效率。

## 2.3 DbUtils组件

commons-dbutils 是 Apache 组织的一个开源类库，它对JDBC进行了简单的封装。开发者使用DbUtils能提高开发效率，简化代码。

Apache的DbUtils项目地址：<http://commons.apache.org/proper/commons-dbutils/> 。可自行下载工具包，然后在Java项目中引入“commons-dbutils-1.6.jar”这个JAR包。当然，不能忘了引入数据库驱动包。

其实，我们写的DBAssist框架就是仿照DbUtils写的，因此现在再看DbUtils将会非常简单。

使用DbUtils的一般步骤：

（1）创建QueryRunner对象，可使用无参构造，或者使用带参构造QueryRunner(DataSource ds)注入一个数据源来创建对象；

（2）调用QueryRunner对象的update()和query()方法进行数据库操作。其实QueryRunner对象相当于我们之前的DBAssist对象，和之前的使用基本一致。

如果查看QueryRunner对象中提供的方法，会发现它提供了很多重载方法，总结下来实际上QueryRunner就提供了三个方法：

batch(String sql, Object[][] params)；执行批处理；

query(String sql, ResultSetHandler<T> rsh, Object... params)；执行查询；

update(String sql, Object... params)：执行更新语句。

它们均提供了一个带connection参数的重载，这个重载的重要作用会在后面的事务中会重点讲。一般我们注入了DataSource后，只需要使用上述的方法即可，至于query和update方法，和我们之前使用是类似的，演示如下：

|  |
| --- |
| **package** com.company;  **import** org.apache.commons.dbutils.QueryRunner; **import** org.apache.commons.dbutils.ResultSetHandler; **import** org.junit.Test;  **import** java.sql.ResultSet; **import** java.sql.SQLException; **import** java.util.ArrayList; **import** java.util.List;  *// DAO测试类* **public class** DAOTest {  *// QueryRunner对象* **private** QueryRunner **queryRunner** = **new** QueryRunner(DBCPUtil.*getDataSource*());   *// 测试update* @Test  **public void** testUpdate() {  **int** rows = 0;  **try** {  rows = **queryRunner**.update(**"insert into account(name, money) values(?,?)"**, **"张三"**, 1000);  } **catch** (SQLException e) {  e.printStackTrace();  }  System.***out***.println(rows);  }   *// 测试query* @Test  **public void** testQuery() {  List<Account> accounts = **null**;  **try** {  accounts = **queryRunner**.query(**"select name, money from account"**, **new** ResultSetHandler<List<Account>>() {  @Override  **public** List<Account> handle(ResultSet rs) **throws** SQLException {  List<Account> accountList = **new** ArrayList<>();  **while** (rs.next()) {  Account account = **new** Account();  account.setName(rs.getString(**"name"**));  account.setMoney(rs.getInt(**"money"**));  accountList.add(account);  }  **return** accountList;  }  });  } **catch** (SQLException e) {  e.printStackTrace();  }  System.***out***.println(accounts);  }   *// 测试batch* @Test  **public void** testBatch() {  QueryRunner qr = **new** QueryRunner();  *// batch批处理也适用于相似的增删改操作。* **try** {  *// batch的第三个参数是一个二维数组，二维数组中有几个一维数组，就表示执行几次SQL，而一维数组中的数据就是设置SQL参数值的。* **queryRunner**.batch( **"insert into account values(?,?)"**, **new** Object[][]{  {**"张三"**, 1000},  {**"李四"**, 2000},  {**"王五"**, 3000}  });  } **catch** (SQLException e) {  e.printStackTrace();  }  } } |

上述再需要注意一点是DbUtils中query和ResultSetHandler使用了泛型，而不是我们直接使用的Object类型。其中ResultSetHandler接口代码是这样的：

|  |
| --- |
| **public interface** ResultSetHandler<T> {T handle(ResultSet rs) **throws** SQLException; } |

所以query中也返回了泛型。这样我们写自己的ResultSetHandler实现时，就像上面的代码一样，接口实现类可以实现指定的泛型类型，该泛型类型就是我们想要的类型。当然，DbUtils中也提供了BeanHandler和BeanListHandler实现类，效果和之前是相同的，例如：

|  |
| --- |
| @Test **public void** testQuery() {  List<Account> accounts = **null**;  **try** {  accounts = **queryRunner**.query(**"select name, money from account"**, **new** BeanListHandler<Account>(Account.**class**));  } **catch** (SQLException e) {  e.printStackTrace();  }  System.***out***.println(accounts); } |

除此之外，DbUtils还提供了其他一些ResultSetHandler实现类，不过不是很常用，读者可自行了解，但多数情况下，大不了还是自己实现ResultSetHandler进行处理，按照自己的需求自行封装，没什么难的。

上述使用DbUtils实现了简单的对象关系映射（对象关系映射，即ORM，Object Relational Mapping），把数据库中的数据封装到对象中，实现用面向对象的方法操作数据。以后还会学习更强大的ORM框架，比如Hibernate和Mybatis。