# 1. 缓存

## 1.1 缓存简介

缓存就是把一些常用数据临时存放在内存区域中，应用会优先从缓存中查找数据，以便提高速度和效率。

现在常用的缓存框架有ehcache，memcached，redis，hbase等。一个简单的缓存框架基本上要实现以下功能：

1. 提供操作缓存的API，能够将数据放入缓存中、能够从缓存中把数据提取出来等。

2. 解决数据同步问题。如果缓存中的数据发生变化，需要将数据同步到数据库，同样，也需要把数据库中的数据同步到缓存中。这时就需要有一个判断缓存数据和数据库中数据是否一致的依据，如使用副本等。另外如果是分布式缓存，还要处理缓存服务器间的数据同步，这个在下面再说明。

3. 将命中率（hits）越低的对象从缓存中移除。

关于分布式缓存：

在大型应用中，一般要使用分布式，就是把应用部署到多个服务器上。如果把Java Web应用部署成分布式应用，则把应用部署到不同机器的不同JVM上。但是当用户访问应用时，分布式对用户来说是透明的，用户只要能进行请求和获得响应即可，而具体访问哪个服务器是不知道的。如图：

![4-1.分布式应用](data:image/png;base64,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)

在这种分布式应用中，要解决的一个问题就是各个服务器之间的session同步问题（session一致性问题）。因为用户可能第一次请求时访问应用服务器1，第二次请求时访问服务器2，为了记住用户的session信息，必须要同步session。分布式应用的具体情况在以后的高级内容会涉及。

同样，大型应用也会做分布式缓存，分布式缓存是提供给应用服务器使用的。同样对于应用开发者来说，使用分布式缓存也是透明的，开发者好像是操作同一个缓存服务器，这时分布式缓存中的各个服务器之间也要做数据同步，使得开发者拿到的数据一致。其实上述的session一致性问题也是通过分布式缓存解决的，从缓存中拿到session。

说明的是，目前不涉及到分布式的问题，这里只是一些概念。

## 1.2 Hibernate的一级缓存

Hibernate的一级缓存，也叫做session级别的缓存。一级缓存的生命周期和session的生命周期保持一致，即：获得sesison时创建缓存，session关闭时缓存就失效。

Hibernate中的一级缓存其实就是一个内存中的Map对象，一次Session会话中的持久化对象就是保存在这个Map对象中。实际上我们前面讲的get、save、evict等方法，就是把对象放入（或移出）这个Map对象中。

（1）get方法：用于把查询的对象到一级缓存中，也可以从一级缓存中把对象提取出来。

例如在Session中使用get两次查询同一个对象数据，则只会发送一次查询SQL：

|  |
| --- |
| Session session = **sessionFactory**.openSession(); Transaction transaction = session.beginTransaction(); Student student = session.get(Student.**class**, 1); *// 获得主键为1的对象数据* Student student1 = session.get(Student.**class**, 1); *// 再获取一次* transaction.commit(); *// 提交事务，最终只会有一次查询* session.close(); |

（2）save方法：该方法可以把一个对象放入到一级缓存中，即变成持久化对象。我们同统计session中实体个数验证一级缓存中的对象个数：

|  |
| --- |
| Student student = **new** Student(); student.setName(**"Tom"**); session.save(student) System.***out***.println(session.getStatistics().getEntityCount()); *// 将输出1* |

（3）evict方法：把一个对象从session的缓存中清除。

（4）update方法：把一个对象放入到一级缓存中。（把一个持久化对象先evict再update，并不会再发出查询SQL，因为对象没有改变。）

（5）clear方法：清空一级缓存中所有的数据。

（6）close方法：session关闭，该session中一级缓存的生命周期结束。

设计一级缓存的意义是使在一次会话中，更新或保存这些操作在最后只与数据库交互一次。一级缓存中的持久化数据是先通过save或者get方法得到的，在这之后，一级缓存中的持久化数据可以根据业务要求任意操作，都不会和数据库交互，最终在事务提交前执行flush方法时，最终决定需要一次性执行的insert或者update语句，实现与数据库进行本会话的最后一次交互。

特别注意一级缓存的有效期就是本次会话，本次session会话的缓存数据是不能保存到被下次会话所使用的。

# 2. Hibernate的关联映射

要想充分使用Hibernate的强大功能，必须先设计好数据库，分析实体关系。然后根据数据库表的关系写好Hibernate的映射文件。

数据库实体之间的常用关系有一对多、多对多和一对一，在Hibernate映射时，也能体现实体间的关系，这样使用Hibernate效率较高。下面通过例子来讲解使用关联映射。

## 2.1 一对多单向映射

例子：部门与员工之间的关系就是一对多的关系，即一个部门下有多个员工。我们需要在映射文件中体现这一关系。

我们可以不自己建立数据库表，因为Hibernate有自动建表功能。我们按照逻辑写好映射文件后，直接使用自动建表，也正好可以通过查看建好的表来验证映射的正确性。

下面是开发的步骤。

（1）先设计好实体类。基于部门与员工的关系，那么部门实体类中应该有维护所有员工的属性，员工实体类中也应该有维护一个部门的属性。例如：

部门实体类：

|  |
| --- |
| **package** com.hb.domain;  **import** java.io.Serializable; **import** java.util.LinkedHashSet; **import** java.util.Set;  **public class** Dept **implements** Serializable {  **private** Integer **deptId**; *// 编号* **private** String **name**; *// 部门名称* **private** Set<Employee> **employeeSet** = **new** LinkedHashSet<>(); *// 维护的员工。  // 用set集合表示，便于关联，也可去除重复元素。用LinkedHashSet保证元素有序   // 自行写setter/setter/toString()等方法* } |

员工实体类：

|  |
| --- |
| **package** com.hb.domain;  **import** java.io.Serializable;  **public class** Employee **implements** Serializable {  **private** Integer **eid**; *// 编号* **private** String **name**; *// 姓名  // 现在做单向映射，这里无需维护员工部门信息   // 自行写getter/setter/toString()等方法* } |

注意实体类都应该写上无参数的构造方法，否则主键查询会出错。

（2）配置映射文件

首先，编写Dept.hbm.xml：

|  |
| --- |
| *<?***xml version="1.0" encoding="utf-8"** *?>* **<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd"*>*** <**hibernate-mapping package="com.hb.domain"**>  <**class name="Dept" table="dept"**>  *<!-- 主键 -->* <**id name="deptId" column="id"**>  <**generator class="increment"** />  </**id**>  *<!-- 部门名称 -->* <**property name="name" column="name" length="20"** />   *<!-- 一对多关系配置 -->  <!-- set中，指定employeeSet关联的表是employee。 -->* <**set name="employeeSet" table="employee"**>  *<!-- key标签中，用column属性指定employee表的外键是deptId -->* <**key column="deptId"** />  *<!--one-to-many表明一对多映射，多的一方类型是Employee类型-->* <**one-to-many class="Employee"** />  </**set**>  </**class**> </**hibernate-mapping**> |

这样配置“一”的一方的映射文件，就能让Hibernate知道如何进行部门和员工的关联查询，只要通过employee表的deptId外键进行相关查询即可。

其次，编写Employee.hbm.xml。由于我们做的是一对多的单向关联，并且在Dept.hbm.xml中进行了单向关联配置，因此这里Employee.hbm.xml中并不要做什么特别的配置：

|  |
| --- |
| *<?***xml version="1.0" encoding="utf-8"** *?>* **<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd"*>*** <**hibernate-mapping package="com.hb.domain"**>  <**class name="Employee" table="employee"**>  *<!-- 主键 -->* <**id name="eid" column="eid"**>  <**generator class="increment"** />  </**id**>  *<!-- 员工姓名 -->* <**property name="name" column="name" length="20"** />  </**class**> </**hibernate-mapping**> |

（3）配置Hibernate主配置文件。注意加上自动建表的配置，并且引入上述两个映射文件，即：

|  |
| --- |
| <**property name="hbm2ddl.auto"**>update</**property**> <**mapping resource="com/hb/domain/Dept.hbm.xml"**/> <**mapping resource="com/hb/domain/Employee.hbm.xml"**/> |

至此，一对多的单向配置就已经完成了。

现在我们进行正常的保存操作，先测试无关联的部门和员工的数据的添加：

|  |
| --- |
| **public static void** main(String[] args) {  Configuration cfg = **new** Configuration();  SessionFactory sessionFactory = cfg.configure().buildSessionFactory();  Session session = sessionFactory.openSession();  Transaction transaction = session.beginTransaction();  *// 下面创建无关联的Dept和Employee* Dept dept = **new** Dept();  dept.setName(**"开发部"**);  Employee employee = **new** Employee();  employee.setName(**"王五"**);  *// 分别进行保存* session.save(dept);  session.save(employee);  transaction.commit();  session.close();  sessionFactory.close(); } |

初次运行程序时，Hibernate会自动创建表。查看数据库，发现已经有了dept和employee两张表，表结构正确，外键关系正确。并且，dept表中有了“开发部”的记录数据，employee表中有了“王五”的记录数据，此时“王五”的dept外键值为NULL，因为此时没有维护任何关系（外键字段默认是可以为NULL的）。

如果想要维护部门与员工之间的关系，使deptId中有正确的值，只要通过dept对象的setEmployeeSet方法进行关系的维护即可，例如：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction(); *// 下面创建无关联的Dept和Employee* Dept dept = **new** Dept(); dept.setName(**"人力资源部"**); Employee employee = **new** Employee(); employee.setName(**"张三"**); dept.getEmployeeSet().add(employee); // 维护关系 *// 分别进行保存* session.save(dept); session.save(employee); transaction.commit(); session.close(); |

只是加了“dept.getEmployeeSet().add(employee);”这样一行，运行后数据库中deptId外键就会被正确地维护。

## 2.2 关于cascade

cascade是级联操作的意思。可以在上述“一”的一方（即dept）的映射文件的set节点中，通过cascade属性设置级联操作。cascade的默认值是none，可以设置为“save-update”、“delete”和“all”。

默认值null表示无级联操作；

save-update表示级联保存和更新，即当保存或更新本对象时，其关联的对象也会进行保存或更新的操作。

例如，先在dept.hbm.xml中设置级联操作：

|  |
| --- |
| <**set name="employeeSet" table="employee" cascade="save-update"**>  ...... </**set**> |

这样，通过Dept维护与Employee的关系后，直接保存Dept对象即可，而不需要保存Employee对象：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction(); *// 下面创建无关联的Dept和Employee* Dept dept = **new** Dept(); dept.setName(**"系统部"**); Employee employee = **new** Employee(); employee.setName(**"小李"**); dept.getEmployeeSet().add(employee); *// 维护关系 // 仅保存dept对象即可* session.save(dept); transaction.commit(); session.close(); |

执行后数据库中既有系统部，也有小李的记录，且有外键数据。这证明了级联保存在起作用。调用了save方法后，dept变为持久化类，由于设置了级联保存和更新，employee是持久化类的关联对象，而session缓存也包括了持久化类的关联对象，因此提交事务后，它们的数据和关系被保存到数据库中。这里，session.save(dept)称为显式地保存dept对象（而student对象的保存是隐式的）。

如果不设置cascade为save-update，则必须要用save方法保存employee（和以前一样），否则程序运行会出现错误：

|  |
| --- |
| Error during managed flush [org.hibernate.TransientObjectException: object references an unsaved transient instance - save the transient instance beforeQuery flushing: com.hb.domain.Employee] |

原因就是“在flushing之前保存一个临时状态的对象”。因为不设置级联的话，employee对象不会被加入到session缓存中（即成为持久化对象）。

上述是在保存部门时级联保存员工。同样的道理，设置了cascade为save-update后，在更新部门时，如果要更新和保存员工，只要维护好关系即可，连dept对象的update方法都不需要调用，直接提交事务即可将数据保存到数据库中。

为什么呢？这是因为更新部门之前用get方法获得了dept对象，此时dept对象是持久化对象，这时通过dept对象维护employee关系，对应的关联对象也会被放入一级缓存中。因此正如我们之前所说，只要是持久化对象，直接提交事务即可保存到数据库，而无需调用update等方法。

例如级联更新员工：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction(); *// 根据主键查询获得dept* Dept dept = session.get(Dept.**class**, 1); *// 遍历Employee* **for** (Employee e : dept.getEmployeeSet()) { *// 其实会把每个Employee对象放入session缓存中  // 把员工的姓名改为赵六* e.setName(**"赵六"**); } *// 最后直接提交事务即可。* transaction.commit(); session.close(); |

因此session.flush方法其实也会检查所有的持久化对象的关联对象，如果关联对象是由临时状态转化过来的，则对关联对象发出insert语句；如果关联对象是从数据库中提取出来的，则对照副本，决定是否发出update语句。同样，如果在没有改变数据的情况下两次调用get方法获得dept数据，其实只会查询一次。

再比如，在更新部门的时候添加员工：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction(); *// 根据主键查询获得dept* Dept dept = session.get(Dept.**class**, 1); Employee employee = **new** Employee(); employee.setName(**"小王"**); dept.getEmployeeSet().add(employee); *// 同样，也不用调用update方法，直接提交事务即可。* transaction.commit(); session.close(); |

注意的是这里不能直接dept.setEmployeeSet()，否则会把员工数据覆盖了。

## 2.3 关于inverse

上述的例子中，在dept中设置了dept与employee的关系，那么最终数据库中employee表的deptId会成功保存。实际上，deptId有值的原因不是因为设置了级联操作，而是因为一个叫做“inverse”的属性。

同样在“一”的一方（即dept）的映射文件的set节点中，通过inverse属性可以设置是否由本方维护外键关系。inverse的属性默认为false，表示关系由dept进行维护，如果设置为true，表示dept不进行关系的维护。

因此，如果设置了inverse为true，执行2.2节中的代码时，数据能够保存，但并不会维护外键关系，即deptId为NULL。相反，inverse默认为false时，我们观察Hibernate发送的SQL会发现，执行完查询、更新或保存的SQL后，Hibernate总是在最后再发送一条这样的update语句：

|  |
| --- |
| update employee set deptId=? where eid=? |

其实这条语句就是更新外键关系的，这是inverse为false起的作用。因此后面会说，在一对多关系中，利用“一”方维护关系是效率不高的，因为每次维护都会发出update语句来更新外键的值。而cascade设置为update-save的作用就是当通过dept对象添加或修改关联的员工时，会执行insert或update方法保存员工数据（这时保存时设置的员工deptId属性为NULL，最后通过上述的update语句设置好deptId）。

也就是说，cascade控制关联的对象是否进行级联操作；而inverse控制是否维护外键关系。

下面通过例子演示一些操作。

现有数据：

dept：

|  |  |
| --- | --- |
| id | name |
| 1 | 人事部 |
| 2 | 开发部 |

employee：

|  |  |  |
| --- | --- | --- |
| eid | name | deptId |
| 1 | 张三 | 1 |
| 2 | 李四 | 1 |
| 3 | 王五 | 1 |

下面的每个例子都在该数据基础上重新操作。

例1：将1号员工“张三”调整到“开发部”。

基于“面向对象”的操作方式，按步骤则书写以下代码：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  *// 1. 找到人事部* Dept resourceDept = session.get(Dept.**class**, 1); *// 2. 找到张三* Employee zs = session.get(Employee.**class**, 1); *// 3. 将张三从人事部移除（注意这样的操作只是解除关系，并不会移除张三这个记录）* resourceDept.getEmployeeSet().remove(zs); *// 4. 找到开发部* Dept developDept = session.get(Dept.**class**, 2); *// 5. 将张三添加到开发部* developDept.getEmployeeSet().add(zs);  transaction.commit(); session.close(); |

上面的代码能成功更改张三的deptId为2。从上面的过程中也可看出，Hibernate不适合大数据，因为通过这样面向对象的方式操作数据还是比较繁琐的，如果直接使用JDBC发送SQL，我们只要更改张三的deptId为2即可。

但上述Hibernate代码却会执行7条SQL：

|  |
| --- |
| select dept0\_.id as id1\_0\_0\_, dept0\_.name as name2\_0\_0\_ from dept dept0\_ where dept0\_.id=?  select employee0\_.eid as eid1\_1\_0\_, employee0\_.name as name2\_1\_0\_ from employee employee0\_ where employee0\_.eid=?  select employeese0\_.deptId as deptId3\_1\_0\_, employeese0\_.eid as eid1\_1\_0\_, employeese0\_.eid as eid1\_1\_1\_, employeese0\_.name as name2\_1\_1\_ from employee employeese0\_ where employeese0\_.deptId=?  select dept0\_.id as id1\_0\_0\_, dept0\_.name as name2\_0\_0\_ from dept dept0\_ where dept0\_.id=?  select employeese0\_.deptId as deptId3\_1\_0\_, employeese0\_.eid as eid1\_1\_0\_, employeese0\_.eid as eid1\_1\_1\_, employeese0\_.name as name2\_1\_1\_ from employee employeese0\_ where employeese0\_.deptId=?  update employee set deptId=null where deptId=? and eid=?  update employee set deptId=? where eid=? |

前5条查询SQL分别是：查询人事部、查询张三、查询人事部员工、查询开发部、查询开发部员工。

后2条SQL分别是先设置张三的deptId为NULL（先解除关系），再更新deptId为2（设置关系）。

实际上这些操作最终就是设置张三的deptId为开发部的编号2，因此代码可以直接写成这样：

|  |
| --- |
| *// 1. 找到张三* Employee zs = session.get(Employee.**class**, 1); *// 2. 找到开发部* Dept developDept = session.get(Dept.**class**, 2); *// 3. 将张三添加到开发部* developDept.getEmployeeSet().add(zs); |

运行程序也会成功，即直接将张三添加到开发部。为什么不用解除之前的关系呢？其实很好理解，因为一对多的关系，一个员工只能属于一个部门，因此只要新建立了关系，原来的关系自动解除。并且此时的Hibernate执行SQL条数只有4条：

|  |
| --- |
| select employee0\_.eid as eid1\_1\_0\_, employee0\_.name as name2\_1\_0\_ from employee employee0\_ where employee0\_.eid=?  select dept0\_.id as id1\_0\_0\_, dept0\_.name as name2\_0\_0\_ from dept dept0\_ where dept0\_.id=?  select employeese0\_.deptId as deptId3\_1\_0\_, employeese0\_.eid as eid1\_1\_0\_, employeese0\_.eid as eid1\_1\_1\_, employeese0\_.name as name2\_1\_1\_ from employee employeese0\_ where employeese0\_.deptId=?  update employee set deptId=? where eid=? |

最后直接使用update更改了deptId，而不是先变成NULL再设置，这样做效率较高，推荐使用。

例2：解除人事部与所有员工的关系。

这里只要设置dept.setEmployeeSet(null)：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  *// 1. 找到人事部* Dept resourceDept = session.get(Dept.**class**, 1); *// 2. 设置员工集合为null即可* resourceDept.setEmployeeSet(**null**);  transaction.commit(); session.close(); |

注意不要这样写：

|  |
| --- |
| resourceDept.getEmployeeSet().removeAll(resourceDept.getEmployeeSet()); |

这样的效率会较低。

## 2.4 删除操作

还是以2.3节中的例子数据作为基础做删除操作。先设置cascade为save-update和inverse为false。

例1：删除人事部：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  *// 查到后删除* Dept resourceDept = session.get(Dept.**class**, 1); session.delete(resourceDept);  transaction.commit(); session.close(); |

程序执行成功，人事部数据被删除了，且员工中相关的deptId变为了NULL。这是因为由于inverse为false，则关联会被自动解除，因此设置成了NULL，但是不会删除员工数据。

但是如果设置为inverse为true，此时关联关系不会被自动解除，则上述的代码会出现错误:

|  |
| --- |
| Caused by: com.mysql.jdbc.exceptions.jdbc4.MySQLIntegrityConstraintViolationException: Cannot delete or update a parent row: a foreign key constraint fails (`mytest`.`employee`, CONSTRAINT `FKkuqqg198bwpd26abp41s6ppf0` FOREIGN KEY (`deptId`) REFERENCES `dept` (`id`)) |

就是出现了外键约束错误，因为直接删除部门而不管dept表中的deptId的话，就可能出现外键约束错误。此时，就算先调用dept.setEmployeeSet(null)解除关系也不行，因为inverse为true，Hibernate根本无法发送更新deptId的SQL（inverse就是用来控制这个的）。

另外，如果想要删除部门时，级联删除部门下的员工，则此时可以将cascade属性设置成delete，delete就表示设置成级联删除。也可以设置成all，表示所有操作都进行级联，包括保存、更新和删除等。

这样将cascade设置成all的话，上述代码执行后，与部门相关的员工也会被删除。这种情况下，inverse是不是true都是一样的效果了，也不会报错，因为会级联删掉关联对象，不会有外键约束错误。

这里需要注意下面的一个问题。例如有如下代码，功能是通过dept找到关联的employee对象，再把employee对象删除（cascade属性设置为save-update）：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  *// 1.查到dept对象* Dept dept = session.get(Dept.**class**, 2); **for** (Employee e : dept.getEmployeeSet()) {  session.delete(e); *// 删除关联对象* }  transaction.commit(); session.close(); |

会出现下述错误：

|  |
| --- |
| javax.persistence.EntityNotFoundException: deleted object would be re-saved by cascade (remove deleted object from associations): [com.hb.domain.Employee#1] |

出现这种情况的原因是：在有级联操作关系的情况下，hibernate不允许删除从对象中提取出来的关联对象。因为cascade是save-update，因此dept和employee有级联关系，这时不允许删除得到的关联对象employee。但如果开发者单独查询出employee再删除，是可以的。

如果设置cascade="none"，即无级联操作，上述代码也能成功删除employee。如果cascade就需要设置成save-update，如何删除提取出来的关联对象呢？因为实际中是有这种需求的。那么就要先通过dept解除它与empoyee的关系：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  Dept dept = session.get(Dept.**class**, 2); **for** (Employee e : dept.getEmployeeSet()) {  dept.getEmployeeSet().remove(e); *// 则需要先解除关系* session.delete(e); *// 删除关联对象* }  transaction.commit(); session.close(); |

## 2.2 一对多的双向映射

还以上述的部门与员工为例，只是此时实现的是一对多双向映射，即再能实现由员工能关联到部门即可。只要做如下改动：

（1）Employee类中要有dept的关联字段：

|  |
| --- |
| **public class** Employee **implements** Serializable {  **private** Integer **eid**; *// 编号* **private** String **name**; *// 姓名* **private** Dept **dept**; *// 部门   // 自行写getter/setter/toString()等方法* } |

（2）在Employee.hbm.xml中进行“多对一”的配置（使用many-to-one标签）：

|  |
| --- |
| *<?***xml version="1.0" encoding="utf-8"** *?>* **<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd"*>*** <**hibernate-mapping package="com.hb.domain"**>  <**class name="Employee" table="employee"**>  *<!-- 主键 -->* <**id name="eid" column="eid"**>  <**generator class="increment"** />  </**id**>  *<!-- 员工姓名 -->* <**property name="name" column="name" length="20"** />  *<!--多对一外键配置 -->  <!--  name：表示本对象对应的属性  class：表示该属性对应的类型  column：指明本表中的外键字段  -->* <**many-to-one name="dept" class="Dept" column="deptId"**></**many-to-one**>  </**class**> </**hibernate-mapping**> |

即在一对多关联映射中，一的一方使用set标签，多的一方使用many-to-one标签，目的都是使得某一方通过指定的外键能关联到另一方。但最终由Hibernate生成的表的结构和单向关联是一样的。

双向关联就意味着双方都可维护关系。例如此时要同时添加员工和对应的部门，则可由员工进行关系的维护，代码为：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  *// 添加员工“赵六”和对应的“研发部”部门 // 1. 创建员工和部门对象* Employee zl = **new** Employee(); zl.setName(**"赵六"**); Dept dept = **new** Dept(); dept.setName(**"研发部"**); *// 2. 通过员工维护与部门的关系* zl.setDept(dept); *// 3. 进行保存* session.save(zl);  transaction.commit(); session.close(); |

运行上述代码会报错：

|  |
| --- |
| TransientObjectException: object references an unsaved transient instance - save the transient instance beforeQuery flushing: com.hb.domain.Dept |

这是因为代码只保存了“zl”，而没有保存“dept”，加上“session.save(dept)”即可。当然，这个问题也能通过对Employee.hbm.xml中设置级联操作来解决。可在many-to-one中设置cascade为save-update，说明操作employee也会级联添加和更新dept，这样也解决了问题（即设置了save-update就可隐式保存dept了）。

另外我们通过执行的SQL会发现，进行级联操作，并通过多的一方（即员工）来维护关系时，最后并不会产生额外的更新SQL来单独地设置deptId外键，这是因为在添加或更新员工时就直接设置好了deptId。因此在一对多关系中，一般推荐使用多的一方维护关系，避免不需要的update语句。而且，由于外键关系（deptId）本身就会在保存或更新员工时进行维护，因此员工中不存在不维护deptId的说法，所以many-to-one中也没有提供inverse的设置。

下面再举两个一对多双向关联通过多的一方维护关系的例子。数据还是使用2.3节的数据。

例1：将1号员工“张三”调整到“开发部”。

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  *// 直接拿到员工和部门，通过员工维护关系* Employee zs = session.get(Employee.**class**, 1); Dept developDept = session.get(Dept.**class**, 2); zs.setDept(developDept); *// 无需update，直接提交事务即可* transaction.commit(); session.close(); |

例2：把学生从班级中移除：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction();  *// 直接拿到员工和部门，通过员工维护关系* Employee zs = session.get(Employee.**class**, 1); zs.setDept(**null**); *// 设置为null即可 // 无需update，直接提交事务即可* transaction.commit(); session.close(); |

用法和之前是类似的，注意cascade设置即可。

## 2.2 关于使用Set集合

我们在配置一对多（包括下面的多对多）关系时，使用的是Set集合，Set集合是无序的，但是我们可以在“set”标签中配置“order-by”属性，以便对集合进行排序，这样拿到的Set集合就是“有序”的。例如：

|  |
| --- |
| <**set name="employeeSet" table="employee" order-by="eid"**>  <**key column="deptId"** />  <**one-to-many class="Employee"** /> </**set**> |

order-by中指定的是“employee”表中的字段，如果“employee”中有age字段，还能按照年龄排序，即order-by="age"，这样从Dept中取到的Set<Employee>就是年龄从小到大排序了。默认是升序排序的，也可设置为降序排序，即设置desc，比如：order-by="age desc"。实现的原理就是通过SQL的“order by”查询的。

## 2.4 多对多映射

例子：项目（Project）与开发人员（Developer）之间的关系就是多对多关系：

一个项目，可有多个开发人员；一个开发人员，可参与多个项目。因此，项目与开发人员之间还有一张表，即“项目人员表”。

映射数据库表时，我们使用peoject、developer和relation三张表，其中relation采用复合主键。

（1）写Project和Developer两个实体类

Project：

|  |
| --- |
| **package** com.hb.domain;  **import** java.io.Serializable; **import** java.util.LinkedHashSet; **import** java.util.Set;  **public class** Project **implements** Serializable {  **private** Integer **pid**; *// 项目主键* **private** String **pname**; *// 项目名称* **private** Set<Developer> **developerSet** = **new** LinkedHashSet<>();  *// setter/getter...* } |

Developer：

|  |
| --- |
| **package** com.hb.domain;  **import** java.io.Serializable; **import** java.util.LinkedHashSet; **import** java.util.Set;  **public class** Developer **implements** Serializable {  **private** Integer **devId**; *// 开发者编号* **private** String **devName**; *// 开发者姓名* **private** Set<Project> **projectSet** = **new** LinkedHashSet<>();  *// getter/setter...* } |

两个实体类中的Set集合分别表示项目对应的人员和人员对应的项目。

（2）映射文件

Project.hbm.xml：

|  |
| --- |
| *<?***xml version="1.0" encoding="utf-8"** *?>* **<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd"*>*** <**hibernate-mapping package="com.hb.domain"**>  <**class name="Project" table="project"**>  <**id name="pid"**>  <**generator class="increment"** />  </**id**>  <**property name="pname" length="20" column="pname"** />  *<!-- 多对多映射 -->  <!-- 还是用set标签指明属性和关系表。这时关系表叫relation，用table指定-->* <**set name="developerSet" table="relation"**>  *<!--key中指明本表的外键-->* <**key column="pid"** />  *<!-- 这时应该用many-to-many指明要关联的列名和类型-->* <**many-to-many column="devId" class="Developer"** />  </**set**>  </**class**> </**hibernate-mapping**> |

Developer.hbm.xml：也是用多对多，和上述“相反”。

|  |
| --- |
| *<?***xml version="1.0" encoding="utf-8"** *?>* **<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd"*>*** <**hibernate-mapping package="com.hb.domain"**>  <**class name="Developer" table="developer"**>  <**id name="devId"**>  <**generator class="increment"** />  </**id**>  <**property name="devName" length="20" column="devName"** />  *<!-- 多对多映射 -->  <!-- 关系表还是relation-->* <**set name="projectSet" table="relation"**>  *<!--key中指明本表的外键-->* <**key column="devId"** />  *<!-- many-to-many指明要关联的列名和类型-->* <**many-to-many column="pid" class="Project"**/>  </**set**>  </**class**> </**hibernate-mapping**> |

（3）在主配置文件中加载上述的映射文件。

这样，多对多的映射关系就配置好了。下面通过案例来说明多对多的操作。

首先，在每个映射文件的set标签中设置好cascade为save-update级联操作，否则下面保存或更新时，无法进行隐式地保存和更新，在开发中要注意这个区别。

例1：保存一个“OA系统”项目和它的一个“张三”开发者，且维护它们的关系。

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction(); *// 1. OA系统* Project oa = **new** Project(); oa.setPname(**"OA系统"**); *// 2. 开发者张三* Developer zs = **new** Developer(); zs.setDevName(**"张三"**); *// 3. 维护关系* oa.getDeveloperSet().add(zs); *// 通过zs维护关系也是一样的。 // 4. 保存* session.save(oa); transaction.commit();  session.close(); |

上述代码执行时，Hibernate共会发出下述语句：

|  |
| --- |
| select max(pid) from project  select max(devId) from developer  insert into project (pname, pid) values (?, ?)  insert into developer (devName, devId) values (?, ?)  insert into relation (pid, devId) values (?, ?) |

前两句SQL不用说了，就是插入前先获取主键的最大值。第三句是插入项目数据，第四句是插入开发者数据，这是因为设置了cascade为save-update，能够进行隐式保存关联数据。第五句插入关系表数据就是维护项目与开发者之间的关系，这是因为inverse默认为false，因此会根据代码维护外键关系。

例2：将一个新的开发者“李四”加入到上述的“OA系统”项目中。

解析：这时用“李四”来维护关系较好，因为“李四”只是新增与项目的关系，只要调用set设置一下即可。但如果是用“OA系统”维护关系，则使用“oa.getDeveloperSet().add()”时，还要先查出OA系统的开发者信息，这是不必要的。因此代码如下：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction(); *// 1. 李四* Developer ls = **new** Developer(); ls.setDevName(**"李四"**); *// 2. 获得OA系统 项目* Project oa = session.get(Project.**class**, 1); *// 3. 通过ls维护关系* Set<Project> projects = **new** LinkedHashSet<>(); projects.add(oa); ls.setProjectSet(projects); *// 4. 保存ls* session.save(ls); transaction.commit(); session.close(); |

例3：将张三由OA系统转移到图书管理系统的开发。（自行先在数据库中创建图书管理系统的记录）。

解析：将已有的开发者进行项目的调整，根据Hibernate面向对象思想，需要先解除之前与OA的关系，再新建现在的关系。则代码为：

|  |
| --- |
| Session session = sessionFactory.openSession(); Transaction transaction = session.beginTransaction(); *// 将张三更改为图书管理系统 // 1. 拿到张三* Developer zs = session.get(Developer.**class**, 1); *// 2. 拿到OA系统* Project oa = session.get(Project.**class**, 1); *// 3. 拿到图书管理系统* Project lib = session.get(Project.**class**, 2); *// 4. 先解除与OA的关系再新建与lib的关系* zs.getProjectSet().remove(oa); zs.getProjectSet().add(lib); *// 直接提交事务即可* transaction.commit(); session.close(); |

注意：这里不能像一对多那样直接设置张三的新的关系，因为在多对多这样操作的话，只会新增张三的关系（而不是修改），多对多是允许多个关系存在的。如果单纯使用SQL操作，直接调用update语句更新关系表即可，但这里在Hibernate中无优化办法，这是无可避免的，必须先解除关系再建立关系。

上述代码中，“zs.getProjectSet().remove(oa);”不能改成“zs.setProjectSet(null)”，这样会导致张三与所有的项目都解除关系。

总结：relation就是生成的一张关系表。其实：

多对多关系的建立相当于在关系表中插入一行数据；

多对多关系的解除相当于在关系表中删除一行数据；

多对多关系的修改相当于先删除记录，再增加新的记录。

因此，多对多关系的维护使用哪一方进行维护，效率都是一样的，但要看具体的需求，例如上述的例2通过开发者一方维护关系就避免了查询语句，因此写Hibernate代码时要好好考虑执行的效率。

## 2.5 一对一映射

例如一个用户和他的身份证信息就是一对一的关系。一般是用户表只存储基本信息，然后身份证表存储身份证信息，并且身份证表有外键关联用户表。

（1）实体类：

User：

|  |
| --- |
| **package** com.zhang.entity;  **public class** User {  **private** String **userId**; *// 用户编号* **private** String **userName**; *// 用户姓名* **private** IDCard **idCard**; *// 对应的身份证* } |

IDCard：

|  |
| --- |
| **package** com.zhang.entity; **public class** IDCard {  **private** String **cardNum**; *// 身份证号（主键）* **private** String **address**; *// 地址* **private** User **user**; *// 对应的用户* } |

（2）映射文件

User.hbm.xml

|  |
| --- |
| *<?***xml version="1.0" encoding="utf-8"** *?>* **<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd"*>*** <**hibernate-mapping package="com.zhang.entity"**>  <**class name="User" table="user"**>  <**id name="userId"**>  <**generator class="assigned"** />  </**id**>  <**property name="userName" length="20" column="userName"** />  *<!-- 一对一映射，这是主表，直接写类型即可。关联在外键一方配置 -->* <**one-to-one name="idCard" class="IDCard"** />  </**class**> </**hibernate-mapping**> |

IDCard.hbm.xml

|  |
| --- |
| *<?***xml version="1.0" encoding="utf-8"** *?>* **<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 3.0//EN"  "http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd"*>*** <**hibernate-mapping package="com.zhang.entity"**>  <**class name="IDCard" table="idCard"**>  <**id name="cardNum"**>  *<!-- 主键映射。 -->* <**generator class="assigned"** />  </**id**>  <**property name="address"** />  *<!-- 一对一映射。但是用many-to-one标签，因为此标签可维护外键信息。 -->  <!-- column指明外键的列名，由于是一对一，这里用unique为true表示唯一，即外键只能出现一次。就是把一对多改造成一对一 -->* <**many-to-one name="user" class="User" column="user\_Id" unique="true"**></**many-to-one**>  </**class**> </**hibernate-mapping**> |

（3）测试。注意，由于外键关系是通过IDCard维护的，因此代码中，也要通过IDCard维护关联。即用IDCard对象设置其用户，而不能通过用户设置其IDCard信息。而获取也是单向获取（下述代码没有使用级联操作）。

|  |
| --- |
| **public class** Demo {  **public static void** main(String[] args) {  Session session = **new** Configuration().configure().buildSessionFactory().openSession();  session.beginTransaction();  User user = **new** User(**"U001"**, **"张三"**);  IDCard idCard = **new** IDCard(**"321322"**, **"江苏"**);  idCard.setUser(user);  session.save(user);  session.save(idCard);  session.getTransaction().commit();  session.close();  session.getSessionFactory().close();  } } |

# 3. Hibernate的二级缓存

## 3.1 Hibernate二级缓存的适用场景

在Hibernate中除了一级缓存，还可使用二级缓存。二级缓存的生命周期是在sessionFactory范围中，当sessionFactory关闭时二级缓存会被销毁。

Hibernate二级缓存适合存储以下类型的数据：

（1）公开的数据。一些保密性强的数据不适合在缓存中存储。

（2）数据基本上不发生变化的数据。例如，省份和城市的数据、应用功能配置的数据等，这些数据通常不会发生频繁变动，可以放入二级缓存中。但一些时刻变化的数据（例如实时股票数据）就不适合存储在二级缓存中。

## 3.2 设置Hibernate二级缓存

Hibernate并没有自己实现具体的二级缓存，一般用插件的方式给Hibernate配置具体的二级缓存实现。我们这里使用ehcache实现Hibernate的二级缓存。

在Hibernate中使用ehcache作为二级缓存的步骤如下：

（1）在Hibernate的lib目录中，再进入optional/ehcache文件夹，其中的jar包就用于在Hibernate中配置ehcache作为二级缓存的实现。因此先在项目中引入该目录下的包。

（2）在hibernate.cfg.xml主配置文件中，配置二级缓存的具体实现框架，并开启Hibernate的二级缓存（默认未开启）：

|  |
| --- |
| *<!-- 指定使用的具体的缓存框架 -->* <**property name="cache.region.factory\_class"**>org.hibernate.cache.ehcache.EhCacheRegionFactory</**property**> *<!-- 开启Hibernate二级缓存 -->* <**property name="cache.use\_second\_level\_cache"**>true</**property**> |

（3）指定哪些类需要开启二级缓存。

这有两种方式，一种是直接在主配置文件中进行配置，例如：

|  |
| --- |
| *<!-- 对Project类应用二级缓存 -->* <**class-cache class="com.hb.domain.Project" usage="read-write"**/> |

usage="read-write"含义下面讲。

还有一种就是在类的映射文件中进行配置，例如：

|  |
| --- |
| <**hibernate-mapping package="com.hb.domain"**>  <**class name="Project" table="project"**>  *<!-- cache标签用于配置本类应用二级缓存 -->* <**cache usage="read-only"** />  *<!-- 主键配置.... -->* <**id name="pid"**>  <**generator class="increment"** />  </**id**>  ......  </**class**> </**hibernate-mapping**> |

我们这里使用这个第二种方式。

## 3.3 操作二级缓存

操作二级缓存，就是研究将对象放入二级缓存和将对象从二级缓存中提取出来的方法。

设置好Hibernate后，可以通过下述方法操作二级缓存：

（1）get、list方法可以把对象放入到二级缓存中；

（2）get、iterate方法可以把对象从二级缓存中提取出来。

### 3.3.1 get等方法

下面验证一下get方法可操作二级缓存：

|  |
| --- |
| **public static void** main(String[] args) {  Configuration cfg = **new** Configuration();  SessionFactory sessionFactory = cfg.configure().buildSessionFactory();  *// 创建session* Session session = sessionFactory.openSession();  *// 拿到OA系统* Project oa = session.get(Project.**class**, 1);  System.***out***.println(oa);  *// 关闭本次session* session.close();  *// 创建新的session* Session newSession = sessionFactory.openSession();  Project newOa = newSession.get(Project.**class**, 1);  System.***out***.println(newOa);  *// 关闭新的session* newSession.close();  sessionFactory.close(); } |

上述为了验证get是操作二级缓存的，期间关闭了原来的session，创建了新的session，使一级缓存不可用，但可使用sessionFactory范围的二级缓存。执行程序发现，上述代码只会产生一条查询SQL，这证明了：

（1）调用session.get方法时，该方法不仅把查询到的对象放入了一级缓存中，还把对象放到了二级缓存中（前提是开启了二级缓存）；

（2）在调用get方法提取数据时，先从一缓存中查找，如果找不到，再从二级缓存中查找（如果开启了二级缓存），如果还是找不到，则通过数据源查询数据库来查找。

那么session.save方法会不会操作二级缓存呢？我们可以通过调用sessionFactory.getStatistics().getEntityLoadCount()方法查看二级缓存中加载的实体个数。但前提是要在Hibernate主配置文件中开启统计功能：

|  |
| --- |
| <**property name="generate\_statistics"**>true</**property**> |

验证代码如下：

|  |
| --- |
| Session session = sessionFactory.openSession(); Project project = **new** Project(); project.setPname(**"能耗监测系统"**); session.save(project); System.***out***.println(sessionFactory.getStatistics().getEntityLoadCount()); session.close(); |

输出为0，表示save方法并不会操作二级缓存。同样，update等操作也不会操作二级缓存。

### 3.3.2 list和iterate

本节开头提到的list和iterator方法实际上是在HQL中使用的，可将查询出来的对象放入二级缓存并利用。例如：

|  |
| --- |
| Session session = sessionFactory.openSession(); List<Project> projects = session.createQuery(**"from Project"**).list(); *// 查询所有的项目* System.***out***.println(session.getStatistics().getEntityCount()); *// 检查是否放入对象到一级缓存* System.***out***.println(sessionFactory.getStatistics().getEntityLoadCount()); *// 检查是否放入对象到二级缓存* session.close(); |

上述代码（list方法）会把projects保存到一级和二级缓存中（通过输出结果可证明，这里输出为2，因为数据库中存储了两个项目）。但是，如果在list方法执行后，再调用list方法查询同样的SQL和数据（HQL最终还是会转化为SQL），那么Hibernate还是会发送SQL语句。这说明，list方法只能把HQL查询结果放入一级和二级缓存中，但是不能从一级和二级缓存中提取数据。

这时就需要使用iterator方法了。例如如下代码：

|  |
| --- |
| Session session = sessionFactory.openSession(); *// 先调用list，这样对象也会被缓存到一级和二级缓存中。* List<Project> projects = session.createQuery(**"from Project"**).list(); session.close(); *// 新的session* Session newSession = sessionFactory.openSession(); *// 某段时间，用iterator查询相同的数据* Iterator<Project> newProjects = newSession.createQuery(**"from Project"**).iterate(); *// 遍历newProjects* **while** (newProjects.hasNext()) {  Project project = newProjects.next();  System.***out***.println(project.getPname()); } newSession.close(); |

上述代码执行发出的只有两条SQL：

|  |
| --- |
| select project0\_.pid as pid1\_1\_, project0\_.pname as pname2\_1\_ from project project0\_  select project0\_.pid as col\_0\_0\_ from project project0\_ |

第一条SQL就是第一个session中调用list方法时进行的查询，而第二个SQL就是新的session中调用iterate方法时进行的查询，发现该查询只是查询了主键数据。当新的session中获取每个project数据时，Hibernate并没有发送额外的查询语句，这说明此时就利用了之前session中通过list方法设置的二级缓存数据。如果说直接使用iterate，之前没有使用过list方法缓存过数据，那么每查询一个project数据就会发出一条SQL（可自行验证）。

因此对iterate方法的查询策略总结如下：

（1）先查找该表中所有的主键；

（2）再根据主键从二级缓存中查找对象，如果有，则利用二级缓存；如果没有则根据主键再查询该表中对应的数据。

Hibernate这样进行处理还是比较恶心的，但是利用好list和iterate也是能提高效率的。例如，可以在系统启动时，通过list方法加载好系统的权限数据，并操作到二级缓存，随后不同用户登录时，再通过iterate方法查询权限数据，这样就减少了对权限数据的读取。

## 3.4 把集合设置到二级缓存

在一级缓存中，Hibernate会把关联对象一同设置到一级缓存中，即调用getDeveloperSet()等方法时，关联对象的集合数据（相关的开发者Developer数据）也会被放入一级缓存中。

但在二级缓存中，如果想要关联对象（集合）也随着调用getDeveloperSet()等方法被放入到二级缓存中，则要先在映射文件的set标签中设置cache标签：

|  |
| --- |
| <**hibernate-mapping package="com.hb.domain"**>  <**class name="Project" table="project"**>  *<!-- cache标签用于配置本类应用二级缓存 -->* <**cache usage="read-only"** /><**id name="pid"**>  <**generator class="increment"** />  </**id**>  <**property name="pname" length="20" column="pname"** />  <**set name="developerSet" table="relation" cascade="save-update"**>  *<!-- 这里要配置下cache，才能把集合设置到二级缓存 -->* <**cache usage="read-only"** />  <**key column="pid"** /><**many-to-many column="devId" class="Developer"** />  </**set**>  </**class**> </**hibernate-mapping**> |

测试代码如下：

|  |
| --- |
| Project project = session.get(Project.**class**, 1); Set<Developer> developerSet = project.getDeveloperSet(); System.***out***.println(developerSet); *// 需要用一下developerSet，否则会出现懒加载，这个后面说。* System.***out***.println(sessionFactory.getStatistics().getEntityLoadCount()); *// 统计二级缓存总共保存的实体数* System.***out***.println(sessionFactory.getStatistics().getCollectionLoadCount()); *// 统计二级缓存总共保存的集合数* |

## 3.5 二级缓存的策略

一般，二级缓存中的数据通常是很少改变的，因此之前我们在cache标签中都这样设置：

|  |
| --- |
| <**cache usage="read-only"** /> |

这里的usage为read-only表示该对象可以加载到二级缓存，但是是只读的，无法修改。如果代码中对二级缓存进行修改并且提交事务的话，则程序会出现以下异常：

|  |
| --- |
| UnsupportedOperationException: Can't write to a readonly object |

如果想要能够修改该对象的数据，则需要将usage设置为“read-write”：

|  |
| --- |
| <**cache usage="read-write"** /> |

这就是二级缓存的只读策略和读写策略。

## 3.6 允许二级缓存使用磁盘空间

有时，需要进行二级缓存的数据较多，为了避免占用大量的内存空间，可以设置将二级缓存部分数据暂存到磁盘上。这实际是ehcache框架本身提供的功能，如果单独地使用ehcache也适用这样的功能。

在“ehcache-2.10.3.jar”这个我们引入的包中，其中有一个“ehcache-failsafe.xml”文件，这是ehcache的默认配置文件。我们可以把ehcache-failsafe.xml复制一份到src目录下，并改名为“ehcache.xml”，项目启动后，ehcache缓存框架就会默认加载这个配置文件，我们基于这个文件进行修改使用即可。

下面我们简单地配置ehcache，并进行解释：

|  |
| --- |
| <**ehcache xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:noNamespaceSchemaLocation="../config/ehcache.xsd"**>  *<!-- 设置磁盘的临时缓存文件目录 -->* <**diskStore path="p:/ehcacheTemp"**/>  *<!-- 在defaultCache标签中设置默认的缓存策略 -->  <!-- 其中属性解释：  name：缓存的名字，可取值为类的全限定名。在defaultCache中无需设置。  maxElementsInMemory：可在内存中存放的最大的缓存对象个数  maxElementsOnDisk: 可在磁盘中存放的最大的缓存对象个数  overflowToDisk：当内存中缓存达到最大值时，是否将缓存放到磁盘  eternal：缓存是否永不过期，默认为false。  如果设置为true，将忽略下面的timeToIdleSeconds和timeToLiveSeconds。使用默认false即可。  timeToIdleSeconds：对象过期之前的空闲时间（秒）。即此时间内缓存未被使用，则被销毁  timeToLiveSeconds：对象过期之前的生存时间（秒）。即缓存超过此时间，则被销毁  diskPersistent：当JVM结束时，是否持久化对象。默认为false，则程序运行结束后，临时文件被自动删除。  为了验证临时文件的存在，我们这里设置成true，这样当程序执行结束后，临时文件目录中会有相关文件信息，可以验证ehcache在生效。  diskExpiryThreadIntervalSeconds：指定用于清除过期对象的线程的轮询执行时间。  该值默认是120秒。不宜设置过小，否则容易消耗计算机资源，也不宜设置过大，否则导致过期对象不能被及时清除。按照默认的120即可。  memoryStoreEvictionPolicy：当内存缓存达到最大，有新的对象加入的时候，移除缓存中元素的策略。  默认是LRU（最近最少使用），也可以设置为FIFO（先入先出）和LFU（最少使用）的策略。  -->* <**defaultCache  maxElementsInMemory="10000"  maxElementsOnDisk="10000000"  overflowToDisk="true"  eternal="false"  timeToIdleSeconds="120"  timeToLiveSeconds="120"  diskPersistent="true"  diskExpiryThreadIntervalSeconds="120"  memoryStoreEvictionPolicy="LRU"**>  </**defaultCache**>   *<!-- 下面用cache节点设置具体的命名缓存的策略  为了能看到缓存到磁盘上的效果，这里设置的少一些。  其中的属性和上面的defaultCache使用相同，只要复制过来修改即可。  -->* <**cache  name="com.hb.domain.Project"  maxElementsInMemory="1"  overflowToDisk="true"  eternal="false"  timeToIdleSeconds="120"  timeToLiveSeconds="120"  diskPersistent="true"  diskExpiryThreadIntervalSeconds="120"  memoryStoreEvictionPolicy="LRU"** /> </**ehcache**> |

配置后，运行一个能操作二级缓存的代码即可看到临时文件目录中发生的变化。

ehcache还有很多配置，可以等到专门研究缓存时再看。这里还有一个小问题，就是在IDE中，编写这个XML时没有提示。这是因为我们拷贝的ehcache-failsafe.xml中，根标签中指定的xsd文件路径不正确。这里应该把“../config/ehcache.xsd”改成“http://ehcache.org/ehcache.xsd”，即：

|  |
| --- |
| <**ehcache xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:noNamespaceSchemaLocation="http://ehcache.org/ehcache.xsd"**> |

在IDEA中，可能还会让你注册该URL，照做即可（或者按Alt + Enter提示操作），这样就能出现提示了。

在实际项目中，一般会使用分布式缓存来解决内存缓存不足的情况，因为内存毕竟比较快。

# 4. 查询缓存

一级缓存和二级缓存都是对象缓存：就是把该对象对应的数据库表中的所有字段的数据都查询出来，这种查询在某些场合下（如表中字段过多）会导致效率不高。

有时，程序中进行的查询可能只查询某几个字段，这时可以使用查询缓存。查询缓存也叫数据缓存，即可以把对象的部分数据放到缓存中。

查询缓存的生命周期：只要数据放入了查询缓存中，该缓存就会一直存在，直到缓存中的数据被修改了，则该缓存的生命周期就结束了。

## 4.1 使用查询缓存

首先，在主配置文件中开启Hibernate的查询缓存（注意，也要开启二级缓存，且相关的类的映射文件需要使用cache标签来指定加入二级缓存，查询缓存依赖二级缓存）：

|  |
| --- |
| *<!-- 开启查询缓存 -->* <**property name="cache.use\_query\_cache"**>true</**property**> |

一般，使用HQL语法将数据加入到查询缓存中，因为get()等方法查询到的直接是对象，它们会被放入一级或者二级缓存中，而HQL可只查询某些字段。

例1：第一个使用查询缓存的案例。见代码：

|  |
| --- |
| **public static void** main(String[] args) **throws** InterruptedException {  Configuration cfg = **new** Configuration();  SessionFactory sessionFactory = cfg.configure().buildSessionFactory();  Session session = sessionFactory.openSession();  Query query = session.createQuery(**"from Project "**);  query.setCacheable(**true**); *// 设置query使用查询缓存* query.list(); *// 会把数据放到查询缓存中* session.close();  *// 在新的session中通过同样的方式拿到数据* Session newSession = sessionFactory.openSession();  Query newQuery = newSession.createQuery(**"from Project "**);  newQuery.setCacheable(**true**); *// 也要设置query使用查询缓存* newQuery.list();  newSession.close();  sessionFactory.close(); } |

上述代码在两个session中用同样的方法进行了HQL查询，且设置了查询缓存的使用。程序执行完发现虽然调用了两次list方法，但只执行了一次SQL查询。这证明了用list进行HQL查询的数据先被放入了查询缓存中。为什么说这使用了查询缓存呢？这是因为list不会放到一级缓存中，虽然list会放入数据到二级缓存中，但list无法从二级缓存中提取数据（需要使用iterate方法），因此排除了一级缓存和二级缓存的使用，只能是查询缓存。

再比如，查询特定字段数据放入到查询缓存中：

|  |
| --- |
| Session session = sessionFactory.openSession(); Query query = session.createQuery(**"select pname from Project "**); query.setCacheable(**true**); query.list(); session.close(); |

使用查询缓存时需要知道：能够成功使用查询缓存的前提是两个HQL是一模一样的，哪怕有一点不一样，第二次执行的HQL都不能利用之前的查询缓存！例如上面的HQL是“select pname from Project”，如果以后又有session执行“select pname from Project”这个HQL，那么这次查询是能够利用查询缓存的，但是如果这次执行的HQL是“select pname from Project where pid=1”，就不能利用查询缓存，虽然这个HQL的结果包含在了上次的查询缓存中。这是Hibernate比较“恶心”的地方。

## 4.2 Hibernate中缓存的总结

hibernate中总共有三种缓存：

一级缓存解决的问题是：在一次请求中，尽量减少和数据库交互的次数。在session.flush方法之前，改变的是一级缓存的对象的属性。当session.flush执行时才要跟数据库交互。但一级缓存解决不了重复查询的问题（因为查询一次后session就关闭了，一级缓存随之消失）。

二级缓存可以把较少变动的、常用的公共的数据存放进来，减少重复查询。利用get和iterate方法可以得到二级缓存中的数据。

一级缓存和二级缓存都是对象缓存。

查询缓存可以缓存数据或者对象，可以利用list方法把数据放入查询缓存中，也可利用该方法得到查询缓存中的数据。查询缓存中存放的是数据，是数据缓存。