# 1. Java 8的函数式编程

先以几个简单的例子体验Lambda和Stream API。

准备工作：先新建一个Student类以便案例使用。Student类代码如下（就是一个实体类，有姓名、年龄、性别等属性）：

|  |
| --- |
| **package** java8.demo;  **public class** Student {  **private** String **name**;  **private int age**;  **private** String **gender**;   **public** Student() {  **super**();  }   **public** Student(String name, **int** age, String gender) {  **this**.**name** = name;  **this**.**age** = age;  **this**.**gender** = gender;  }  // getter和setter方法，省略...  @Override  **public** String toString() {  **return "Student{"** +  **"name='"** + **name** + **'\''** +  **", age="** + **age** +  **", gender='"** + **gender** + **'\''** +  **'}'**;  } } |

（1）例1：用TreeSet存储学生集合，利用Comparator实现按年龄从大到小排序学生。

一般，我们使用如下代码：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test; **public class** Main {  *// 准备的学生集合数据* **private** List<Student> **studentList** = Arrays.*asList*(  **new** Student(**"张三"**, 10, **"男"**),  **new** Student(**"李四"**, 9, **"女"**),  **new** Student(**"王五"**, 11, **"女"**));   @Test  **public void** test() {  *// 比较器。使用匿名内部类（也可自行新建一个类）。* Comparator<Student> comp = **new** Comparator<Student>() {  @Override  **public int** compare(Student o1, Student o2) {  **return** o1.getAge() - o2.getAge();  }  };  *// 使用比较器创建TreeSet，并加入学生集合* TreeSet<Student> treeSet = **new** TreeSet<>(comp);  treeSet.addAll(**studentList**);  *// 遍历输出* **for** (Student student : treeSet) {  System.***out***.println(student);  }  } } |

但是我们发现，实际在Comparator匿名内部类中，真正有效的只有一句话，就是“o1.getAge() - o2.getAge()”，别的只能算是辅助语句。

若我们采用Lambda方式，则代码就变得非常简洁：

*说明，为了节约篇幅和展示重点代码，下面只展示测试方法的代码。方法中能直接使用上面的学生集合数据，studentList成员变量。*

|  |
| --- |
| @Test **public void** testLambda() {  *// 使用lambda代替匿名内部类的写法* Comparator<Student> comp = (stu1, stu2) -> stu1.getAge() - stu2.getAge();  *// 下面还是将学生数据存入treeSet中* TreeSet<Student> treeSet = **new** TreeSet<>(comp);  treeSet.addAll(**studentList**);  *// 遍历时，我们可使用Java 8新提供的API，简洁* treeSet.forEach(System.***out***::println); } |

程序运行，会正确显示和之前一样的结果。我们发现，代码变得简洁了许多，仅用4行代码即完成功能。

（2）例2：在上例数据（即学生集合）的基础上完成：筛选出studentList中年龄大于10岁的学生。

一般方法：

|  |
| --- |
| @Test **public void** testFind() {  *// 待保存符合条件的学生集合* List<Student> newList = **new** ArrayList<>();  *// 遍历、判断再添加到新集合* **for** (Student student : **studentList**) {  **if** (student.getAge() > 10) {  newList.add(student);  }  }  *// 输出新集合* **for** (Student student : newList) {  System.***out***.println(student);  } } |

上述的核心代码仅仅是判断年龄。如果以后再有额外的需求，比如得到所有女同学的集合，那么我们还需要遍历进行性别的判断，如果将过滤同学提取为方法，则需要写多个方法，如过滤年龄的方法，过滤性别的方法。

那有何优雅的解决办法？我们可使用“策略设计模式”，即让结果根据我们提供的策略走，提供什么样的判断策略，就会得到什么样的结果。

首先需要写一个通用的接口，比如叫MyPredicate接口，代码如下：

|  |
| --- |
| **package** java8.demo;  **public interface** MyPredicate<T> {  **boolean** test(T t); } |

然后，在代码中提供“selectList”方法用于筛选，方法的参数是要筛选的集合和MyPredicate实现类对象，该实现类表示会接受哪些元素。代码如下所示：

|  |
| --- |
| *// 通用的筛选方法。* **public** <T> List<T> selectList(List<T> list, MyPredicate<T> mp) {  List<T> newList = **new** ArrayList<>();  **for** (T t : list) {  **if** (mp.test(t)) {  newList.add(t);  }  }  **return** newList; } @Test **public void** testFind() {  *// 编写predicate。* MyPredicate<Student> stuPredicate = **new** MyPredicate<Student>() {  @Override  **public boolean** test(Student student) {  **return** student.getAge() > 10;  }  };  *// 利用predicate直接得到结果。* List<Student> students = selectList(**studentList**, stuPredicate);  students.forEach(System.***out***::println); } |

上述就是“策略设计模式”，提取的方法灵活性提高了，但代码不直观了，并且并不是很简洁。这时我们可再用Lambda表达式简化代码：

|  |
| --- |
| @Test **public void** testFind() {  *// 用lambda编写predicate。* MyPredicate<Student> stuPredicate = (student) -> student.getAge() > 10;  *// 得到结果。* List<Student> students = selectList(**studentList**, stuPredicate);  students.forEach(System.***out***::println); } |

实际上，利用Java 8的Stream API，可使代码更加简洁！我们无需编写上述的MyPredicate接口和selectList方法，下面直接在测试方法中使用Stream API和lambda一步到位达到效果：

|  |
| --- |
| @Test **public void** testFind() {  **studentList**.stream()  .filter((stu) -> stu.getAge() > 10)  .forEach(System.***out***::println); } |

只要上述一条语句，实现了需求，无需额外代码。我们还能限制只要女同学中的前1个：

|  |
| --- |
| @Test **public void** testFind() {  **studentList**.stream()  .filter((stu) -> stu.getGender().equals(**"女"**))  .limit(1)  .forEach(System.***out***::println); } |

甚至能只显示集合中的学生姓名：

|  |
| --- |
| @Test **public void** testFind() {  **studentList**.stream()  .map(Student::getName)  .forEach(System.***out***::println); } |

So，Let’s Study。

# 2. Lambda表达式

## 2.1 什么是Lambda表达式

Lambda 是一个匿名函数，可以把 Lambda表达式理解为是一段可以传递的代码（将代码像数据一样进行传递）。使用Lambda可以写出更简洁、更灵活的代码。

Lambda 使用“->”作为操作符，该操作符被称为 Lambda 操作符或箭头操作符。它将 Lambda分为两个部分：

左侧：指定Lambda表达式需要的参数；

右侧：指定Lambda 体，即Lambda表达式要执行的功能。

## 2.2 使用Lambda表达式

Lambda表达式用来简化匿名内部类的书写，如之前的简化Comparator接口。因此Lambda 表达式需要“函数式接口”的支持。

函数式接口是指只有一个抽象方法的接口，比如下面示例中要使用的Runnable接口等。我们可以在函数式接口上使用“@FunctionalInterface”注解，该注解表明该接口是一个函数式接口，并且注解会检查该接口是否符合函数式接口。

由于函数式接口中抽象方法参数和返回值不同，Lambda表达式有以下几种格式：

（1）无参数，无返回值的Lambda。格式是：() -> {要执行的Lambda体}。

这里以Runnable接口为例：

|  |
| --- |
| @Test **public void** test() {  Runnable r = () -> {  System.***out***.println(**"Running"**);  System.***out***.println(**"Finish"**);  };  r.run(); } |

如果Lambda体中只有一条语句，那么Lambda体的大括号是可以省略的，即：

|  |
| --- |
| Runnable r = () -> System.***out***.println(**"Finish"**); |

（2）有参数，有（或者无）返回值。格式是：(参数列表) -> {Lambda体}。

参数列表中，无需指定参数的类型，JVM会根据上下文推断，这就是“类型推断”。若有返回值，则使用return语句即可。

|  |
| --- |
| @Test **public void** test() {  Comparator<Integer> comparator = (x, y) -> {  System.***out***.println(**"comp"**);  **return** x - y;  };  Integer i = comparator.compare(20, 10);  System.***out***.println(i); *// 输出10* } |

如果Lambda体只有一条语句且是return语句，则Lambda体的大括号和return都可省略不写（要省都省。当然，若Lambda体本就无返回值且只有一条语句，还是直接省略大括号）：

|  |
| --- |
| Comparator<Integer> comparator = (x, y) -> x - y; |

另外，如果参数只有一个，则参数列表的小括号可以省略，如（这里使用一下下面要讲的Consumer）：

|  |
| --- |
| @Test **public void** test() {  Consumer consumer = (x) -> System.***out***.println(x);  consumer.accept(**"city"**); } |

由上我们看到，Lambda表达式左侧就是接口方法的参数，右侧就是接口方法具体需要执行的操作。Lambda体中可以对方法传入的值进行操作和返回（如果方法有参数和返回值的话）。

## 2.3 自定义函数式接口

实际上我们在1.2节已经自定义了一个函数式接口MyPredicate，现在，可以为它加上@FunctionalInterface注解了。该函数式接口的作用是“判定”。

经常会把Lambda作为参数传递，以灵活实现需要的功能。比如在1.2节中，selectList方法会根据传递进来的Lambda判定符合条件的对象，从而返回正确的结果。

我们可以定义多个函数式接口来实现不同的功能，实际这些接口很简单，只不过是参数和返回值不同。再举例：我们想用Lambda实现：将传入的字符串变为大写的：

（1）编写MyFunction函数式接口，接受一个待处理的字符串，并且有返回值以便返回结果：

|  |
| --- |
| **package** java8.demo; @FunctionalInterface **public interface** MyFunction {  String process(String str); } |

（2）编写“处理”方法并调用。下面的processStr方法就接收了字符串和MyFunction参数。

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test; **public class** Main {  *// 处理字符串。接收待处理字符串和MyFunction* **public** String processStr(String str, MyFunction mf) {  **return** mf.process(str);  }  *// 测试方法* @Test  **public void** test() {  String upper = processStr(**"hello"**, (str) -> str.toUpperCase());  System.***out***.println(upper); *// 输出HELLO* } } |

实际利用processStr()方法不仅能将字符串转为大写，这是传入的Lambda表达式决定的。并且，我们需要的函数式接口其实很有限，就是特定的参数和返回值。实际上Java 8内置了许多常用的函数式接口，因此我们无需自己定义。下面讲。

## 2.4 Java内置的函数式接口

Java 8内置四大核心函数式接口，分别是：

（1）Consumer<T>：消费型接口。该接口中的方法是“void accept(T t)”，接收一个对象且无返回值，适合对数据进行操作。例子：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test;  **import** java.util.function.Consumer;  **public class** Main {  *// “消费"的方法，处理数据* **public void** consumer(Double money, Consumer<Double> consumer) {  consumer.accept(money);  }  *// 测试方法* @Test  **public void** test() {  consumer(500D, (x) -> System.***out***.println(**"月消费"** + x));  *// 会输出“月消费500.0”* } } |

注意的是，Lambda中和匿名内部类中一样，同样不能修改外部的局部变量：

|  |
| --- |
| @Test **public void** test() {  **int** variable = 10;  *// 下面修改variable是错误的* consumer(500D, (x) -> System.***out***.println(**"月消费"** + variable++)); } |

（2）Supplier<T>：供给型接口。该接口中的方法是“T get()”，无参数并能返回一个对象，适合获取数据。例如：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test;  **public class** Main {  *// “获取"n个数的方法* **public** List<Integer> getRandom(**int** n, Supplier<Integer> sp) {  List<Integer> integerList = **new** ArrayList<>();  **for** (**int** i = 0; i < n; i++) {  integerList.add(sp.get());  }  **return** integerList;  }  *// 测试方法* @Test  **public void** test() {  *// 获取0-100随机数* List<Integer> list = getRandom(10, () -> (**int**)(Math.*random*() \* 100));  System.***out***.println(list);  } } |

（3）Function<T, R>：函数型接口。该接口中的方法是“R apply(T t)”，接受T类型参数，可返回R类型。适合根据某数据获得结果集等情况。例如：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test; **import** java.util.function.Function;  **public class** Main {  *// 根据字符串获得数组的方法* **public** String[] getArrayString(String str, Function<String, String[]> func) {  **return** func.apply(str);  }  *// 测试方法* @Test  **public void** test() {  *// 分割字符串* String[] strArr = getArrayString(**"hello-world-java"**,  (str) -> str.split(**"-"**)  );  *// 输出strArr* **for** (String str : strArr) {  System.***out***.println(str);  }  } } |

（4）Predicate<T>：断言型接口。该接口中的方法是“boolean test(T t)”，接受T类型参数，返回布尔类型。适合选择条件的情况。例如：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test;  **public class** Main {  *// 根据条件得到合适的字符串集合* **public** List<String> conditionArrayString(String[] strArr, Predicate<String> func) {  List<String> stringList = **new** ArrayList<>();  **for** (String str : strArr) {  **if** (func.test(str)) {  stringList.add(str);  }  }  **return** stringList;  }  *// 测试方法* @Test  **public void** test() {  String[] strArr = {**"hello"**, **"abc"**, **"yellow"**};  *// 获得字符串长度大于3的字符串集合* List<String> resultList = conditionArrayString(strArr,  (str) -> str.length() > 3);  *// 输出strArr* **for** (String str : resultList) {  System.***out***.println(str);  }  } } |

从以上例子我们看出：函数式接口用于定义Lambda表达式的格式、我们写的“getArrayString”等方法定义通用的“数据传入传出格式”、而调用这些方法时用户写的Lambda表达式才是真正具体的指令。

除了上述内置的四大核心函数式接口，Java还提供了以下函数式接口以便使用：

|  |  |
| --- | --- |
| 函数式接口 | 提供的方法 |
| BiFunction<T, U, R> | R apply(T t, U u) |
| UnaryOperator<T> | T apply(T t) |
| BinaryOperator<T> | T apply(T t1, T t2) |
| BiConsumer<T, U> | void accept(T t, U u) |
| ToIntFunction<T>  ToLongFunction<T>  ToDoubleFunction<T> | int applyAsInt(T value)  long applyAsLong(T value)  double applyAsDouble(T value) |
| IntFunction<R>  LongFunction<R>  DoubleFunction<R> | R apply(int value)  R apply(long value)  R apply(double value) |

## 2.5 方法引用和构造器引用

（1）方法引用

若Lambda体中的功能，已经有方法提供了实现，则整个Lambda表达式可使用方法引用。方法引用使用“::”操作符将所引用方法与类或者对象分隔开来。可以将方法引用理解为Lambda表达式的另外一种形式。

方法引用有如下三种形式：

1. 对象::实例方法名

2. 类名::静态方法名

3. 类名::实例方法名

要注意，方法引用所引用的方法的参数列表与返回值类型，需要与函数式接口中抽象方法的参数列表和返回值类型一致。

另外，只有当Lambda的参数列表的第一个参数，是实例方法的调用者，且第二个参数(或无参)是实例方法的参数时，才能使用“类名::实例方法名”的形式。

举例说明：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test;  **public class** Main {  *// 1. 对象::实例方法名形式* @Test  **public void** test1() {  *// 没用方法引用前，是这样的形式：* Consumer<String> consumer = (x) -> System.***out***.println(x);  consumer.accept(**"hello"**);  *// 由于Consumer中抽象方法原型和println(xxx)原型一致，因此可进行方法引用：* Consumer<String> consumerNew = System.***out***::println;  consumerNew.accept(**"world"**);  *// 同样，我们还可利用Supplier和Student* Supplier<String> func = **new** Student()::getName;  System.***out***.println(func.get()); *// 输出null，因为无赋值* }  *// 2. 类::静态方法名形式* @Test  **public void** test2() {  *// 没用方法引用前：* Comparator<Integer> comp = (x, y) -> Integer.*compare*(x, y);  *// 使用方法引用后：* Comparator<Integer> compNew = Integer::*compare*;  *// 因为Integer.compare方法和Comparator的抽象方法原型是一样的。  // 再比如计算两个数的最大值* BiFunction<Integer, Integer, Integer> max = Math::*max*;  System.***out***.println(max.apply(32, 16)); *// 输出32* }  *// 3. 类::实例方法名形式* @Test  **public void** test3() {  *// 需求：判断两字符串是否相等。可用：* BiPredicate<String, String> bp = (x, y) -> x.equals(y);  *// 由于上述Lambda符合：x是调用方，且y是实例方法中的参数。因此可写为：* BiPredicate<String, String> bpNew = String::equals;  System.***out***.println(bpNew.test(**"hello"**, **"hello"**)); *// 输出true* } } |

（2）构造器引用

若Lambda体中是用构造方法新建对象，那么就可用构造器引用，格式是“类名::new”。要求是：类中要有一个构造器的参数列表与函数式接口中抽象方法的参数列表一致。

例子：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test;  **import** java.util.function.\*;  **public class** Main {  @Test  **public void** test() {  *// 原本* Supplier<Student> sup = () -> **new** Student();  *// 可改为* Supplier<Student> supNew = Student::**new**;  } } |

（3）数组引用

若Lambda体中是用新建数组对象，那么就能使用数组引用，格式是“数组类型[]::new”。

例子：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test;  **import** java.util.function.\*;  **public class** Main {  @Test  **public void** test() {  *// 需求：根据传入的参数创建数组。原本方式* Function<Integer, String[]> sup = (args) -> **new** String[args];  String[] strArr = sup.apply(10);  *// 现在* Function<Integer, String[]> supNew = String[]::**new**;  String[] strArrNew = supNew.apply(10);  System.***out***.println(strArrNew.**length**); *// 输出为10* } } |

# 3. 强大的Stream API

## 3.1 什么是Stream

Stream是Java 8中处理集合的关键抽象概念，它可以指定你希望对集合进行的操作，可以执行复杂的查找、过滤和映射数据等操作。

使用Stream API 对集合数据进行操作，就类似于使用SQL查询数据库数据。也可以使用Stream API来并行执行操作。简而言之，Stream API 提供了一种高效且易于使用的处理数据的方式。

流(Stream)即是数据渠道，用于操作数据源（集合、数组等）所生成的元素序列。“集合讲的是数据，流讲的是计算！”通过流进行一系列的操作后，会得到新的流，新的流就包含了新的结果集，而原本流中的数据是不变的。

对Stream的操作有以下三个步骤：

（1）创建Stream：从一个数据源，获取一个流。

（2）中间操作：一个中间操作链，对数据源的数据进行处理。

（3）终止操作：一个终止操作，执行中间操作链，并产生结果。

图解：

![3-1.Stream图解](data:image/png;base64,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)

## 3.2 创建Stream

有四种获取Stream流的方式：

（1）获取集合的Stream。Java 8的Collection接口中扩展了两个实例方法用于获取流，分别是stream()和parallelStream()。stream()方法返回一个串行流，而parallelStream()返回一个并行流。例：

|  |
| --- |
| @Test **public void** test() {  List<String> list = **new** ArrayList<>();  *// 获得List的串行流* Stream<String> stream = list.stream();  *// 获得list的并行流* Stream<String> parallelStream = list.parallelStream(); } |

（2）获取数组的Stream。Java 8中，使用Arrays的静态方法stream()获取数组流。Arrays.stream()有多种重载形式，可以获得不同数据类型数据的stream。例：

|  |
| --- |
| @Test **public void** test() {  Integer[] intArr = **new** Integer[3];  Stream<Integer> stream = Arrays.*stream*(intArr); } |

（3）使用静态方法Stream.of(T... values)，通过显式的值创建stream流。例：

|  |
| --- |
| @Test **public void** test() {  Stream<String> stream = Stream.*of*(**"hello"**, **"world"**); } |

（4）使用静态方法 Stream.iterate()和Stream.generate()创建无限流。

“迭代”iterate()的原型：

public static<T> Stream<T> iterate(final T seed, final UnaryOperator<T> f)，参数1是种子seed（即产生数据的初始值），参数2是函数式接口实现，指明如何迭代产生数据。

“生成”generate()的原型：

public static<T> Stream<T> generate(Supplier<T> s)，参数中传递函数式接口Supplier的实现，表明如何生成数据。

下面是使用上述两个方法产生无限流的例子：

|  |
| --- |
| **package** java8.demo; **import** org.junit.Test; **import** java.util.stream.Stream;  **public class** Main {  *// 创建无限流  // 1. 采用“迭代”方式* @Test  **public void** test1() {  Stream<Integer> streamIterate = Stream.*iterate*(0, (seed) -> seed + 2);  *// 为了知道流中是何数据，可用forEach方法“终止”流操作，并查看* streamIterate.forEach(System.***out***::println);  *// 以上会连续不断地从0开始输出所有偶数。我们可以用limit限制输出的个数（注意先注释掉上面的语句）：* streamIterate.limit(20).forEach(System.***out***::println);  }  *// 2. 采用“生成”方式* @Test  **public void** test2() {  Stream<Double> streamGenerate = Stream.*generate*(Math::*random*);  streamGenerate.limit(10).forEach(System.***out***::println);  *// 上述执行输出了10个随机小数。* } } |

## 3.3 Stream的中间操作

### 3.3.1 筛选与切片

（1）filter(Predicate p)方法：接收Lambda，从流中筛选某些元素。例：

|  |
| --- |
| **package** java8.demo; **public class** Main {  **private** List<Student> **studentList** = Arrays.*asList*(  **new** Student(**"张三"**, 12, **"男"**),  **new** Student(**"李四"**, 11, **"女"**),  **new** Student(**"王五"**, 9, **"女"**)  );  @Test  **public void** test() {  *// 筛选出大于10岁的同学  // filter操作后会返回新的流。* Stream<Student> stream = **studentList**.stream()  .filter((stu) -> stu.getAge() > 10);  *// 用终止操作forEach输出新的流。流中数据就是筛选后的数据* stream.forEach(System.***out***::println);  } } |

说明：下述示例将直接使用studentList集合，不再展示代码全貌。

在Stream中，可有多个中间操作，这些中间操作形成一个流水线（如筛选、映射等）。如果没有Stream的终止操作，这些中间操作是不会执行的，中间操作是在终止操作时一次性全部处理，这称为“惰性求值”。

为了证实上述说明，现在我们编写代码：

|  |
| --- |
| @Test **public void** test() {  Stream<Student> stream = **studentList**.stream()  .filter((stu) -> {  System.***out***.println(**"进行筛选..."**);  **return** stu.getAge() > 10;  });  *// stream.forEach(System.out::println);* } |

上述代码在Lambda中写了一条输出语句，但是执行程序并无任何输出，说明中间操作没有执行。这是因为上述代码中，stream无终止操作，我们注释掉了forEach终止操作。如果取消注释forEach语句，那么就会正常输出。

（2）limit(long maxSize)：截断流，使流中元素不超过给定数量。例：

|  |
| --- |
| @Test **public void** test() {  **studentList**.stream()  .limit(2)  .forEach(System.***out***::println); } |

上述会输出前两个学生数据。可使用多个中间操作。执行limit时是“短路”操作，即一旦满足了数量，就不再进行中间操作了，以提高效率。

|  |
| --- |
| @Test **public void** test() {  **studentList**.stream()  .filter((stu) -> stu.getAge() > 10)  .limit(2)  .forEach(System.***out***::println); } |

（3）skip(long n)：跳过元素，返回一个扔掉了前 n 个元素的流。若流中元素不足 n 个，则返回一个空流。与 limit(n) 互补。这里不做示例了。

（4）distinct()：筛选，通过流所生成元素的hashCode()和equals()去除重复元素，也就是说，如果你想去除重复的对象元素，则需要写好hashCode()和equals()方法。

### 3.3.2 映射

（1）map()：接收Lambda参数，将元素转换成其他形式或提取信息。该方法接收的Lambda函数会被应用到每个元素上，并将其映射成一个新的元素，最终返回一个新流（新流的泛型类型就是Lambda返回类型）。例：

|  |
| --- |
| @Test **public void** test() {  List<String> strList = Arrays.*asList*(**"hello"**, **"world"**);  *// 1. 利用map将strList中值转换成大写输出。因为map会作用于每个元素* strList.stream()  .map(String::toUpperCase)  .forEach(System.***out***::println);  *// 2. 利用map提取指定信息* **studentList**.stream()  .map(Student::getName)  .forEach(System.***out***::println); *// 这里只输出姓名信息* } |

（2）flatMap()：接收一个函数作为参数，将流中的每个值都换成另一个流，然后把所有流连接成一个流。比如我们在本主类Main中定义了一个静态方法：

|  |
| --- |
| *// 将字符串转成字符数组并返回流* **public static** Stream<Character> filterCharacter(String str) {  List<Character> list = **new** ArrayList<>();  **for**(Character ch : str.toCharArray()) {  list.add(ch);  }  **return** list.stream(); } |

这时，若想一字一字地输出“h e l l o w o r l d”，则需要在forEach中再执行forEach，因为map返回的值是Stream<Stream<Character>>：

|  |
| --- |
| @Test **public void** test() {  List<String> strList = Arrays.*asList*(**"hello"**, **"world"**);  Stream<Stream<Character>> stream = strList.stream().map(Main::*filterCharacter*);  stream.forEach((sm) -> {  sm.forEach(System.***out***::println);  }); } |

如果用flatMap，则直接会将各个Stream<Character>返回成一个Stream<Character>流，这样就比较方便了，代码为：

|  |
| --- |
| @Test **public void** test() {  List<String> strList = Arrays.*asList*(**"hello"**, **"world"**);  Stream<Character> stream = strList.stream().flatMap(Main::*filterCharacter*);  stream.forEach(System.***out***::println); } |

### 3.3.3 排序

使用sorted()方法进行排序。sort有两个重载，分别用于自然排序和比较器排序。

（1）sorted()：自然排序（Comparable）。返回排序后的新流。例：

|  |
| --- |
| @Test **public void** test() {  List<String> strList = Arrays.*asList*(**"cc"**, **"aa"**, **"bb"**);  strList.stream()  .sorted()  .forEach(System.***out***::println);  *// 输出结果是aa bb cc* } |

（2）sorted(Comparator<? super T> comparator)：按照传入的比较器排序，返回排序后的新流。例：

|  |
| --- |
| @Test **public void** test() {  **studentList**.stream()  .sorted((stu1, stu2) -> stu1.getAge() - stu2.getAge())  .forEach(System.***out***::println);  *// 结果是按照年龄排序的* } |

## 3.4 Stream的终止操作

终止操作会从流中生成结果。其结果可以是任何不是流的值，如List、boolean、void等。

### 3.4.1 查找与匹配

（1）boolean allMatch(Predicate<T> p)：检查所有元素是否都匹配断言predicate。如果都满足则返回true，否则返回false。例：

|  |
| --- |
| @Test **public void** test() {  **boolean** flag = **studentList**.stream()  .allMatch((stu) -> stu.getAge() > 10);  System.***out***.println(flag);  // 不是所有同学年龄都大于10，因此输出false } |

（2）boolean anyMatch(Predicate<T> p)：只要有任意一个元素满足断言，就会返回true。如果上述代码改用anyMatch，则返回值为true。

（3）boolean noneMatch(Predicate<T> p)：检查是否所有元素都不满足断言，如果是，则返回true。

（4）Optional<T> findFirst()：返回流中的第一个元素，返回的元素被封装在Optional对象中（后面我们将指导Optional可用来避免空指针异常）。当然，可以进行一些中间操作来获取第一个元素（或者直接没有中间操作）。例：

|  |
| --- |
| @Test **public void** test() {  Optional<Student> optStu = **studentList**.stream()  .filter((stu) -> stu.getAge() > 10)  .findFirst();  System.***out***.println(optStu.get()); *// 用get方法获得Optional中数据* } |

（5）Optional<T> findAny()：返回流中任意一个元素。下面的代码中使用并行流parallelStream来演示，多线程获取元素，哪个先拿到就先返回，避免每次演示的时候都直接返回第一个元素：

|  |
| --- |
| @Test **public void** test() {  Optional<Student> optStu = **studentList**.parallelStream()  .findAny();  System.***out***.println(optStu.get()); } |

（6）long count()：返回流中元素总数。例：

|  |
| --- |
| @Test **public void** test() {  **long** count = **studentList**.stream()  .count();  System.***out***.println(count); } |

（7）Optional<T> max(Comparator<> comp)和Optional<T> min(Comparator<T> comp)：分别返回流中的最大值和最小值。函数中需要传入比较的方法，例：

|  |
| --- |
| @Test **public void** test() {  Optional<Student> opt = **studentList**.stream()  .max((x, y) -> x.getAge() - y.getAge());  *// 会获得年龄最大的人。因为比较器就是根据年龄算出最大值* System.***out***.println(opt.get()); } |

（8）void forEach(Consumer<T> action)：此方法很常用，用于内部迭代集合。

注意：流一旦执行了终止操作，就不能再使用了。

### 3.4.2 归约与收集

（1）归约，使用reduce方法，reduce用于将流中的元素反复结合起来，最终得到一个值并返回。有下面两种重载：

T reduce(T identity, BinaryOperator<T> accumulator)：参数1相当于是初始结合的值，参数2是二元操作的函数式，用于指定两个元素的结合方式。

Optional<T> reduce(BinaryOperator<T> accumulator)：这是第二种重载，只有一个参数，返回值包含在Optional中，防止为空。

例1：计算1,2,3,4,5的总和。

|  |
| --- |
| @Test **public void** test() {  **int** sum = Stream.*of*(1, 2, 3, 4, 5)  .reduce(0, (x, y) -> x + y);  *// 上述也可写成reduce(Integer::sum)，因为Integer中静态方法sum也用于执行两数相加* System.***out***.println(sum); } |

参数1相当于初始值，执行流程如下：第一次，x是初始的0，y是流中的第一个元素1，他们执行相加算法得到1。第二次，x就为上次的总和1，而y是流中的第二个元素2，再执行相加得到3。第三次，x为上次的总和3...如此依次执行，最终得到1-5的总和为15。这就是reduce归约。

下面用一个参数的重载来计算学生年龄的总和。由于该重载无identity，返回值可能为空，因此返回值类型用Optional。

|  |
| --- |
| @Test **public void** test() {  Optional<Integer> sum = **studentList**.stream()  .map(Student::getAge)  .reduce(Integer::*sum*);  System.***out***.println(sum.get()); } |

map和reduce的连接通常称为 map-reduce 模式，因 Google 用它来进行网络搜索而出名。

（2）收集，使用collect方法。可用collect方法收集流中各种各样的信息。一般使用的collect重载为：

<R, A> R collect(Collector<? super T, A, R> collector)，接收一个Collector接口的实现，用于汇总收集。一般我们不需要写collector的实现，因为Java 8提供了Collectors类，其中提供了很多Collector的实现类，我们只要调用方法即可。Collectors类提供了大部分实用的方法，方便了开发者。下面举例说明：

1. 利用Collectors.toList()等方法将流收集成需要的集合：

|  |
| --- |
| @Test **public void** test() {  *// 例1：将学生的年龄收集成list集合* List<String> stuNameList = **studentList**.stream()  .map(Student::getName)  .collect(Collectors.*toList*());  System.***out***.println(stuNameList);  *// 还能转成Set集合* Set<String> stuNameSet = **studentList**.stream()  .map(Student::getName)  .collect(Collectors.*toSet*());  stuNameSet.forEach(System.***out***::println);  *// 若是一些“复杂”的集合，则用toCollection。比如LinkedHashSet* LinkedHashSet<String> stuLinkedHashSet = **studentList**.stream()  .map(Student::getName)  .collect(Collectors.*toCollection*(LinkedHashSet::**new**));  stuLinkedHashSet.forEach(System.***out***::println); } |

2. 使用Collectors.maxBy()等“聚合函数”统计信息：

|  |
| --- |
| @Test **public void** test() {  *// 1. 统计学生中的最大年龄(当然也可用之前的其他方式)* Optional<Integer> maxAge = *studentList*.stream()  .map(Student::getAge)  .collect(Collectors.*maxBy*(Integer::*compare*));  System.***out***.println(maxAge.get());  *// 2. 找出最小年龄的学生* Optional<Student> minAge = *studentList*.stream()  .collect(Collectors.*minBy*((x, y) -> x.getAge() - y.getAge()));  System.***out***.println(minAge.get());  *// 3. 统计有多少学生* **long** count = *studentList*.stream()  .collect(Collectors.*counting*()); *// 当然也可直接用stream.count()* System.***out***.println(count);  *// 4. 统计学生年龄总和* **int** sumAge = *studentList*.stream()  .collect(Collectors.*summingInt*(Student::getAge));  *// 上述中summingInt中本来就需要传递mapper，因此事先不用调用mapper方法单独拿到年龄  // 除了summingInt方法外，还有summingLong和summingDouble，根据数据类型需要来使用* System.***out***.println(sumAge);  *// 5. 计算学生的平均年龄* **int** aveAge = *studentList*.stream()  .collect(Collectors.*averagingInt*(Student::getAge));  System.***out***.println(aveAge); } |

上述使用了Collectors中提供的不同方法实现了类似于SQL中的“聚合函数”功能，这也是函数式编程的体现。

我们也可以直接用Collectors.summarizingInt()等方法，使collect方法返回IntSummaryStatistics对象，IntSummaryStatistics对象中一次性就提供了上述几种方法。例：

|  |
| --- |
| @Test **public void** test() {  IntSummaryStatistics iss = *studentList*.stream()  .collect(Collectors.*summarizingInt*(Student::getAge));  System.***out***.println(iss.getMax()); *// 最大* System.***out***.println(iss.getMin()); *// 最小* System.***out***.println(iss.getCount()); *// 个数* System.***out***.println(iss.getSum()); *// 总和* System.***out***.println(iss.getAverage()); *// 平均* } |

当然，还有summarizingFloat、summarizingLong方法，返回的就是对应类型的对象了，按需使用。

3. 使用“Collectors.groupingBy()”方法进行分组。例：

|  |
| --- |
| @Test **public void** test() {  Map<String, List<Student>> map = *studentList*.stream()  .collect(Collectors.*groupingBy*(Student::getGender));  System.***out***.println(map); } |

这样是通过性别进行分组，返回的结果是Map类型，其中键类型是“性别”的字符串类型，值是Student的List类型。输出结果是：

|  |
| --- |
| {女=[Student{name='李四', age=11, gender='女'}, Student{name='王五', age=9, gender='女'}], 男=[Student{name='张三', age=12, gender='男'}]} |

由于Collectors.groupingBy()还有重载为：

Collector<T, ?, Map<K, D>> groupingBy(Function<? super T, ? extends K> classifier, Collector<? super T, A, D> downstream)

即参数2还能传递Collectors，因此可以进行多级分组。下面例子是二级分组（先按照性别分组，再按照年龄）：

|  |
| --- |
| @Test **public void** test() {  *// 返回的结果类型是Map的值又是一个Map。* Map<String, Map<Integer, List<Student>>> map = *studentList*.stream()  .collect(Collectors.*groupingBy*(Student::getGender, Collectors.*groupingBy*(Student::getAge)));  System.***out***.println(map); } |

输出结果为：

|  |
| --- |
| {女={李四=[Student{name='李四', age=11, gender='女'}], 王五=[Student{name='王五', age=9, gender='女'}]}, 男={张三=[Student{name='张三', age=12, gender='男'}]}} |

4. 利用Collectors.join()方法给连接字符串。例：

|  |
| --- |
| @Test **public void** test() {  *// 返回的结果类型是Map的值又是一个Map。* String str = *studentList*.stream()  .map(Student::getName)  .collect(Collectors.*joining*(**"，"**, **"["**, **"]"**));  *// joining的参数1是delemiter，参数2是prefix，参数3是suffix* System.***out***.println(str);  *// 输出结果是 [张三，李四，王五]* } |