Mybatis笔记

一、第一节——基础配置和DQL

1.需要用到的jar包。

1）mybatis-3.3.0.jar （mybatis核心包）

2）mysql-connector-java-5.1.26-bin.jar（jdbc驱动包）

2.db.properties。数据源配置文件

1）在根目录下创建db.properties。

2）内容如下：

|  |
| --- |
| jdbc.driver=com.mysql.jdbc.Driver  jdbc.url=jdbc\:mysql\://localhsot\:3306/blog\_gp1701?useUnicode\=true&characterEncoding\=UTF-8  jdbc.username=root  jdbc.password= |

3.mybatis-config.xml。Mybatis配置文件

1）在根目录下创建mybatis-config.xml。

2）内容如下：

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <!DOCTYPE configuration  PUBLIC "-//mybatis.org//DTD Config 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-config.dtd">  <configuration>  <!-- 引入数据库连接配置 -->  <properties resource=*"db.properties"*></properties>  <!-- 配置类的别名 -->  <typeAliases>  <!-- <typeAlias type="com.zhangfd.mybatis.pojo.Blog" alias="Blog"/> -->  <package name=*"com.zhangfd.mybatis.pojo"*/>  </typeAliases>  <!-- 定义数据源 -->  <environments default=*"development"*>  <environment id=*"development"*>  <transactionManager type=*"JDBC"*/>  <dataSource type=*"POOLED"*>  <property name=*"driver"* value=*"${jdbc.driver}"* />  <property name=*"url"* value=*"${jdbc.url}"* />  <property name=*"username"* value=*"${jdbc.username}"* />  <property name=*"password"* value=*"${jdbc.password}"* />  </dataSource>  </environment>  <!-- <environment id="test"></environment>  <environment id="production"></environment> -->  </environments>    <!-- 映射文件 -->  <mappers>  <!-- <mapper resource="com/zhangfd/mybatis/mapper/BlogMapper.xml" /> -->  <package name=*"com.zhangfd.mybatis.mapper"*/>  </mappers>  </configuration> |

4.mapper.xml。DAO层映射文件

1）创建文件，一个DAO接口对应一个一个mapper.xml。

2)文件内容：

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"* ?>  <!DOCTYPE mapper  PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <!-- namespace是接口的名字，相当于实现类 -->  <mapper namespace=*"com.zhangfd.mybatis.mapper.BlogMapper"*>  <!-- 一个语句就是一个statement -->  <!-- id是方法名 -->  <select id=*"selectBlog"* parameterType=*"int"* resultType=*"com.zhangfd.mybatis.pojo.Blog"*>  select \* from Blog where id = #{id}  </select>  </mapper> |

5.编写接口。（略）

6.创建POJO。（略）

7.编写MybatisUtil工具类

具体看F:\eclipseWorkingSpace\mybatis01\src\com\zhangfd\mybatis\util\MybatisUtil.java

8.创建测试用例

可用DAO接口，也可用session的方法直接查mapper，详情见：F:\eclipseWorkingSpace\mybatis01\test\com\zhangfd\mybatis\mapper\ BlogMapperTest.java

9.字段名和pojo成员名不同的处理方法

1）在mapper的查询语句里as区别名。

2）使用ResultMap：

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"* ?>  <!DOCTYPE mapper  PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <!-- namespace是接口的名字，相当于实现类 -->  <mapper namespace=*"com.zhangfd.mybatis.mapper.BlogMapper"*>  <!-- 类似SQL 的as取别名 -->  <resultMap type=*"Blog"* id=*"blogResultMap"*>  <id column=*"id"* property=*"id"* jdbcType=*"INTEGER"*/>  <result column=*"author\_id"* property=*"authorId"* jdbcType=*"INTEGER"*/>  </resultMap>  <select id=*"selectBlog2"* parameterType=*"int"* resultMap=*"blogResultMap"*>  select \* from Blog where id = #{id}  </select>  </mapper> |

10.查询list

1）查询list和查model一样，返回值为list的时候，如果有多条记录，会自动转成list。

11.sql中#和$的区别

1）当只有一个参数时用${}里面只能写value，#{}可以任意写。

2）#{}有占位符预编译功能，${}直接字符串拼接.

3）模糊查询时因为#{}有预编译功能可以不用写’’， ${}可以在传参的时候加或者在sql里面加：

方式一：

|  |
| --- |
| List<Blog> blog = blogMapper.selectBlogByTitle2("'%了%'"); |

方式二：

|  |
| --- |
| <select id=*"selectBlogByTitle2"* parameterType=*"string"* resultMap=*"blogResultMap"*>  select \* from blog where title like '%${value}%'  </select> |

4）注意：尽量使用#{}以防止SQL注入，但是如果参数表示表名或列名的时候只能用${}。

12.模糊查询时忽略大小写

可用sql中的函数lower()或upper().

|  |
| --- |
| <select id=*"selectBlogByTitle2"* parameterType=*"string"* resultMap=*"blogResultMap"*>  select \* from blog where lower(title) like lower('%${value}%')  </select> |

13.排序

1）注意！排序的列如果要用参数传入要用${}，即11点后面注意的地方。

2）如果要达到拼音排序的效果，mysql可用函数convert(‘abc’ USING GBK)实现：

|  |
| --- |
| <select id=*"selectBlogBySort"* parameterType=*"string"* resultMap=*"blogResultMap"*>  select \* from blog order by convert(${value} using GBK)  </select> |

二、第二节——DML与动态sql

1.多参数传递

1）mysql分页：

①方式一：~~使用索引~~（不建议）。

按参数的顺序，从0开始。

接口方法：

|  |
| --- |
| List<Blog> selectBlogByPage(Integer offset, Integer pagesize); |

mapper：

|  |
| --- |
| <select id=*"selectBlogByPage"* resultMap=*"blogResultMap"*>  select \* from blog limit #{0},#{1}  </select> |

②方式二：注解的方式（推荐使用）

接口方法：

|  |
| --- |
| List<Blog> selectBlogByPage2(  @Param(value="offset") Integer offset,  @Param(value="pagesize") Integer pagesize); |

mapper：

|  |
| --- |
| <select id=*"selectBlogByPage"* resultMap=*"blogResultMap"*>  select \* from blog limit #{offset},#{pagesize}  </select> |

③方式三：使用MAP（当参数较多的时候，强烈推荐使用！！！）

单元测试：

|  |
| --- |
| @Test  **public** **void** selectBlogByPage3() {    SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);  Map<String, Object> map = **new** HashMap<String, Object>();  map.put("offset", 1);  map.put("pagesize", 2);  List<Blog> blog = blogMapper.selectBlogByPage3(map);  session.close();  System.***out***.println(blog);  } |

接口方法：

|  |
| --- |
| List<Blog> selectBlogByPage3(Map<String, Object> map); |

mapper：

|  |
| --- |
| <select id=*"selectBlogByPage3"* resultMap=*"blogResultMap"*>  select \* from blog limit #{offset},#{pagesize}  </select> |

2.插入功能和获取刚刚插入的id

1）方式一（在statement节点中设置）

在mapper中配置insert节点的属性：**useGeneratedKeys**=*"true"* **keyColumn**=*"id"。*

①单元测试：

|  |
| --- |
| @Test  **public** **void** testInsertBlog() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);  Blog blog = **new** Blog();  **int** count = blogMapper.insertBlog(blog);  session.commit();  session.close();  System.***out***.println(blog);  System.***out***.println("影响条数：" + count);  } |

②接口：

|  |
| --- |
| int insertBlog(Blog blog); |

③mapper：

|  |
| --- |
| <insert id=*"insertBlog"* parameterType=*"Blog"* useGeneratedKeys=*"true"* keyColumn=*"id"*>  INSERT INTO blog VALUES(NULL,#{title},#{authorId},#{state},#{featured},#{style});  </insert> |

2）方式二（推荐使用）：

全局配置，在mybatis-config.xml的settings节点里添加对应的setting：

|  |
| --- |
| <settings>  <setting name=*"logImpl"* value=*"STDOUT\_LOGGING"* />  <setting name=*"useGeneratedKeys"* value=*"true"*/>  </settings> |

3）方式三（适用于没有自增主键的数据库）

在Oracle中：

|  |
| --- |
| <!-- 非自增插入oracle -->  <insert id=*"insertBlogOracle"* parameterType=*"Blog"*>  <selectKey resultType=*"java.lang.Integer"* order=*"BEFORE"* keyProperty=*"id"*>  select seq.nextval as id from dual  </selectKey>  INSERT INTO blog VALUES(NULL,#{title},#{authorId},#{state},#{featured},#{style});  </insert> |

在mysql中也可以，不过不推荐，因为mysql中没有序列，只能自定义一个表+函数来模拟序列，这样会有性能损耗，并且并发不是很好。

3.修改

1）普通修改传进一个对象，与insert类似。过程略。

**注意**，如果没有为对象设置所有的要修改的属性，那么未设置的属性会用成员变量的默认值填充。

2）要部分修改有两种方式：

①方式一。

先查一遍，把对象查出来，在这个对象上修改。

②方式二。

动态sql。详情见：☞*[点我跳转](#部分更新)*☜

4.删除

较简单，过程略。需要注意的是，一定要加where条件，能有效避免删库跑路。

批量删除，详情见：☞*[点我跳转](#批量删除)*☜

5.动态sql之——if

需求：

1.查询已激活的，并且博客的名字是包含某个查询字符串的记录。

2.如果用户没有输入任何的查询字符串，那么久显示所有已激活的博客。

mapper：

|  |
| --- |
| <select id=*"selectActiveBlogByTitle"* parameterType=*"string"* resultMap=*"blogResultMap"*>  select \* from blog  where state='ACTIVE'  <if test=*"value != null and value != ''"*>  and title like '%${value}%'  </if>  </select> |

6. 动态sql之——choose-when-otherwise

需求：

1.查询已激活的。

2.如果用户输入了标题的查询关键字，根据关键字查询。

3.否则根据blog的风格样式查询

4.如果什么都没有输入，则显示推荐的。

mapper:

|  |
| --- |
| <select id=*"selectActiveBlogByTitleOrStyle"* parameterType=*"Blog"* resultMap=*"blogResultMap"*>  select \* from blog  where state='ACTIVE'  <choose>  <when test=*"title != null and title != ''"*>  and lower(title) like lower(#{title})  </when>  <when test=*"style != null and style != ''"*>  and style = #{style}  </when>  <otherwise>  and featured = true  </otherwise>  </choose>  </select> |

7. 动态sql之——where

需求：

多条件查询，根据状态，标题，是否被推荐

问题：

第一个动态条件如果没有的话第二个动态条件前的”**and**”怎么处理？

mapper:

|  |
| --- |
| <select id=*"selectBlogByCondition"* parameterType=*"Blog"*  resultMap=*"blogResultMap"*>  select \* from blog  <where>  <if test=*"state != null and state != ''"*>  state = #{state}  </if>  <if test=*"title != null and title != ''"*>  and lower(title) like lower(#{title})  </if>  <if test=*"featured != null"*>  and featured = #{featured}  </if>  </where>  </select> |

8. 动态sql之——set

实现update部分更新。*[↑返回↑](#点我跳转)*

需求：

按需修改，修改指定的列，未指定的不修改。

mapper:

|  |
| --- |
| <update id=*"updateBlogByCondition"* parameterType=*"Blog"*>  UPDATE  `blog`  <set>  <if test=*"title != null and title != ''"*>`title` = #{title},</if>  <if test=*"authorId != null and authorId != ''"*>`author\_id` = #{authorId},</if>  <if test=*"state != null and state != ''"*>`state` = #{state},</if>  <if test=*"featured != null and featured != ''"*>`featured` = #{featured},</if>  <if test=*"style != null and style != ''"*>`style` = #{style}</if>  </set>  WHERE  `id` = #{id} ;  </update> |

9. 动态sql之——trim

复用7，8的需求。

1）Mapper7-where:

|  |
| --- |
| <select id=*"selectBlogByConditionTrim"* parameterType=*"Blog"*  resultMap=*"blogResultMap"*>  select \* from blog  <trim prefix=*"where"* prefixOverrides=*"and | or"*>  <if test=*"state != null and state != ''"*>  state = #{state}  </if>  <if test=*"title != null and title != ''"*>  and lower(title) like lower(#{title})  </if>  <if test=*"featured != null"*>  and featured = #{featured}  </if>  </trim>  </select> |

2）Mapper8-set:

|  |
| --- |
| <update id=*"updateBlogByConditionTrim"* parameterType=*"Blog"*>  UPDATE  `blog`  <trim prefix=*"set"* prefixOverrides=*","*>  <if test=*"title != null and title != ''"*>`title` = #{title}</if>  <if test=*"authorId != null and authorId != ''"*>,`author\_id` = #{authorId}</if>  <if test=*"state != null and state != ''"*>,`state` = #{state}</if>  <if test=*"featured != null and featured != ''"*>,`featured` = #{featured}</if>  <if test=*"style != null and style != ''"*>,`style` = #{style}</if>  </trim>  WHERE  `id` = #{id} ;  </update> |

10. 动态sql之——foreach

需求：实现批量删除。

Mapper:

|  |
| --- |
| <delete id=*"deleteBlogList"* parameterType=*"list"*>  delete from blog where id in  <foreach collection=*"list"* item=*"item"* open=*"("* close=*")"* separator=*","*>  #{item}  </foreach>  </delete> |

11.sql片段

Sql片段即定义一个可复用的代码段

Mapper:

|  |
| --- |
| <sql id=*"columBase"*>  `id`,  `title`,  `author\_id` as authorId,  `state`,  `featured`,  `style`  </sql>  <select id=*"selectBlog"* parameterType=*"int"* resultType=*"Blog"*>  select  <include refid=*"columBase"*></include>  from  Blog where id = #{id}  </select> |

三、第三节——逆向工程与缓存

1.逆向工程

1）下载地址

<https://github.com/mybatis/generator/releases/tag/mybatis-generator-1.3.2>

2）工程里包含的内容

①.jar包:

![](data:image/png;base64,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)

②.入口函数:

|  |
| --- |
| **public** **class** GeneratorSqlmap {  **public** **void** generator() **throws** Exception{  List<String> warnings = **new** ArrayList<String>();  **boolean** overwrite = **true**;  //指定 逆向工程配置文件  File configFile = **new** File("src/generatorConfig.xml");  ConfigurationParser cp = **new** ConfigurationParser(warnings);  Configuration config = cp.parseConfiguration(configFile);  DefaultShellCallback callback = **new** DefaultShellCallback(overwrite);  MyBatisGenerator myBatisGenerator = **new** MyBatisGenerator(config,  callback, warnings);  myBatisGenerator.generate(**null**);  }  **public** **static** **void** main(String[] args) **throws** Exception {  **try** {  GeneratorSqlmap generatorSqlmap = **new** GeneratorSqlmap();  generatorSqlmap.generator();  } **catch** (Exception e) {  e.printStackTrace();  }  }  } |

③.generatorConfig.xml配置文件

需要修改的主要配置有：

a.数据库连接信息；

b.pojo,mapper,dao接口生成的位置

c.指定要生成的数据库表

3）xxxExample的用法

xxxExample的方法是修改、查询和删除时附加过滤条件的方法：

例子：

|  |
| --- |
| @Test  **public** **void** testSelectBlog() {    SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    BlogExample example = **new** BlogExample();  BlogExample.Criteria criteria = example.createCriteria();  criteria.andTitleLike("%blog%");  List<Blog> blogList = blogMapper.selectByExample(example);  session.close();    System.***out***.println(blogList);  } |

2.一级缓存

1）默认开启，session级别。

在同一个session范围里执行查询的时候，如果执行相同的查询，那么第二次查询会从缓存中获取数据。

测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogCacheLevelOne1() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    Blog blog = blogMapper.selectBlog(2);  System.***out***.println("结果已查询！");    Blog blog2 = blogMapper.selectBlog(2);  System.***out***.println("结果已查询！从缓存中获取数据");    session.close();  System.***out***.println("session关闭!");  } |

测试结果：只在第一次查询的时候打印sql，第二次直接从缓存中取数据。

2）缓存刷新的情况

如果在同个session范围里执行连续查询两次，第二次会从缓存中取数据。但是，如果在两次查询操作中间执行了一次DML操作，缓存会自动清空，第二次查询会重新查询。

测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogCacheLevelOne2() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    Blog blog = blogMapper.selectBlog(2);  System.***out***.println("结果已查询！");    blog.setFeatured(**true**);  blogMapper.updateBlog(blog);  System.***out***.println("刷新缓存！");    Blog blog2 = blogMapper.selectBlog(2);  System.***out***.println("重新执行查询！");    session.commit();  session.close();  System.***out***.println("session关闭!");  } |

测试结果：打印三次sql。

3.二级缓存

1）二级缓存默认不开启，不同session范围级别。

如果在不同的session范围内，执行相同的数据查询，那么每次查询将会执行独立的数据库检索过程。

测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogCacheLevelTwo1() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    Blog blog = blogMapper.selectBlog(2);  System.***out***.println("结果已查询！");  session.close();    SqlSession session2 = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper2 = session2.getMapper(BlogMapper.**class**);    Blog blog2 = blogMapper2.selectBlog(2);  System.***out***.println("结果已查询！");  session2.close();    System.***out***.println("session关闭!");  } |

结果：输出两次sql。

2）开启二级缓存

**①在对应**Mapper**中配置**：

|  |
| --- |
| <!-- 针对当前表开启二级缓存 -->  <cache/> |

②在对应实体类实现序列化接口：

|  |
| --- |
| public class Blog implements Serializable { |

③测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogCacheLevelTwo1() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    Blog blog = blogMapper.selectBlog(2);  System.***out***.println("结果已查询！");  session.close();    SqlSession session2 = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper2 = session2.getMapper(BlogMapper.**class**);    Blog blog2 = blogMapper2.selectBlog(2);  System.***out***.println("结果已查询！从缓存中获取数据，缓存命中率：0.5");  session2.close();    System.***out***.println("session关闭!");  } |

3）缓存刷新和一级缓存一样

四、第四节——多对一，一对多

1.高级结果映射——嵌套查询（适用于一对一、多对一的情况）

执行流程：

1.先执行一次单表查询

2.再利用单表查询的结果继续执行其他单表查询

3.最后组装结果映射。

1)一对一（对象持有查询）

①修改pojo

使Blog类持有Author对象。

|  |
| --- |
| **public** **class** Blog **implements** Serializable {    **private** Integer id;  **private** String title;  /\*private int authorId;\*/  **private** Author author;  private String state; |

②配置mapper

a.BlogMapper.xml：

<resultMap>:

|  |
| --- |
| <resultMap type=*”Blog”* id=*”blogResultMap”*>  <id column=*”id”* property=*”id”* jdbcType=*”INTEGER”*/>  <association column=*”author\_id”* property=*”author”* javaType=*”Author”* select=*”com.zhangfd.mybatis.mapper.AuthorMapper.selectAuthorById”*></association>  </resultMap> |

<select>:

|  |
| --- |
| <select id=*"selectBlogById"* parameterType=*"int"* resultMap=*"blogResultMap"*>  select \* from blog where id=#{id}  </select> |

b.AuthorMapper.xml

<resultMap>:

|  |
| --- |
| <resultMap type=*"Author"* id=*"authorResultMap"*>  <id column=*"id"* property=*"id"* jdbcType=*"INTEGER"*/>  <result column=*"favourite\_section"* property=*"favouriteSection"* jdbcType=*"VARCHAR"*/>  </resultMap> |

<select>:

|  |
| --- |
| <select id=*"selectAuthorById"* parameterType=*"int"* resultMap=*"authorResultMap"*>  select \* from author where id=#{id}  </select> |

③测试

|  |
| --- |
| @Test  **public** **void** selectBlogById() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);  Blog blog = blogMapper.selectBlogById(3);  session.close();  System.***out***.println(blog);  } |

2）多对一（对象持有查询）

①配置同一对一

②mapper：

|  |
| --- |
| <select id=*"selectBlogList"* parameterType=*"int"* resultMap=*"blogResultMap"*>  select \* from blog  </select> |

③测试：

|  |
| --- |
| @Test  **public** **void** selectBlogList() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);  List<Blog> blogList = blogMapper.selectBlogList();  session.close();  System.***out***.println(blogList);  } |

3）一对多（查询对象并查询关联的list）

①修改pojo

在一的一方实体类中加上多的一方的list：

|  |
| --- |
| **private** List<Comment> commentList; |

②配置mapper：

a.PostMapper.xml（一方）

|  |
| --- |
| <resultMap type=*"Post"* id=*"postResultMap"*>  <id column=*"id"* property=*"id"* jdbcType=*"INTEGER"*/>  <collection property=*"commentList"* column=*"id"* javaType=*"ArrayList"* ofType=*"Comment"* select=*"com.zhangfd.mybatis.mapper.CommentMapper.selectCommentByPostId"*></collection>  </resultMap>    <select id=*"selectPostById"* parameterType=*"int"* resultMap=*"postResultMap"*>  select \* from post where id=#{id}  </select> |

b.CommentMapper.xml（多方）

|  |
| --- |
| <resultMap type=*"Comment"* id=*"commentResultMap"*>  <id column=*"id"* property=*"id"* jdbcType=*"INTEGER"*/>  </resultMap>  <select id=*"selectCommentByPostId"* parameterType=*"int"* resultMap=*"commentResultMap"*>  select \* from Comment where post\_id=#{post\_id}  </select> |

2.高级结果映射——嵌套结果（关联查询）

执行流程：

1.先执行关联查询，一次性将所有数据查询出来

2.再讲所有查询出来的列组织成嵌套的结果对象

1）mapper

|  |
| --- |
| <!-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 嵌套结果查询 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* -->    <resultMap type=*"Blog"* id=*"blogResultMapNested"*>  <id column=*"blog\_id"* property=*"id"* />  <result column=*"blog\_title"* property=*"title"* />  <result column=*"blog\_state"* property=*"state"* />  <result column=*"blog\_featured"* property=*"featured"* />  <result column=*"blog\_style"* property=*"style"* />  <association column=*"blog\_author\_id"* property=*"author"* javaType=*"Author"* >  <result column=*"author\_id"* property=*"id"* />  <result column=*"author\_username"* property=*"username"* />  <result column=*"author\_password"* property=*"password"* />  <result column=*"author\_email"* property=*"email"* />  <result column=*"author\_password"* property=*"password"* />  <result column=*"author\_email"* property=*"email"* />  <result column=*"author\_bio"* property=*"bio"* />  <result column=*"author\_favourite\_section"* property=*"favouriteSection"* />  <result column=*"author\_nickname"* property=*"nickname"* />  <result column=*"author\_realname"* property=*"realname"* />  </association>  </resultMap>  <select id=*"selectBlogListNested"* parameterType=*"int"* resultMap=*"blogResultMapNested"*>  SELECT  b.id AS blog\_id,  b.title AS blog\_title,  b.author\_id AS blog\_author\_id,  b.state AS blog\_state,  b.featured AS blog\_featured,  b.style AS blog\_style,  a.id AS author\_id,  a.username AS author\_username,  a.password AS author\_password,  a.email AS author\_email,  a.bio AS author\_bio,  a.favourite\_section AS author\_favourite\_section,  a.nickname AS author\_nickname,  a.realname AS author\_realname  FROM  blog b  LEFT JOIN  author a  ON b.author\_id=a.id  </select> |

2）接口：

|  |
| --- |
| List<Blog> selectBlogListNested(); |

3）测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogListNested() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);  List<Blog> blogList = blogMapper.selectBlogListNested();  session.close();  System.***out***.println(blogList);  } |

4）与嵌套查询对比：

|  |  |  |
| --- | --- | --- |
|  | 嵌套结果 | 嵌套查询 |
| 查询次数 | 1 | N |
| 查询方式 | 关联查询 | 先查一条，然后在根据关联的id去查一次 |
| 查询效率 | 高 | 低，占用大量数据库资源 |

3.高级结果映射——扩展结果集

什么叫扩展结果集？

当查询的时候，有时候不需要把持有的对象整个查询出来，而只需要某个属性的时候，就需要进行扩展结果集。

1）建一个扩展VO(View Object)类继承要查询的类
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VO:

|  |
| --- |
| **public** **class** BlogCustom **extends** Blog {    **private** **static** **final** **long** ***serialVersionUID*** = 1L;    **private** String authorUsername;  **public** String getAuthorUsername() {  **return** authorUsername;  }  **public** **void** setAuthorUsername(String authorUsername) {  **this**.authorUsername = authorUsername;  }  } |

2）建扩展mapper：

|  |
| --- |
| <mapper namespace=*"com.zhangfd.mybatis.mapper.BlogMapperCustom"*>    <sql id=*"baseColum"*>  b.`id`,  b.`title`,  b.`author\_id` as authorId,  b.`state`,  b.`featured`,  b.`style` ,  a.username as authorUsername  </sql>    <select id=*"selectBlogById"* parameterType=*"int"* resultType=*"BlogCustom"*>  select  <include refid=*"baseColum"*></include>  from  blog b  left join  author a  on b.author\_id = a.id  where  b.id = #{id}  </select>    </mapper> |

3）建扩展DAO接口：

|  |
| --- |
| **public** **interface** BlogMapperCustom {    BlogCustom selectBlogById(Integer id);    } |

4）测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogCustom() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapperCustom blogMapperCustom = session.getMapper(BlogMapperCustom.**class**);  BlogCustom blogCustom = blogMapperCustom.selectBlogById(2);  session.close();  System.***out***.println(blogCustom);  } |

4.高级结果映射——构造方法映射

默认情况下mybatis会调用实体类的无参构造方法创建一个实体类，然后再给各个属性赋值，但是有的时候我们可能为实体类生成了有参的构造方法，并且也没有给该实体类生成无参的构造方法，这个时候如果不做特殊配置，resultMap在生成实体类的时候就会报错，因为它没有找到无参构造方法。这时，就需要配置构造方法映射。

Constructor：

|  |
| --- |
| **public** Blog(Integer id, String title) {  **super**();  **this**.id = id;  **this**.title = title;  System.***out***.println("构造方法调用。。。。。。。。");  } |

Mapper:

|  |
| --- |
| <resultMap type=*"Blog"* id=*"blogResultMapConstructor"*>  <constructor>  <idArg column=*"id"* javaType=*"int"*/>  <arg column=*"title"* javaType=*"string"*/>  </constructor>  </resultMap> |

5.鉴别器

作用：

类似培训时讲到设计模式——工厂模式时举例的打印机，配置鉴别条件后，可以自动鉴别出查询出来的是具体哪一个子类的对象。

测试用例

Vehicle(车辆表)表中有字段vehicle\_type(车辆类型), door\_count(车门数量), all\_wheel\_drive(是否全驱车),其中：

|  |  |  |  |
| --- | --- | --- | --- |
|  | vehicle\_type | door\_count | all\_wheel\_drive |
| Car | 1 | 有 | 无 |
| Suv | 2 | 无 | 有 |

Vehicle的子类Car**有**door\_count属性，**没有**all\_wheel\_drive属性；

Vehicle的子类Suv**没有**door\_count属性，**有**all\_wheel\_drive属性

Vehicle类中不用写vehicle\_type、door\_count和all\_wheel\_drive这三个属性。

Mapper:

|  |
| --- |
| <resultMap type=*"Vehicle"* id=*"vehicleResultMap"*>  <id column=*"id"* property=*"id"* jdbcType=*"INTEGER"*/>  <discriminator javaType=*"int"* column=*"vehicle\_type"*>  <case value=*"1"* resultType=*"Car"*>  <result column=*"door\_count"* property=*"doorCount"*/>  </case>  <case value=*"2"* resultType=*"Suv"*>  <result column=*"all\_wheel\_drive"* property=*"allWheelDrive"*/>  </case>  </discriminator>  </resultMap>    <select id=*"selectVehicleById"* parameterType=*"int"* resultMap=*"vehicleResultMap"*>  select \* from vehicle where id=#{id}  </select> |

单元测试：

|  |
| --- |
| @Test  **public** **void** testSelectVehicleById() {    SqlSession session = MybatisUtil.*getSqlSession*();  VehicleMapper vehicleMapper = session.getMapper(VehicleMapper.**class**);  Vehicle vehicle = vehicleMapper.selectVehicleById(5);  Vehicle vehicle2 = vehicleMapper.selectVehicleById(7);  session.close();  System.***out***.println(vehicle);  System.***out***.println(vehicle2);  } |

输出结果（自动鉴别出查询出来的对象是实例化哪个子类的）：

![](data:image/png;base64,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)

五、延迟加载

延迟加载是什么意思？

延迟加载机制是为了避免一些无谓的性能开销而提出来的，所谓延迟加载就是当在真正需要数据的时候，才真正执行数据加载操作。通俗的说，就是一个查询涉及到多个sql查询的时候，只查询主要对象的sql，对象里持有的其它的类属性的查询sql不一起查询，在有调用的时候才去查询。这样可以极大程度的提高查询效率并减轻数据库压力。

1.没有配置的情况下

测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogByIdLazyLoading() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    System.***out***.println("查询blog");  Blog blog = blogMapper.selectBlogById(3);  session.close();    System.***out***.println("查询blog的Title属性");  System.***out***.println(blog.getTitle());  System.***out***.println("查询blog的author属性");  System.***out***.println(blog.getAuthor().getUsername());  System.***out***.println("查询结束");  } |

日志：

|  |
| --- |
| 查询blog  Opening JDBC Connection  Created connection 161960012.  Setting autocommit to false on JDBC Connection  ==> Preparing: select \* from blog where id=?  ====> Preparing: select \* from author where id=?  Returned connection 161960012 to pool.  查询blog的Title属性  是人性的扭曲？还是道德的沦丧？  查询blog的author属性  jiny  查询结束 |

2.配置了全局延迟加载，不调用属性情况下

配置：

在mybatis-config.xml的<settings></settings>节点中加入：

|  |
| --- |
| <setting name=*"lazyLoadingEnabled"* value=*"true"*/> |

**测试：**

|  |
| --- |
| @Test  **public** **void** testSelectBlogByIdLazyLoading() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    System.***out***.println("查询blog");  Blog blog = blogMapper.selectBlogById(3);  session.close();    // System.out.println("查询blog的Title属性");  // System.out.println(blog.getTitle());  // System.out.println("查询blog的author属性");  // System.out.println(blog.getAuthor().getUsername());  System.***out***.println("查询结束");  } |

**日志**：

|  |
| --- |
| 查询blog  Opening JDBC Connection  Created connection 161960012.  Setting autocommit to false on JDBC Connection  ==> Preparing: select \* from blog where id=?  Returned connection 161960012 to pool.  查询结束 |

3. 配置了全局延迟加载，调用Title属性情况下（积极）

**默认积极的延迟加载，只要有调用任意属性就会进行相关查询，不论调用的属性是否是相关查询的结果。**

测试：

|  |
| --- |
| @Test  **public** **void** testSelectBlogByIdLazyLoading() {  SqlSession session = MybatisUtil.*getSqlSession*();  BlogMapper blogMapper = session.getMapper(BlogMapper.**class**);    System.***out***.println("查询blog");  Blog blog = blogMapper.selectBlogById(3);  session.close();    System.***out***.println("查询blog的Title属性");  System.***out***.println(blog.getTitle());  // System.out.println("查询blog的author属性");  // System.out.println(blog.getAuthor().getUsername());  System.***out***.println("查询结束");  } |

日志：

|  |
| --- |
| 查询blog  Opening JDBC Connection  Created connection 161960012.  Setting autocommit to false on JDBC Connection  ==> Preparing: select \* from blog where id=?  Closing JDBC Connection [com.mysql.jdbc.JDBC4Connection@9a7504c]  Returned connection 161960012 to pool.  查询blog的Title属性  Opening JDBC Connection  Checked out connection 161960012 from pool.  ==> Preparing: select \* from author where id=?  Closing JDBC Connection [com.mysql.jdbc.JDBC4Connection@9a7504c]  Returned connection 161960012 to pool.  是人性的扭曲？还是道德的沦丧？  查询结束 |

4. 配置了全局延迟加载，调用Title属性情况下（非积极）

配置：

在mybatis-config.xml的<settings></settings>节点中加入：

|  |
| --- |
| <setting name=*"lazyLoadingEnabled"* value=*"true"*/>  <setting name=*"aggressiveLazyLoading"* value=*"false"*/> |

测试同第三点。

日志：

|  |
| --- |
| 查询blog  Opening JDBC Connection  Created connection 161960012.  ==> Preparing: select \* from blog where id=?  Closing JDBC Connection [com.mysql.jdbc.JDBC4Connection@9a7504c]  Returned connection 161960012 to pool.  查询blog的Title属性  是人性的扭曲？还是道德的沦丧？  查询结束 |