Spring笔记

一、xml配置bean方式使用（一般不这么用）

1.bean.xml

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xsi:schemaLocation=*"http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans.xsd"* >    <bean id=*"bean01"* class=*"com.zhangfd.ioc.TestIoc01"* scope=*"singleton"* ></bean>    </beans> |

2.通过加载配置bean.xml通过spring生成bean

①加载文件时就把bean生成：

|  |
| --- |
| @Test  **public** **void** testDi() {  ApplicationContext ac = **new** ClassPathXmlApplicationContext("classpath\*:spring-ioc2.xml");  UserInfo userInfo = (UserInfo) ac.getBean("userInfo");  System.***out***.println(userInfo);  } |

②延迟加载方式生成bean（有用到才生成，一般c/s模式才用）

|  |
| --- |
| @Test  **public** **void** testBeanFactory() {  Resource resource = **new** ClassPathResource("/spring-ioc2.xml");  BeanFactory bf = **new** ~~XmlBeanFactory~~(resource);  Class01 c01 = (Class01) bf.getBean("class01");  c01.show();  } |

3.DI

没啥好说的，就是配置bean.xml的时候配置让spring生成bean的时候给里面的属性赋值。

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xsi:schemaLocation=*"http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans.xsd"* >    <bean id=*"userInfo"* class=*"com.zhangfd.di.UserInfo"*>  <property name=*"id"* value=*"1"*></property>  <property name=*"name"* value=*"zfd"*></property>  </bean>    <bean id=*"uc"* class=*"com.zhangfd.DIMVC.controller.UserInfoController"*>  <property name=*"userInfoService"* ref=*"us"*></property>  </bean>    <bean id=*"us"* class=*"com.zhangfd.DIMVC.service.impl.UserInfoService"*>  <property name=*"userInfoDao"* ref=*"ud"*></property>  </bean>    <bean id=*"ud"* class=*"com.zhangfd.DIMVC.dao.impl.UserInfoDao"*></bean>    </beans> |

二、注解方式使用spring

1.开启注解支持

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xmlns:p=*"http://www.springframework.org/schema/p"*  xmlns:context=*"http://www.springframework.org/schema/context"*  xsi:schemaLocation=*"http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans.xsd*  *http://www.springframework.org/schema/context*  *http://www.springframework.org/schema/context/spring-context.xsd"*>  <context:annotation-config></context:annotation-config>  <context:component-scan base-package=*"annotation01"*></context:component-scan>    </beans> |

2.加注解

①不指定beanid，默认beanid为类名（首字母小写）

|  |
| --- |
| @Component  **public** **class** MyClass {  **public** **void** show() {  System.***out***.println("这是采用注解的");  }    } |

②指定名称（beanId）

|  |
| --- |
| @Controller("uc")//或 @Controller(value = "uc")  **public** **class** UserController {  **public** **void** show() {  System.***out***.println("这里是uc");  }    } |

3.测试

|  |
| --- |
| @Test  **public** **void** test01() {  ApplicationContext ac = **new** ClassPathXmlApplicationContext("annotation01/spring-annotation.xml");  MyClass m = (MyClass) ac.getBean("myClass");  m.show();  UserController uc = (UserController) ac.getBean("uc");  uc.show();  } |

4.注解的方式依赖注入：

①@Autowired

1）@Autowired默认按类型装配（这个注解是属业spring的）

默认情况下必须要求依赖对象必须存在，如果要允许null值，可以设置它的required属性为false，如：@Autowired(required=false) ，如果我们想使用名称装配可以结合@Qualifier注解进行使用，如下：

|  |
| --- |
| @Autowired()@Qualifier("baseDao")  private BaseDao baseDao; |

2）注意一个接口多个实现类问题

由于@Autowired是根据类型匹配，而一般是用接口实现类来注入的（例：private IxxxDao xxxDao;），如果这个接口有多个实现类就会报错。这时就需要配合@Qualifier注解指定名称注入。

②@Resource

1）@Resource默认按照名称进行装配（这个注解属于J2EE的）

名称可以通过name属性进行指定，如果没有指定name属性，当注解写在字段上时，默认取字段名进行安装名称查找，如果注解写在setter方法上默认取属性名进行装配。当找不到与名称匹配的bean时才按照类型进行装配。但是需要注意的是，如果name属性一旦指定，就只会按照名称进行装配。

|  |
| --- |
| @Resource(name="baseDao")  private BaseDao baseDao; |

三、AOP

1.概念

不同的功能模块，可以提取出相同的功能这个共同的功能是与每一个具体的类所真要实现的业务功能是分离，剥离出来不影响原来模块的功能，这样共同的功能才适合作为aop。

2.应用场景

①日志②性能分析③权限管理④我的足迹

3.范例1

①需要添加的jar包

![](data:image/png;base64,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)

②spring配置文件里开启aop注解支持

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xmlns:context=*"http://www.springframework.org/schema/context"*  xmlns:aop=*"http://www.springframework.org/schema/aop"*  xmlns:tx=*"http://www.springframework.org/schema/tx"*  xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*  *http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd*  *http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd*  *http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx.xsd*  *"*>  <!-- 使用aop注解 -->  <aop:aspectj-autoproxy></aop:aspectj-autoproxy>  <bean id=*"dao"* class=*"AOP.aop01.BankAccountDao"*></bean>  <bean id=*"lDao"* class=*"AOP.aop01.LogInfoDao"*></bean>  </beans> |

③植入功能类

|  |
| --- |
| @Aspect //这个注解指明了当前这个类是公共功能类  **public** **class** LogInfoDao {    @Pointcut("excution(\* AOP.aop01.\*Dao.\*(..))")  **private** **void** any(){};    @After("any()")  **public** **void** addLog(){  System.***out***.println("记录下来各种操作"+**new** Date());  }  } |

④要被植入的类

|  |
| --- |
| **public** **class** BankAccountDao **implements** IBankAccountDao {  @Override  **public** **void** transfer() {  // **TODO** Auto-generated method stub  System.***out***.println("这里进行转账");  }  } |

⑤测试类

|  |
| --- |
| **public** **static** **void** main(String[] args) {  // **TODO** Auto-generated method stub  ApplicationContext ac =**new** ClassPathXmlApplicationContext("AOP/aop01/beans.xml");  IBankAccountDao dao = (IBankAccountDao) ac.getBean("dao");  dao.transfer();  } |

4.AspectJ的Execution表达式：

就是类似3. ③里的execution里的语法，详情见csdn：https://blog.csdn.net/peng658890/article/details/7223046

5.aop名词概念

[点击跳转](SPRING%20aop%20名词.doc)

6.范例2、3

不具体写了，和范例1差不多，[点击跳转源码](AOP%20code)，看aop2,aop3

四.spring整合mybatis

1.配置文件

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xmlns:context=*"http://www.springframework.org/schema/context"*  xmlns:aop=*"http://www.springframework.org/schema/aop"*  xmlns:tx=*"http://www.springframework.org/schema/tx"*  xsi:schemaLocation=*"*  *http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd*  *http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd*  *http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd*  *http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx.xsd*  *"*>  <!-- 引入外部的属性文件 -->  <context:property-placeholder location=*"classpath:db.properties"*/>  <!-- 数据库配置信息 -->  <!-- oracle -->  <bean id=*"dataSource"* class=*"org.springframework.jdbc.datasource.DriverManagerDataSource"*>  <property name=*"driverClassName"* value=*"oracle.jdbc.driver.OracleDriver"*></property>  <property name=*"url"* value=*"jdbc:oracle:thin:@127.0.0.1:1521:oradb"*></property>  <property name=*"username"* value=*"scott"*></property>  <property name=*"password"* value=*"scott"*></property>  </bean>  <!-- mysql -->  <bean id=*"dataSourceMysql"* class=*"org.springframework.jdbc.datasource.DriverManagerDataSource"*>  <property name=*"driverClassName"* value=*"com.mysql.jdbc.Driver"*></property>  <property name=*"url"* value=*"jdbc:mysql://127.0.0.1:3306/mydb?useUnicode=true&amp;characterEncoding=UTF-8"*></property>  <property name=*"username"* value=*"root"*></property>  <property name=*"password"* value=*""*></property>  </bean>  <!-- 配置生成SQLSessionFactory对象的bean -->  <bean id=*"sqlSessionFactory"* class=*"org.mybatis.spring.SqlSessionFactoryBean"*>  <property name=*"dataSource"* ref=*"dataSource"*></property>  <property name=*"configLocation"* value=*"classpath:settings.xml"*></property>  </bean>  <!-- 配置生成处理实体dao的bean(sqlSession) -->  <!-- 这里要注入前面生成的sqlSessionFactory -->  <bean class=*"org.mybatis.spring.mapper.MapperScannerConfigurer"*>  <property name=*"sqlSessionFactory"* ref=*"sqlSessionFactory"*></property>  <property name=*"basePackage"* value=*"mapper"*></property>  </bean>  <!-- 配置事物管理器 -->  <bean id=*"tx"* class=*"org.springframework.jdbc.datasource.DataSourceTransactionManager"*>  <property name=*"dataSource"* ref=*"dataSource"*></property>  </bean>  <!-- 配置注解事物驱动 -->  <tx:annotation-driven transaction-manager=*"tx"*/>  <!-- 告诉spring采用注解的方式进行ioc(开启注解支持) -->  <context:annotation-config></context:annotation-config>  <!-- 要管理的类所在的包 -->  <context:component-scan base-package=*"dao"*></context:component-scan>  </beans> |

2.spring事物

①命名空间和jar包

命名空间里带tx的那个，spring的tx包，aopalliance-.jar包

②配置事物管理器

③使用方法：在DAO加注解@Transactional(propagation = Propagation.*REQUIRED*, isolation = Isolation.*DEFAULT*)

1）加在类上

所有的方法都使用相同的事务管理策略

2）方法上面

不同的方法使用不同的事务策略

④事务的传播特性（propagation）

1）required(默认）

如果已经存在事务，后面产生的新的sql的请求会加入到当前的事务里面，变成一个事务，如果没有存在现成的事务，那么就自己新建一个

2）required\_new

各自拥有自己的事务，不管原来是否有事务，都产生一个新的事务，原来的挂起，新的执行完毕之后，再执行老的。注意，这种传播特性有要求不同的语句放在不同的类里，否则视为同一个事物（既事物要设置在业务层里）。

3）supports

支持当前事务，如果没有就以非事务的方式支持

4）mandatory

支持当前事务，如果当前没有事务，就会报错

5）never

坚决拒绝事务，如果有报错

6）not\_supported

以非事务的方式运行，如果当前有事务则挂起

7）nested

特别适合嵌套场景，没有嵌套场景，则类似required的特点