Spotify的大规模敏捷之路——使用一种新型的矩阵组织：部落、分队、分会和协会...
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多个团队一同从事产品开发真是一项挑战！到目前为止，我们见过的最令人印象深刻的案例之一，就是 Spotify 公司：尽管 Spotify 拥有 30 多个团队，位于 3 个不同的城市，但他们仍然保持着敏捷开发的思维。 Spotify 是一家非常吸引人的公司，它改变了整个音乐产业。虽然这家公司从成立到现在只有 6 年，却已经拥有 1500 万活跃用户以及 400 万付费用户。该公司的产品可以被誉为是“一个神奇的音乐播放器，可以让你瞬间找到、播放世界上任何一首歌曲”。 Alistair Cockburn（敏捷软件开发创始人之一）在参观 Spotify 时曾说道：“太棒了！我从1992 年开始就一直希望有人能够实现这套矩阵式组织结构的设计（参考上图），很高兴今天我看到了”。 那么这一切是怎么做到的呢？我们俩在会议演讲中、在各种讨论中多次提到我们在 Spotify 如何工作、这家公司如何在数百名开发人员中运用敏捷，很多人对这个话题很感兴趣，所以我们决定以此为题写一篇文章。声明： 文中提到的模型不是我们发明的。

Spotify，和其他优秀的敏捷型公司一样，处于高速地发展中。这篇文章只是我们当前工作方式的缩影。我们的敏捷旅程仍在进行中，并未结束。我们估计，当您读到这篇文章的时候，很多事情已经发生变化了。

分队（Squads） 分队是 Spotify 的最小开发单位。 一个分队类似于一个 Scrum 团队，也很像一家迷你型创业公司。分队中的成员坐在一起，他们具备设计、开发、测试和产品发布所必需的全部技能和工具。一个分队是一个自组织团队、决定自己的工作方式——有的分队使用 Scrum 中的迭代（Sprint），有的分队使用看板（Kanban），还有的综合使用上述方法。 每个分队都会有一个长期的使命，比如：开发和优化 Android 客户端、打造 Spotify 广播功能的用户体验、扩展后台系统、提供支付解决方案，等等。如下图所示，不同分队负责用户体验的不同部分。Spotify 鼓励每个分队都运用精益创业原则，比如 MVP（Minimum Viable Product，最小可行产品）和验证性学习（Validated Learning）等。MVP 意味着尽早地、频繁地发布； 验证性学习意味着使用度量（Metrics）和 A/B 测试（A/B tesing）来确认什么可行，什么不行。用一条标语来总结的话，就是：“思考、构建、交付、调整（Think it, Build it, Ship it, Tweak it）”。 由于一个分队长期持续地从事某一类任务以及开发产品的某一个部分，所以分队成员逐渐都成为了该领域的专家——比如，如何打造非常棒的广播体验。 大部分的分队都拥有非常棒的工作环境：办公区、休息区、个人杂物室、几乎所有的墙都是白板……，我们从未见过比这儿更好的工作空间！没错，这是一只飞来飞去的玩具鲨鱼，这种东西在 Spotify 很常见。 为了激励学习和创新，公司鼓励每个分队把大概 10%的工作时间用在“黑客日（Hack Days）”上。在黑客日期间，大伙可以做任何自己想做的事情：通常大家会尝试一些新想法并和伙计们分享。有的团队每两周举办一天黑客日；有的团队则攒够了日子，搞一个“黑客周”。黑客日不仅有趣，还是一个让大家紧跟新工具、新技术的好途径，有时候非常重要的产品创新也诞生于黑客日！ 一个分队没有正式任命的领导，但是会有一个产品负责人（Product Owner）。产品负责人负责把团队的待办任务进行优先级排序，但从不干涉团队如何完成这些任务。不同分队的产品负责人紧密合作，共同维护一个宏观层面上的产品路线图（Roadmap）文档，指引整个 Spotify 产品发展方向；与此同时，每个产品负责人也各自维护一个自己所在分队的产品待办项列表（Product Backlog）。 每个分队也可以有一位敏捷教练，帮助团队改进工作方式。敏捷教练负责主持回顾会议、组织 Sprint 计划会议、做一对一辅导……，等等。 理想情况下，每个分队是一个高度自治的“迷你型创业公司”，他们可以和利益相关者直接对话，且和其他分队没有阻塞型依赖关系。对于一个拥有 30 多个团队的公司，想要达到这样的状态，绝对是个挑战！我们虽然已经取得了很大的进展，但是仍有许多改进工作要开展。 为此，我们每个季度会对每个分队进行一次调查，帮助我们聚焦于需要改善哪些地方以及了解到每个分队需要哪些组织层面上的支持。下图是我们某次对一个部落中的 5 个分队的调查结果。 圆圈表示当前状态，箭头表示趋势。比如，我们可以看到这样一个情况：3 个分队报告了发布方面的问题，但是问题似乎并没有得到改善——这方面需要我们的紧急关注！ 我们还可以看到第 4 分队没有很好地得到敏捷教练的支持，但是这个问题已经在改善中。以下是各个调查项的评判参考标准： 产品负责人（Product Owner）——分队内有专职的产品负责人对任务的优先级进行排序；排序时，产品负责人能够综合考虑商业价值和技术因素。

敏捷教练（Agile Coach）——分队有一位敏捷教练帮助团队识别障碍、指导团队持续进行过程改进。

支配自己的工作（Influencing Work）——分队内的每个成员都可以支配自己的工作、可以积极参与工作计划的制订、可以选择自己做什么任务。每个成员都可以把自己 10%的工作时间投入到黑客日中。

易发布（Easy to Release）——分队可以(并且确实做到！)轻松发布产品，而不需要很多的争论和同步。

量身定制的流程（Process that fits the team）——分队拥有自己的工作流程并且持续对其进行改进。

使命（Mission）——分队有一个队内所有人都知道并关心的使命；待办项列表中的故事都是和这个使命相关的。

组织层面的支持（Organizational Support）——分队知道去哪里寻求解决问题所需的支持，无论是技术问题还是“软性问题”（“soft” issues）。

部落（Tribes）部落是多个工作在相关领域的分队的集合——比如音乐播放器、后台基础架构等。 部落可以看作是迷你型创业分队的“孵化器”，每个部落都非常地自主自治。每个部落有一名酋长，他负责为部落内的各分队提供最好的栖息地（Habitat）。一个部落中的所有分队在同一个办公地点工作，通常各分队的办公区都是彼此相邻的，办公区附近的休息区促进了分队间的交流与合作。 部落规模的确定是基于“邓巴数（Dunbar Number）理论”的。“邓巴数理论”认为在超过 100 人的组织中，大部分人很难维持稳固的社会关系（信不信由你，对处于强烈生存压力下的组织来说，“邓巴数”实际上要比 100 大。Spotify 并不属于这样的情况）。当一个组织变得过大后，我们就会开始看到限制性的规定、官僚主义、政治斗争、冗余的管理层级，以及其他各种浪费。（译注：邓巴数，也称 150 定律，是指能与某个人维持紧密人际关系的人数上限，通常人们认为是 150。）所以 Spotify 的每个部落都小于 100 人。 部落内会定期举办非正式的聚会，大家会在聚会上给部落中的其他人（以及任何出席聚会的人）展示自己正在做什么、已经交付了什么、别人能从自己正在做的事情中吸取到什么经验或教训。展示内容包括可工作的软件、新工具与新技术、酷毙了的黑客日项目……。 分队间依赖多个分队之间必然会有依赖关系。有依赖关系并不一定是坏事——分队间有时确实需要一起工作才能完成真正超棒的产品特性。然而，我们的目标是让分队间越独立自治越好，尤其是要把阻塞或拖慢了某个分队工作的依赖项减到最少。 为此，我们经常对所有的分队进行调查：你们的工作依赖于哪些分队？这些依赖是否阻塞或拖慢了你们的工作？严重到了什么程度？下面是一个例子： 有了调查结果，接下来我们就会讨论如何消除有问题的依赖，特别是引起了工作阻塞的以及跨部落的依赖关系。为了消除这些有问题的依赖，我们经常会重排任务优先级、重组团队、调整架构或技术方案。这种调查还会帮助我们观察到分队间互相依赖的模式，比如，越来越多的分队看起来是被运营拖慢了。我们利用非常简单的图表来跟踪各种类型的依赖是如何随着时间增加或减少的。 Scurm 中有一个实践叫“scrum of scrums”——这是一个同步会议，会议由每个 scrum 团队出一名代表参加，大家在会上讨论团队间的相互依赖。 在 Spotify，通常我们并不怎么进行 scrum of scrums，主要原因是大部分的分队都相当的独立，他们并不需要这样的协调会议。 然而，如果有必要，我们也会“按需”进行 scrum of scrums。比如：最近我们有一个大型项目，需要多个分队协同工作几个月。为了更好的合作，分队间每天会开一个同步会议，会议上大家一起去识别和解决分队间的依赖关系，并使用白板和记事贴来跟踪尚未解决的依赖。 许多公司中依赖问题的常见根源存在于开发（Dev）和运营（OPS）之间。大多数公司都存在从开发到运营的移交，期间伴随着一些摩擦和延误。在 Spotify 也有一支独立的运营团队，但是他们的工作不是为分队进行发布——而是为分队自己发布代码提供支持；支持可能是以下形式：基础架构、脚本或程序。在某种意义上，运营团队是“为产品铺路”。这是非正式但有效的协作方式，基于面对面的沟通而不是详细的流程文档。 分会（Chapter）和协会（Guild） 任何事物都有缺点，充分自主的可能缺点是损失了规模经济的效益。分队 A 的测试人员碰到的问题可能和分队 B 的测试人员上周刚刚解决的一样。如果所有的测试人员可以凑在一起，跨越分队和部落的话，那么他们就可以分享知识以及创建对所有分队都有益处的工具。如果每个分队充分自主，且互相之间没有沟通的话，那么为什么还需要有公司呢？干脆把 Spotify 拆成 30 个不同的小公司好啦。这就是我们为什么还会有分会和协会。分会和协会使公司团结在一起，在不牺牲太多自主权的情况下，也为我们带来一定的规模经济。分会是在同一个部落、相同能力领域内拥有相似技能的一些人。 每个分会定期凑在一起讨论专业领域知识及他们遇到的挑战——比如测试分会，网页开发分会或者后台分会。分会领导是该分会成员的直线经理，和传统的直线经理一样，他们的职责是发展员工、设定薪水等等。但是，分会领导也是分队的一份子，也要参与日常工作，这样才不会和实际情况脱节。但现实情况总是比上图更加混乱。比如，分队之间的分会成员不是均匀分布的；有的分会有很多网页开发人员，有的分会一个也没有。上图只是一般的思路。 协会则是一个具有更广泛影响的“兴趣社区”，它包含这样一群人，他们想要分享知识、工具、代码和实践。分会是在部落内的，而协会通常跨越整个组织。比如，网页技术协会，测试协会，敏捷教练协会等等。协会包含所有相关领域的分会成员，比如测试协会包含所有测试分会的成员，不过每个对协会感兴趣的员工都可以加入其中。 每个协会都有一个“协会协调人”，他也就负责协调而已 :o) 说一个协会工作的例子，最近我们举办了一场“网页协会非会议”，这是一次开放空间活动，Spotify 的所有网页开发人员聚到斯德哥尔摩来讨论他们领域内的挑战和解决方案。（译注：非会议是一种议程由参与者推动并创建的会议。会议的筹备一般不是由某个单独机构或一小群机构组织的。）另一个例子是敏捷教练协会。敏捷教练遍布在整个组织，但是他们持续地分享知识，并且定期聚会讨论组织层面改进的工作，这些都记录在一个改进白板上。（如下图） 等等，这不就是矩阵组织吗？没错，这是矩阵组织。但也不完全是。这个和我们常用的矩阵结构是不同类型的。 大多数矩阵组织中，相似技能的人“扎堆儿”到一起形成职能部门，接着“被分配”到项目中，并且“汇报”给职能经理。Spotify 不是这样的。这里的矩阵偏重于交付。 在 Spotify 员工分成稳定的、坐在一起的分队，拥有不同技能的人一起协作和自组织以交付一个优秀的产品。这是矩阵里的垂直维度，也是员工分组工作的主要维度。 水平维度是有关分享知识、工具和代码的。分会领导的职责就是促进和支持这些工作。在矩阵里，可以认为垂直维度是“做什么（What）”，水平维度是“怎么做（How）”。矩阵结构确保每个分队成员可以领会“下一步做什么”以及“如何做好”。 这也符合 Mary Poppendieck 和 Tom Poppendieck 建议的“教授和企业家（Professor and Entrepreneur）”模型。产品负责人（PO）就是“企业家”，关注于交付优秀的产品，而分会领导是“教授”，关注于技术卓越。 这两个角色之间存在良性的紧张关系，因为企业家倾向于快速交付和走捷径，然而教授倾向于慢下来和把事情做对。两个方面都是必须的，因此我们说这是良性的紧张关系。来谈谈系统架构如何？Spotify 的技术是高度面向服务的。我们有 100 多个独立的系统，每个系统都可以单独地维护和部署。这些系统包含后台服务如播放列表管理、搜索和支付，还包含客户端如 iPad 播放器，也包含特定的组件如广播、或音乐播放器中的“最新动态”。从技术上讲，每个人可以修改任意一个系统。既然分队是高效的特性团队，那么通常团队

需要更新多个系统来完成新特性。 这个模型的风险是，如果没人关注系统整体一致性的话，那么系统架构就会变得一团糟。 为了降低这个风险，我们有一个“系统负责人（System Owner）”的角色。每个系统都有一个或一对系统负责人（我们鼓励结对）。对有些关键运营系统，系统负责人是开发和运营结对的（Dev-Ops Pair）—— 一个人有开发人员的视角，另一个人有运营人员的视角。 系统负责人是系统技术或架构问题的“关键先生”。系统负责人负责协调和指导开发人员，以避免开发人员之间的冲突。系统负责人关注于以下事情：质量、文档、技术债、稳定性、可扩展性和发布流程。 系统负责人不应该是瓶颈或者与世隔绝（原文是象牙塔里的架构师）。系统负责人不必一个人完成所有的决策、代码或发布。通常系统负责人是分队成员或分会领导，除了系统负责人的工作之外，他还有其他的日常职责。然而，系统负责人会时不时地进行一个“系统负责人日”以清扫一下系统。通常我们尽量使清扫系统的工作占用系统负责人少于十分之一的时间，但是系统之间有很大的不同。 我们还有一个首席架构师的角色，他负责协调跨越多个系统的、较高层面的架构问题。他还会评审新系统的开发工作，以避免一些常见错误，并确保新系统和现有的架构设计是一致的。架构师的反馈只是建议和输入——系统设计的最终决策取决于分队。 所有这些是怎么办到的？Spotify 发展的非常迅速——过去 3 年技术人员从 30 人增长到 250 人——因此我们也有成长的烦恼！本文介绍的大规模敏捷模式（分队、部落、分会和协会）也是去年（2011）逐步引入的，所以员工还在慢慢适应。但到目前为止，从调查和回顾来看，这个模式似乎相当棒！也给了我们一套继续成长的蓝图。尽管人员增长迅速，但员工满意度还是持续地增长；2012 年 4 月得分是 4.4（满分 5 分）。 然而，和每一个不断发展的组织一样，今天的解决方案会产生明天的问题。所以敬请关注，故事还没有结束 :o)
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