SDN 流表查询中的cache加速技术调查报告
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# 一、SDN流表查询技术背景介绍

基于网络协议分层的思想，在传统的TCP/IP架构网络中，网络转发结点对数据包进行逐层协议处理，各个协议层次在逻辑上相对独立，但同时各层协议的处理方法也变得大相径庭。无论是在软件上还是在硬件上，各层协议的处理逻辑实现都各相迥异。随着网络协议的不断增多，网络协议的层次结构变得越来越复杂，开发新的网络协议、维护各层网络协议之间接口的兼容性等工作都变得越来越困难。因此，寻找一个逻辑上分离，但形式上统一的协议处理架构具有非凡意义。

在软件定义网络（Software Defined Network，以下简称SDN）中，掌控全局信息的控制器将根据需求制定的流表配置到各个交换机中。在收到一个数据帧后，交换机会查询其匹配的流表项，通过执行该流表项后指定的动作来完成对数据包的处理。一条流表项中包含各层协议头信息，在处理数据帧时，将其与数据帧的各层协议头进行比对从而确定此数据包是否属于该流表项对应的数据流。但在实际情况下，网络中的数据流数量是庞大的（n台主机间只考虑IP域时就能产生 (n(n-1))/2 条数据流），为了节省存储空间，流表项实际上是按照协议域拆分存储的（根据关系数据库的思想，按照协议域拆分存储在减少冗余信息的同时也便于管理）。在流表被拆分为多级流表后，查询一个数据帧所属的流需要进行多次的查询操作，这无疑降低了网络的数据帧处理性能。为解决这一问题，目前使用的最为广泛的方法就是利用cache机制进行加速。Cache中存储着完整的各层网络协议头信息，这样交换机在收到数据帧后只需要通过一次查询便可以决定该数据帧所属的流和需要执行的操作。由于cache的存储空间十分有限，不可能同时存储所有的数据流信息。因此如何维持Cache的高命中率，保证cache与多级流表的一致性，以及防止cache抖动等问题便成为了设计cache替换策略时需要综合考虑的问题。

# 二、cache替换策略

1. 性能（命中率）

2. 可靠性（缓存的一致性）

1）记录规则对应的流表项

控制器在向交换机配置规则时，为每条规则制定一个唯一的标识符。在交换机中维护着一张规则和流表项的对应表，记录着哪些流表项中包含着该规则。当网络换发生改变，控制器根据新的网络状况更新了该规则对应的动作时，此交换机可以根据这张表格查找到cache中的哪些流表项包含了此项规则，然后将这些流表项全部删除，从而保证了cache与多级流表的一致性。

2）记录流表项对应的规则

维护一张规则的状态表，当网络环境发生改变时，控制器在该状态表中给失效的规则打上无效标记。此外，在生成cache流表项时，记录下该流表项都包含了哪些规则。对于每个到达的数据帧，交换机在命中cache后都将遍历此流表项对应的所有规则的状态，如果发现只要有一项规则有无效标记，便删除此流表项，将数据帧递交给多级流表查询进程。

3）记录规则对应的最终动作集

在生成最终动作集时，计算每个最终动作集的哈希值作为该动作集的唯一标识，并记录下每项规则都对应了哪些最终动作集，当网络环境发生改变时，控制器根据该表格给失效规则的相关动作集打上无效标签。为了处理最终动作集哈希值冲突的问题，可以在动作集中维护一个时间属性，记录下该动作集的最近更新时间，在处理数据帧时，如果其匹配的流表项对应的动作集的更新时间晚于此cache流表项的生成时间，则可认为此cache流表项已经失效。

3. 稳定性（时延抖动）

# 三、对生命周期短、负载量少的流的处理方法

# 四、cache的更新问题