尝试回顾以前学习的数据结构算法，常记录，常总结：

首先想到的是排序算法，第一个想到的是冒泡排序：

那么我们将回归一下冒泡排序算法：

它重复地走访过要排序的元素列，依次比较两个相邻的元素，如果他们的顺序错误就把他们交换过来。走访元素的工作是重复地进行直到没有相邻元素需要交换。

这个算法的名字由来是因为越大的元素会经由交换慢慢“浮”到数列的顶端（升序或降序排列），就如同碳酸饮料中二氧化碳的气泡最终会上浮到顶端一样，故名“冒泡排序”。

知识点：

1.一对一对元素比较，把大的放在右边，小的放在左边。

2. 对每一对相邻元素做同样的工作，从开始第一对到结尾的最后一对。在这一点，最后的元素应该会是最大的数。

3. 针对所有的元素重复以上的步骤，除了最后一个。

4. 持续每次对越来越少的元素重复上面的步骤，直到没有任何一对数字需要比较。

首先咱们调包一下：

import java.util.Arrays;

public class pubble\_learning3 {

public static void main(String[] args) {

long startTime = System.currentTimeMillis();

int[] arr = {54,26,93,17,77,31,44,55,20};

System.out.print("冒泡排序之前数组打印");

for(int i=0;i<arr.length;i++){

System.out.print(arr[i]+" ");

}

Arrays.sort(arr); //系统自带

System.out.print("\n");

System.out.print("冒泡排序之后数组打印");

for(int i=0;i<arr.length;i++){

System.out.print(arr[i]+" ");

}

long endTime = System.currentTimeMillis();

long usedTime = endTime-startTime;

System.out.println();

System.out.print("方法所用毫秒数");

System.out.print(usedTime);

}

}

另外，自己手撕一下代码

|  |  |
| --- | --- |
| Python | java |
| import timeit  li = [54,26,93,17,77,31,44,55,20]  print(li)  time\_start=timeit.default\_timer()  ###我们对算法进行分开解析  for j in range(len(li1)-1): ##外层循环  for i in range(len(li1)-1-j): ##内层循环遍历  if li1[i]>li1[i+1]: ##判断顺序  li1[i],li1[i+1]=li1[i+1],li1[i]  print(li1)  print(li1)  time\_end=timeit.default\_timer()  print('算法耗时',time\_end-time\_start,'s') | public class pubble\_learning{  public static void main(String[] args) {  long startTime = System.currentTimeMillis();  //输入一个数组  int arr[]={54,26,93,17,77,31,44,55,20};  //输出未排序前的数组  System.out.print("冒泡排序之前数组打印");  for(int i = 0;i<arr.length;i++){  System.out.print(arr[i]+" ");  }  //换行  System.out.println();  //进行冒泡排序  for(int i =0;i<arr.length-1;i++){  //第二层循环，最大的数排到数组底部  for(int j = 0;j<arr.length-i-1;j++){  if(arr[j]>arr[j+1]){  int temp;  temp = arr[j];  arr[j] = arr[j+1];  arr[j+1] = temp;  }  //这个部分是打印输出变化的部分  for(int k = 0;k<arr.length;k++){  System.out.print(arr[k]+" ");  }  System.out.print("\n");  }  }  //输出查看结果  System.out.print("\n");  System.out.print("冒泡排序之后数组打印");  for(int i = 0;i<arr.length;i++){  System.out.print(arr[i]+" ");  }  long endTime = System.currentTimeMillis();  long usedTime = endTime-startTime;  System.out.println();  System.out.print("方法所用毫秒数");  System.out.print(usedTime);  }  } |

如果给出的排序是正序的话，那么我们只需要遍历n-1次就好，所以时间复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAAADAAICCQAAAAATXwEACQAAA14BAAACAIcAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAgADCwAAACYGDwAMAE1hdGhUeXBlAABQABIAAAAmBg8AGgD/////AAAQAAAAwP///8b////AAgAAxgEAAAUAAAAJAgAAAAIFAAAAFAJgAfoAHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+sGgr1AAAKAAAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAKClQAQADBQAAABQCYAE0ABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////zx4KawAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAb25QAQADhwAAACYGDwADAUFwcHNNRkNDAQDcAAAA3AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEERXVjbGlkIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg28AAgCCKAACAINuAAIAgikAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AykkAigAAAAoAsBtmykkAigAAAAAAKNQZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

如果给出的排序是逆序的话，那么我们需要遍历n-1次，每次需要n-i次比较，所以时间复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAKADQAIACQAAAADxXwEACQAAA5kBAAACAJAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAqADCwAAACYGDwAMAE1hdGhUeXBlAABQABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9gAwAA9QEAAAUAAAAJAgAAAAIFAAAAFAL0AFMCHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9fIgr4AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMim8AQUAAAAUAqAB+gAcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///3MiCvkAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAACgp8wEAAwUAAAAUAqABNAAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///18iCvkAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAG9uUAEAA5AAAAAmBg8AFQFBcHBzTUZDQwEA7gAAAO4AAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBEV1Y2xpZCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINvAAIAgigAAgCDbgADABwAAAsBAQEAAgCIMgAAAAoCAIIpAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAEdJAIoAAAAKAIkiZkdJAIoAAQAAACjUGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

当然可以优化这个排序。

1. 假设我们现在排序ar[]={1,2,3,4,5,6,7,8,10,9}这组数据，按照上面的排序方式，第一趟排序后将10和9交换已经有序，接下来的8趟排序就是多余的，什么也没做。所以我们可以在交换的地方加一个标记，如果那一趟排序没有交换元素，说明这组数据已经有序，不用再继续下去。（加标记）

|  |  |
| --- | --- |
| Python | java |
| import timeit  li = [54,26,93,17,77,31,44,55,20]  li1=li  print(li)  time\_start=timeit.default\_timer()  ###我们对算法进行分开解析  for j in range(len(li1)-1): ###j 是每词遍历的次数  flag = False  for i in range(len(li1) - 1 - j):  if li1[i]>li1[i+1]:  li1[i],li1[i+1]=li1[i+1],li1[i]  print(li1)  flag = True  if not flag:  break  print(li1)  time\_end=timeit.default\_timer()  print('算法耗时',time\_end-time\_start,'s') | public class pubble\_learning1 {  public static void main(String[] args) {  long startTime = System.currentTimeMillis();  //输入一个数组  int arr[]={54,26,93,17,77,31,44,55,20};  //输出未排序前的数组  System.out.print("冒泡排序之前数组打印");  for(int i = 0;i<arr.length;i++){  System.out.print(arr[i]+" ");  }  //换行  System.out.println();  //进行冒泡排序  for(int i =0;i<arr.length-1;i++){  //第二层循环，最大的数排到数组底部  boolean flag=false;  for(int j = 0;j<arr.length-i-1;j++){  if(arr[j]>arr[j+1]){  int temp;  temp = arr[j];  arr[j] = arr[j+1];  arr[j+1] = temp;  }    for(int k = 0;k<arr.length;k++){  System.out.print(arr[k]+" ");  }  System.out.print("\n");  }  if(!flag) { //没有交换，输出结果  break;  }  }  //输出查看结果  System.out.print("\n");  System.out.print("冒泡排序之后数组打印");  for(int i = 0;i<arr.length;i++){  System.out.print(arr[i]+" ");  }  long endTime = System.currentTimeMillis();  long usedTime = endTime-startTime;  System.out.println();  System.out.print("方法所用毫秒数");  System.out.print(usedTime);  }  } |

2.双向排序：从左到右，最大放置右边，在从右到左，最小放在左边。

|  |  |
| --- | --- |
| Python | java |
| import timeit  li = [54,26,93,17,77,31,44,55,20]  li1=li  print(li)  time\_start=timeit.default\_timer()  ###我们对算法进行分开解析  for j in range(len(li1)-1): ###j 是每词遍历的次数  flag = True  if flag:  flag = False  for i in range(len(li1)-1-j):  if li1[i]>li1[i+1]:  li1[i],li1[i+1]=li1[i+1],li1[i]  flag = True  for j in range(len(li1) - 2 - i, 0, -1):  if li1[j - 1]>li1[j]:  li1[j], li1[j - 1] = li1[j - 1], li1[j]  flag = True  else:  break  print(li1)  print(li1)  time\_end=timeit.default\_timer()  print('算法耗时',time\_end-time\_start,'s') | public class pubble\_learning2 {  public static void main(String[] args) {  long startTime = System.currentTimeMillis();  int []array= {54,26,93,17,77,31,44,55,20};  //输出未排序前的数组  System.out.print("冒泡排序之前数组打印");  for(int i = 0;i<array.length;i++){  System.out.print(array[i]+" ");  }  //换行  System.out.println();  for(int i=0;i<array.length;i++)  {  for(int j=0;j<array.length-i-1;j++) {  if(array[j]>array[j+1])  {  int temp=array[j];  array[j]=array[j+1];  array[j+1]=temp;  }  }  for(int j=array.length-i-1;j>i;j--) {  if(array[j]<array[j-1])  {  int temp=array[j];  array[j]=array[j-1];  array[j-1]=temp;  }  }  for(int k = 0;k<array.length;k++){  System.out.print(array[k]+" ");  }  System.out.print("\n");  }  //输出查看结果  System.out.print("\n");  System.out.print("冒泡排序之后数组打印");  for(int i = 0;i<array.length;i++){  System.out.print(array[i]+" ");  }  long endTime = System.currentTimeMillis();  long usedTime = endTime-startTime;  System.out.println();  System.out.print("方法所用毫秒数");  System.out.print(usedTime);  }  } |