Palindrome

[Walmart] - Number of different Palindrome substrings

Give a string s and its length n, some of its substring could be palindrome. Return the number of distinct substrings that are palindrome.

Note: single character such as“a”is considered as palindrome.

**S1. Two pointers**

需要考虑单数的状态和双数的状态。time O(n^2)

**但是这个方法还是不够快！**

public static int numberOfPalindromeSubstring2(String s, int n) {

Set<String> set = new HashSet<>();

for (int i = 0;i < n;i++) {

findPalindrome(s, set, i, i + 1);

findPalindrome(s, set, i, i);

}

return set.size();

}

private static void findPalindrome(String input, Set<String> set, int i, int j) {

int n = input.length();

while (i >= 0 && j < n && input.charAt(i) == input.charAt(j)) {

set.add(input.substring(i, j + 1));

i--;

j++;

}

}

387. First Unique Character in a String

Given a string, find the first non-repeating character in it and return it's index. If it doesn't exist, return -1.

s = "leetcode" return 0.

s = "loveleetcode", return 2.

这种判断是否unique，或者对char计数的，如果是26个字母，直接用int[26] count即可，

如果无法确定字母范围，就用256，比map快。

public int firstUniqChar(String s) {

if (s == null || s.length() == 0) return -1;

int[] count = new int[26];

for (char c:s.toCharArray()) {

count[c - 'a']++;

}

int len = s.length();

for (int i = 0;i < len;i++) {

if (count[s.charAt(i) - 'a'] == 1) return i;

}

return -1;

}

68. Text Justification

Given an array of words and a length L, format the text such that each line has exactly L characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly L characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

For the last line of text, it should be left justified and no extra space is inserted between words.

[ "This is an",

"example of text",

"justification. "]

题解：

1.for loop，确定单词数，sum[i, j] = m 刚好 < len

2. number of spaces between each word = (len - m) / (# of words - 1),

check if extra spaces are needed, if needed, assign from left to right

3.when reached last line, just put the left words with 1 space in between.

public List<String> fullJustify(String[] words, int maxWidth) {

List<String> res = new ArrayList<>();

*// w is previous index, [i, w - 1] are included.*

for (int i = 0, w;i < words.length; i = w) {

int len = -1; // length of all characters in words

for (w = i;w < words.length && len + words[w].length() + 1 <= maxWidth ;w++) {

len += words[w].length() + 1;

}

StringBuilder sb = new StringBuilder(words[i]);

int space = 1, extra = 0;

if (w != i + 1 && w != words.length) { *// not last line, not 1 char*

space += (maxWidth - len) / (w - i - 1);

extra = (maxWidth - len) % (w - i - 1);

}

for (int j = i + 1; j < w; j++) {

for (int s = 0; s < space;s++) sb.append(' '); *// add enough spaces*

if (extra-- > 0) sb.append(' ');

sb.append(words[j]);

}

*// for last line, should append enough spaces in the end:*

int leftLen = maxWidth - sb.length();

while (leftLen-- > 0) sb.append(' ');

res.add(sb.toString());

}

return res;

}

序列化压缩

271. Encode and Decode Strings

Design an algorithm to encode a list of strings to a string. The encoded string is then sent over the network and is decoded back to the original list of strings.

就是设计一种方法，把一个list的string压缩成一个string，重点是怎么划分string，用什么符号？这个符号本身可能在string中存在。

并且写出解压缩的方法。

**S1. 长度：original string**

压缩方法：每个string变成：string的长度+冒号+原来的string

解压缩方法：每次从i = 0开始，找冒号的位置，取得数字确定长度，然后取出string，更新i的值。

*// Encodes a list of strings to a single string.*

public String encode(List<String> strs) {

StringBuilder sb = new StringBuilder();

for (String str:strs) {

sb.append(str.length());

sb.append(':');

sb.append(str);

}

return sb.toString();

}

*// Decodes a single string to a list of strings.*

public List<String> decode(String s) {

List<String> res = new ArrayList<>();

int i = 0;

while (i < s.length()) {

int delimiter = s.indexOf(':', i);

int len = Integer.valueOf(s.substring(i, delimiter));

i = delimiter + len + 1;

res.add(s.substring(delimiter + 1, i));

}

return res;

}

288. Unique Word Abbreviation

An abbreviation of a word follows the form <first letter><number><last letter>. Below are some examples of word abbreviations:
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Assume you have a dictionary and given a word, find whether its abbreviation is unique in the dictionary. A word's abbreviation is unique if no other word from the dictionary has the same abbreviation.

**S1.Map**

通过map来实现，map中保存的是<abbreviation, original string>.

遍历处理dictionary中的每个string，如果发现key已经存在，说明这两个单词都不是unique，那就把key对应的value设成一个两者都无法匹配的值 – “” 设成空。

public class ValidWordAbbr {

Map<String, String> map; *// <abbreviation, original word>*

public ValidWordAbbr(String[] dictionary) {

map = new HashMap<>();

for (String s:dictionary) {

String abbr = getAbbr(s);

if(map.containsKey(abbr)){

if(!map.get(abbr).equals(s)){

map.put(abbr, "");

}

} else {

map.put(abbr, s);

}

}

}

private String getAbbr(String s) {

if (s.length() < 3) return s;

else return s.charAt(0) + String.valueOf(s.length() - 2) + s.charAt(s.length() - 1);

}

public boolean isUnique(String word) {

String abbr = getAbbr(word);

return !map.containsKey(abbr) || map.get(abbr).equals(word);

}

}

320. Generalized Abbreviation

Write a function to generate the generalized abbreviations of a word.

Given word = "word", return the following list (order does not matter):

["word", "1ord", "w1rd", "wo1d", "wor1", "2rd", "w2d", "wo2", "1o1d", "1or1", "w1r1", "1o2", "2r1", "3d", "w3", "4"]

**S1. Backtrack**

这道题虽然放在string里，但用的是典型的backtrack的方法，通过index来判断是否到leaf condition，

多出来的是，参数还需要传入一个current Number, 表示当前有几个字母会被用数字表示。

而且，在DFS中，每次都需要考虑两种情况：当前index对应的字母，是应该用数字还是用字母来表示。

所以用两个dfs表示。

public List<String> generateAbbreviations(String word) {

List<String> res = new ArrayList<>();

dfs(res, "", word, 0, 0);

return res;

}

private void dfs(List<String> res, String cur, String word,

int idx, int curNum) {

if (idx == word.length()) {

if (curNum != 0) cur += curNum;

res.add(cur);

} else {

dfs(res, cur, word, idx + 1, curNum + 1); *// "4"*

if (curNum != 0) cur += curNum;

dfs(res, cur + word.charAt(idx), word, idx + 1, 0); *// "word"*

}

}

**String中的DFS, Backtrack**

301. Remove Invalid Parentheses

Remove the minimum number of invalid parentheses in order to make the input string valid. Return all possible results.

Note: The input string may contain letters other than the parentheses ( and ).
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**S1. DFS**

这道题其实需要和另外一种情况区分开。

也就是：返回所有valid parenthesis这种情况：

![](data:image/png;base64,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)

在这种题设的情况下，left, right记录的是左括号和右括号的实际数量，返回条件是：

idx=s.length() && left == right && open = 0. open在这里表示的是左括号数量与右括号数量之间的差值。

如果是0，代表左右括号数量相等，如果>0, 左括号数量>右括号。

但在这道题，只返回“刚刚好好把多余的括号删掉”的情况。

所以left, right保存的不是实际值，而是多出来的值。如果左括号多n个，left = n, 如果右括号多n个，right = n。

返回条件把left == right改成 left == 0 && right == 0

在这里，用open >= 0的条件去除 ")(" 类似的情况，make sure # of '(' >= # of ')' till now.

public List<String> removeInvalidParentheses(String s) {

List<String> res = new ArrayList<>();

int left = 0;

int right = 0;

int len = s.length();

for (int i = 0;i < len;i++) {

if (s.charAt(i) == '(') left++;

else if (s.charAt(i) == ')') {

if (left > 0) left--;

else right++;

}

}

dfs(res, s, new StringBuilder(), 0, left, right, 0);

return res;

}

private void dfs(List<String> res, String s, StringBuilder sb, int idx, int left, int right, int open) {

if (idx == s.length() && left == 0 && right == 0 && open == 0 && !res.contains(sb.toString())) {

res.add(sb.toString());

return;

}

if (idx == s.length() || left < 0 || right < 0 || open < 0) return;

char c = s.charAt(idx);

int len = sb.length();

idx++; *// update idx*

if (c == '(') {

dfs(res, s, sb, idx, left - 1, right, open); *// remove it*

dfs(res, s, sb.append(c), idx, left, right, open + 1); *// keep it*

} else if (c == ')') {

dfs(res, s, sb, idx, left, right - 1, open); *// remove it*

dfs(res, s, sb.append(c), idx, left, right, open - 1); *// keep it*

} else { *// skip*

dfs(res, s, sb.append(c), idx, left, right, open);

}

sb.setLength(len);

}

282. Expression Add Operators

Given a string that contains only digits 0-9 and a target value, return all possibilities to add binary operators (not unary) +, -, or \* between the digits so they evaluate to the target value.

"123", 6 -> ["1+2+3", "1\*2\*3"]

"232", 8 -> ["2\*3+2", "2+3\*2"]

"105", 5 -> ["1\*0+5","10-5"]

"00", 0 -> ["0+0", "0-0", "0\*0"]

"3456237490", 9191 -> []

241. Different Ways to Add Parentheses

Given a string of numbers and operators, return all possible results from computing all the different possible ways to group numbers and operators. The valid operators are +, - and \*.
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大数运算

字符串匹配

28. Implement strStr()

Implement strStr(). Returns the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

Follow up: given two string, find how many length = 2 substring is a match. e.x. string a = apple, string b = app, return 2, because ap, pp are matches

S1 用java的函数

public int strStr(String haystack, String needle) {

return haystack.indexOf(needle);

}

如果纯靠自己写：

public int strStr(String haystack, String needle) {

if (haystack == null || needle == null) return -1;

int m = haystack.length(), n = needle.length();

if (m < n) return -1;

if (n == 0) return 0;

int threthold = m - n;

for (int i = 0;i <= threthold;i++) {

if (haystack.substring(i, i + n).equals(needle)) return i;

}

return -1;

}

151. Reverse Words in a String

Given an input string, reverse the string word by word.

For example, Given s = "the sky is blue", return "blue is sky the".

这道题要做的不仅是reverse words, 而且在string前面，后面，单词中间有多个空格的情况下，要把多余的空格删除 – 也就是前面后面都不留空格，words之间留一个空格。

**S1 如果可以用split**

直接用spaces来split，然后insert

public String reverseWords(String s) {

String[] words = s.split("\\s+");

StringBuilder sb = new StringBuilder();

for (int i = 0;i < words.length;i++) {

sb.insert(0, words[i] + " ");

}

return sb.toString().trim();

}

**S2. 如果不可以用split:**

* 先reverse 整个string
* 再reverse每个单词

注意空格，如果string head, tail, 以及单词中间可能存在多个空格的话会麻烦一点，需要在最后clean spaces

public String reverseWords(String s) {

if (s == null || s.length() < 3) return s.trim();

int n = s.length();

char[] res = s.toCharArray();

reverse(res, 0, n-1); // index: both included.

int i = 0, j = 0; *// start, end of a word*

while (i < n) {

while (i < n && res[i] == ' ') i++;

j = i;

while (j < n && res[j] != ' ') j++;

reverse(res, i, j-1);

}

return removeExtraSpaces(res);

}

private String removeExtraSpaces(char[] res) {

int i = 0, j = 0, n = res.length; *// start/end of string*

while (j < n && res[j] == ' ') j++;

while (j < n) {

while (j < n && res[j] != ' ') res[i++] = res[j++];

while (j < n && res[j] == ' ') j++;

if (j < n) res[i++] = ' ';

}

return new String(res).substring(0, i);

}

public void reverse(char[] res, int i, int j) {

while (i < j) {

char tmp = res[i];

res[i++] = res[j];

res[j--] = tmp;

}

}

186. Reverse Words in a String II

Given an input string, reverse the string word by word. A word is defined as a sequence of non-space characters.

The input string does not contain leading or trailing spaces and the words are always separated by a single space.

For example,

Given s = "the sky is blue", return "blue is sky the".

Could you do it in-place without allocating extra space?

题解：

和上一道的思路一样：先reverse all, 再reverse每个单词。

注意在while循环中，每个循环的最后更新i，j的值。

public void reverseWords(char[] s) {

int n = s.length;

reverse(s, 0, n-1);

int i = 0, j = 0;

while (j < n) {

while (j < n && s[j] != ' ') j++;

reverse(s, i, j-1);

j++;

i = j;

}

}

private void reverse(char[] s, int i, int j) {

while (i < j) {

char tmp = s[i];

s[i++] = s[j];

s[j--] = tmp;

}

}

557. Reverse Words in a String III

Given a string, you need to reverse the order of characters in each word within a sentence while still preserving whitespace and initial word order.

**S1. 2 pointers**

只用reverse每个word，是上道题的简化版本。

public String reverseWords(String s) {

if (s == null || s.length() == 0) return s;

int i = 0, j = 0;

int n = s.length();

char[] chars = s.toCharArray();

while (j < n) {

while (j < n && chars[j] != ' ') j++;

reverse(chars, i, j-1);

i = ++j;

}

return new String(chars);

}

private void reverse(char[] s, int i, int j) {

while (i < j) {

char c = s[i];

s[i++] = s[j];

s[j--] = c;

}

}

344. Reverse String

Write a function that takes a string as input and returns the string reversed.

Example: Given s = "hello", return "olleh".

**S1. Array**

需要额外空间，O(n)

public String reverseString(String s) {

char[] words = new char[s.length()];

for (int i = 0;i < s.length();i++) {

words[i] = s.charAt(s.length() - i - 1);

}

return String.valueOf(words);

}

**S2. 直接用stringBuilder自带的方法**

public String reverseString(String s) {

return new StringBuilder(s).reverse().toString();

}

541. Reverse String II

93. Restore IP Addresses

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example: Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

**S1. 遍历**

重点其实是三个点的位置，直接遍历一遍所有的可能性，并且check四个部分，每个部分的数字是否有效。

*// using 3 "." to divide s into 4 parts, key point is the position of ".",*

*// be i, j, k here*

public List<String> restoreIpAddresses(String s) {

List<String> list = new ArrayList<>();

int len = s.length();

if (len > 12 || len < 4) return list; // 剪枝

for (int i = 1;i < 4 && i < len - 2;i++) {

for (int j = i + 1;j <= i + 4 && j < len - 1;j++) {

for (int k = j + 1;k <= j + 4 && k < len;k++) {

String s1 = s.substring(0, i), s2 = s.substring(i, j);

String s3 = s.substring(j, k), s4 = s.substring(k, len);

if (isValidIP(s1) && isValidIP(s2) && isValidIP(s3) && isValidIP(s4))

list.add(s1 + "." + s2 + "." + s3 + "." + s4);

}

}

}

return list;

}

private boolean isValidIP(String s) {

if ((s.charAt(0) == '0' && s.length() != 1) || Integer.parseInt(s) > 255)

return false;

return true;

}

Apple - remove substring in set

input a string and a set of substring ("ab", "cd") -> output a new string with all substring removed, e.g. "ccabd" -> "ccd" -> "c"

暴力解的话其实很简单的

public static String removeSubstringInSet(String s, Set<String> set) {

if (s == null || s.length() == 0 || set.isEmpty()) return s;

int n = s.length();

for (int i = 0;i < n;i++) {

for (int j = i + 1;j <= n;j++) {

if (set.contains(s.substring(i, j))) {

if (i == 0) {

s = s.substring(j);

} else if (j == n) {

s = s.substring(0, i);

} else {

s = s.substring(0, i) + s.substring(j);

}

return removeSubstringInSet(s, set);

}

}

}

return s;

}

**Anagrams**

49. Group Anagrams

Given an array of strings, group anagrams together. Note: All inputs will be in lower-case.

For example, given: ["eat", "tea", "tan", "ate", "nat", "bat"], Return:

[ ["ate", "eat","tea"],

["nat","tan"],

["bat"] ]

**S HashMap**

通过charArray sort所得相同string的方法寻找anagrams

public List<List<String>> groupAnagrams(String[] strs) {

if (strs == null || strs.length == 0) return new ArrayList<List<String>>();

Map<String, List<String>> map = new HashMap<>();

for (String s : strs) {

char[] ca = s.toCharArray();

Arrays.sort(ca);

String keyStr = String.valueOf(ca);

if (!map.containsKey(keyStr)) map.put(keyStr, new ArrayList<String>());

map.get(keyStr).add(s);

}

return new ArrayList<List<String>>(map.values());

}

242. Valid Anagram

Given two strings s and t, write a function to determine if t is an anagram of s.

For example, s = "anagram", t = "nagaram", return true. s = "rat", t = "car", return false.

You may assume the string contains only lowercase alphabets.

**S Array**

只要用int[] 存下每个字母出现的次数，再做比对就可以

follow up: 如果有非正常的字符，可以用map, <Character, Integer>

public boolean isAnagram(String s, String t) {

if (t == null && t == null) return true;

if (s.length() != t.length()) return false;

int[] chars = new int[26];

*// 1. store # of each char of s in map*

for (char c:s.toCharArray()) {

chars[c - 'a']++;

}

*// 2. check each char of t*

for (char c:t.toCharArray()) {

if (chars[c - 'a'] < 1) return false;

chars[c - 'a']--;

}

for (int count:chars) {

if (count != 0) return false;

}

return true;

}