# Go语言流程控制

< [Go语言make和new关键字的区别及实现原理](http://c.biancheng.net/view/vip_7307.html)[Go语言分支结构](http://c.biancheng.net/view/44.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/golang/flow_control/_blank)

流程控制是每种编程语言控制逻辑走向和执行次序的重要部分，流程控制可以说是一门语言的“经脉”。  
  
Go 语言的常用流程控制有 if 和 for，而 switch 和 goto 主要是为了简化代码、降低重复代码而生的结构，属于扩展类的流程控制。  
  
本章主要介绍了 Go 语言中的基本流程控制语句，包括分支语句（if 和 switch）、循环（for）和跳转（goto）语句。另外，还有循环控制语句（break 和 continue），前者的功能是中断循环或者跳出 switch 判断，后者的功能是继续 for 的下一个循环。

# Go语言if else（分支结构）

< [流程控制](http://c.biancheng.net/golang/flow_control/)[Go语言循环结构](http://c.biancheng.net/view/45.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

在Go语言中，关键字 if 是用于测试某个条件（布尔型或逻辑型）的语句，如果该条件成立，则会执行 if 后由大括号{}括起来的代码块，否则就忽略该代码块继续执行后续的代码。

1. if condition {
2. // do something
3. }

如果存在第二个分支，则可以在上面代码的基础上添加 else 关键字以及另一代码块，这个代码块中的代码只有在条件不满足时才会执行，if 和 else 后的两个代码块是相互独立的分支，只能执行其中一个。

1. if condition {
2. // do something
3. } else {
4. // do something
5. }

如果存在第三个分支，则可以使用下面这种三个独立分支的形式：

1. if condition1 {
2. // do something
3. } else if condition2 {
4. // do something else
5. }else {
6. // catch-all or default
7. }

else if 分支的数量是没有限制的，但是为了代码的可读性，还是不要在 if 后面加入太多的 else if 结构，如果必须使用这种形式，则尽可能把先满足的条件放在前面。  
  
关键字 if 和 else 之后的左大括号{必须和关键字在同一行，如果你使用了 else if 结构，则前段代码块的右大括号}必须和 else if 关键字在同一行，这两条规则都是被编译器强制规定的。  
  
非法的 Go 代码:

1. if x{
2. }
3. else { // 无效的
4. }

要注意的是，在使用 gofmt 格式化代码之后，每个分支内的代码都会缩进 4 个或 8 个空格，或者是 1 个 tab，并且右大括号}与对应的 if 关键字垂直对齐。  
  
在有些情况下，条件语句两侧的括号是可以被省略的，当条件比较复杂时，则可以使用括号让代码更易读，在使用 &&、|| 或 ! 时可以使用括号来提升某个表达式的运算优先级，并提高代码的可读性。

## 举例

通过下面的例子来了解 if 的写法：

1. var ten int = 11
2. if ten > 10 {
3. fmt.Println(">10")
4. } else {
5. fmt.Println("<=10")
6. }

代码输出如下：

>10

代码说明如下：

* 第 1 行，声明整型变量并赋值 11。
* 第 2 行，判断当 ten 的值大于 10 时执行第 3 行，否则执行第 4 行。
* 第 3 和第 5 行，分别打印大于 10 和小于等于 10 时的输出。

## 特殊写法

if 还有一种特殊的写法，可以在 if 表达式之前添加一个执行语句，再根据变量值进行判断，代码如下：

1. if err := Connect(); err != nil {
2. fmt.Println(err)
3. return
4. }

Connect 是一个带有返回值的函数，err:=Connect() 是一个语句，执行 Connect 后，将错误保存到 err 变量中。  
  
err != nil 才是 if 的判断表达式，当 err 不为空时，打印错误并返回。  
  
这种写法可以将返回值与判断放在一行进行处理，而且返回值的作用范围被限制在 if、else 语句组合中。

#### 提示

在编程中，变量的作用范围越小，所造成的问题可能性越小，每一个变量代表一个状态，有状态的地方，状态就会被修改，函数的局部变量只会影响一个函数的执行，但全局变量可能会影响所有代码的执行状态，因此限制变量的作用范围对代码的稳定性有很大的帮助。

# Go语言for（循环结构）

< [Go语言分支结构](http://c.biancheng.net/view/44.html)[输出九九乘法表](http://c.biancheng.net/view/46.html) >
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与多数语言不同的是，Go语言中的循环语句只支持 for 关键字，而不支持 while 和 do-while 结构，关键字 for 的基本使用方法与C语言和 [C++](http://c.biancheng.net/cplus/" \t "http://c.biancheng.net/view/_blank) 中非常接近：

1. sum := 0
2. for i := 0; i < 10; i++ {
3. sum += i
4. }

可以看到比较大的一个不同在于 for 后面的条件表达式不需要用圆括号()括起来，Go语言还进一步考虑到无限循环的场景，让开发者不用写无聊的 for(;;){}和do{} while(1);，而直接简化为如下的写法：

1. sum := 0
2. for {
3. sum++
4. if sum > 100 {
5. break
6. }
7. }

使用循环语句时，需要注意的有以下几点：

* 左花括号{必须与 for 处于同一行。
* Go语言中的 for 循环与C语言一样，都允许在循环条件中定义和初始化变量，唯一的区别是，Go语言不支持以逗号为间隔的多个赋值语句，必须使用平行赋值的方式来初始化多个变量。
* Go语言的 for 循环同样支持 continue 和 break 来控制循环，但是它提供了一个更高级的 break，可以选择中断哪一个循环，如下例：

1. for j := 0; j < 5; j++ {
2. for i := 0; i < 10; i++ {
3. if i > 5 {
4. break JLoop
5. }
6. fmt.Println(i)
7. }
8. }
9. JLoop:
10. // ...

上述代码中，break 语句终止的是 JLoop 标签处的外层循环。

## for 中的初始语句——开始循环时执行的语句

初始语句是在第一次循环前执行的语句，一般使用初始语句执行变量初始化，如果变量在此处被声明，其作用域将被局限在这个 for 的范围内。  
  
初始语句可以被忽略，但是初始语句之后的分号必须要写，代码如下：

1. step := 2
2. for ; step > 0; step-- {
3. fmt.Println(step)
4. }

这段代码将 step 放在 for 的前面进行初始化，for 中没有初始语句，此时 step 的作用域就比在初始语句中声明 step 要大。

## for 中的条件表达式——控制是否循环的开关

每次循环开始前都会计算条件表达式，如果表达式为 true，则循环继续，否则结束循环，条件表达式可以被忽略，忽略条件表达式后默认形成无限循环。

#### 1) 结束循环时带可执行语句的无限循环

下面代码忽略条件表达式，但是保留结束语句，代码如下：

1. var i int
2. for ; ; i++ {
3. if i > 10 {
4. break
5. }
6. }

代码说明如下：

* 第 3 行，无须设置 i 的初始值，因此忽略 for 的初始语句，两个分号之间是条件表达式，也被忽略，此时循环会一直持续下去，for 的结束语句为 i++，每次结束循环前都会调用。
* 第 5 行，判断 i 大于 10 时，通过 break 语句跳出 for 循环到第 9 行。

#### 2) 无限循环

上面的代码还可以改写为更美观的写法，代码如下：

1. var i int
2. for {
3. if i > 10 {
4. break
5. }
6. i++
7. }

代码说明如下：

* 第 3 行，忽略 for 的所有语句，此时 for 执行无限循环。
* 第 9 行，将 i++ 从 for 的结束语句放置到函数体的末尾是等效的，这样编写的代码更具有可读性。

无限循环在收发处理中较为常见，但需要无限循环有可控的退出方式来结束循环。

#### 3) 只有一个循环条件的循环

在上面代码的基础上进一步简化代码，将 if 判断整合到 for 中，变为下面的代码：

1. var i int
2. for i <= 10 {
3. i++
4. }

在代码第 3 行中，将之前使用if i>10{}判断的表达式进行取反，变为判断 i 小于等于 10 时持续进行循环。  
  
上面这段代码其实类似于其他编程语言中的 while，在 while 后添加一个条件表达式，满足条件表达式时持续循环，否则结束循环。

## for 中的结束语句——每次循环结束时执行的语句

在结束每次循环前执行的语句，如果循环被 break、goto、return、panic 等语句强制退出，结束语句不会被执行。

# Go语言输出九九乘法表

< [Go语言循环结构](http://c.biancheng.net/view/45.html)[Go语言键值循环](http://c.biancheng.net/view/47.html) >
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熟悉了Go语言的基本循环格式后，让我们用一个例子来温习一遍吧。  
  
输出九九乘法表：

1. package main
2. import "fmt"
3. func main() {
4. // 遍历, 决定处理第几行
5. for y := 1; y <= 9; y++ {
6. // 遍历, 决定这一行有多少列
7. for x := 1; x <= y; x++ {
8. fmt.Printf("%d\*%d=%d ", x, y, x\*y)
9. }
10. // 手动生成回车
11. fmt.Println()
12. }
13. }

结果输出如下：

1\*1=1

1\*2=2 2\*2=4

1\*3=3 2\*3=6 3\*3=9

1\*4=4 2\*4=8 3\*4=12 4\*4=16

1\*5=5 2\*5=10 3\*5=15 4\*5=20 5\*5=25

1\*6=6 2\*6=12 3\*6=18 4\*6=24 5\*6=30 6\*6=36

1\*7=7 2\*7=14 3\*7=21 4\*7=28 5\*7=35 6\*7=42 7\*7=49

1\*8=8 2\*8=16 3\*8=24 4\*8=32 5\*8=40 6\*8=48 7\*8=56 8\*8=64

1\*9=9 2\*9=18 3\*9=27 4\*9=36 5\*9=45 6\*9=54 7\*9=63 8\*9=72 9\*9=81

代码说明如下：

* 第 8 行，生成 1～9 的数字，对应乘法表的每一行，也就是被乘数。
* 第 11 行，乘法表每一行中的列数随着行数的增加而增加，这一行的 x 表示该行有多少列。
* 第 16 行，打印一个空行，实际作用就是换行。

这段程序按行优先打印，打印完一行，换行（第 16 行），接着执行下一行乘法表直到整个数值循环完毕。

# Go语言for range（键值循环）

< [输出九九乘法表](http://c.biancheng.net/view/46.html)[Go语言switch语句](http://c.biancheng.net/view/48.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

for range 结构是Go语言特有的一种的迭代结构，在许多情况下都非常有用，for range 可以遍历数组、切片、字符串、map 及通道（channel），for range 语法上类似于其它语言中的 foreach 语句，一般形式为：

for key, val := range coll {  
    ...  
}

需要要注意的是，val 始终为集合中对应索引的值拷贝，因此它一般只具有只读性质，对它所做的任何修改都不会影响到集合中原有的值。一个字符串是 Unicode 编码的字符（或称之为 rune ）集合，因此也可以用它来迭代字符串：

for pos, char := range str {  
    ...  
}

每个 rune 字符和索引在 for range 循环中是一一对应的，它能够自动根据 UTF-8 规则识别 Unicode 编码的字符。  
  
通过 for range 遍历的返回值有一定的规律：

* 数组、切片、字符串返回索引和值。
* map 返回键和值。
* 通道（channel）只返回通道内的值。

## 遍历数组、切片——获得索引和值

在遍历代码中，key 和 value 分别代表切片的下标及下标对应的值，下面的代码展示如何遍历切片，数组也是类似的遍历方法：

1. for key, value := range []int{1, 2, 3, 4} {
2. fmt.Printf("key:%d value:%d\n", key, value)
3. }

代码输出如下：

key:0  value:1  
key:1  value:2  
key:2  value:3  
key:3  value:4

## 遍历字符串——获得字符

Go语言和其他语言类似，可以通过 for range 的组合，对字符串进行遍历，遍历时，key 和 value 分别代表字符串的索引和字符串中的每一个字符。  
  
下面这段代码展示了如何遍历字符串：

1. var str = "hello 你好"
2. for key, value := range str {
3. fmt.Printf("key:%d value:0x%x\n", key, value)
4. }

代码输出如下：

key:0 value:0x68  
key:1 value:0x65  
key:2 value:0x6c  
key:3 value:0x6c  
key:4 value:0x6f  
key:5 value:0x20  
key:6 value:0x4f60  
key:9 value:0x597d

代码中的变量 value，实际类型是 rune 类型，以十六进制打印出来就是字符的编码。

## 遍历 map——获得 map 的键和值

对于 map 类型来说，for range 遍历时，key 和 value 分别代表 map 的索引键 key 和索引对应的值，一般被称为 map 的键值对，因为它们是一对一对出现的，下面的代码演示了如何遍历 map。

1. m := map[string]int{
2. "hello": 100,
3. "world": 200,
4. }
5. for key, value := range m {
6. fmt.Println(key, value)
7. }

代码输出如下：

hello 100  
world 200

#### 注意

对 map 遍历时，遍历输出的键值是无序的，如果需要有序的键值对输出，需要对结果进行排序。

## 遍历通道（channel）——接收通道数据

for range 可以遍历通道（channel），但是通道在遍历时，只输出一个值，即管道内的类型对应的数据。  
  
下面代码为我们展示了通道的遍历：

1. c := make(chan int)
2. go func() {
3. c <- 1
4. c <- 2
5. c <- 3
6. close(c)
7. }()
8. for v := range c {
9. fmt.Println(v)
10. }

代码说明如下：

* 第 1 行创建了一个整型类型的通道。
* 第 3 行启动了一个 goroutine，其逻辑的实现体现在第 5～8 行，实现功能是往通道中推送数据 1、2、3，然后结束并关闭通道。
* 这段 goroutine 在声明结束后，在第 9 行马上被执行。
* 从第 11 行开始，使用 for range 对通道 c 进行遍历，其实就是不断地从通道中取数据，直到通道被关闭。

## 在遍历中选择希望获得的变量

在使用 for range 循环遍历某个对象时，一般不会同时需要 key 或者 value，这个时候可以采用一些技巧，让代码变得更简单，下面将前面的例子修改一下，参考下面的代码示例：

1. m := map[string]int{
2. "hello": 100,
3. "world": 200,
4. }
5. for \_, value := range m {
6. fmt.Println(value)
7. }

代码输出如下：

100  
200

在上面的例子中将 key 变成了下划线\_，这里的下划线就是匿名变量。

* 可以理解为一种占位符。
* 匿名变量本身不会进行空间分配，也不会占用一个变量的名字。
* 在 for range 可以对 key 使用匿名变量，也可以对 value 使用匿名变量。

再看一个匿名变量的例子：

1. for key, \_ := range []int{1, 2, 3, 4} {
2. fmt.Printf("key:%d \n", key)
3. }

代码输出如下：

key:0  
key:1  
key:2  
key:3

在该例子中，value 被设置为匿名变量，只使用 key，而 key 本身就是切片的索引，所以例子输出索引。  
  
我们总结一下 for 的功能：

* Go语言的 for 包含初始化语句、条件表达式、结束语句，这 3 个部分均可缺省。
* for range 支持对数组、切片、字符串、map、通道进行遍历操作。
* 在需要时，可以使用匿名变量对 for range 的变量进行选取。

# Go语言switch case语句

< [Go语言键值循环](http://c.biancheng.net/view/47.html)[Go语言goto语句](http://c.biancheng.net/view/49.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

Go语言的 switch 要比C语言的更加通用，表达式不需要为常量，甚至不需要为整数，case 按照从上到下的顺序进行求值，直到找到匹配的项，如果 switch 没有表达式，则对 true 进行匹配，因此，可以将 if else-if else 改写成一个 switch。  
  
相对于C语言和 [Java](http://c.biancheng.net/java/" \t "http://c.biancheng.net/view/_blank) 等其它语言来说，Go语言中的 switch 结构使用上更加灵活，语法设计尽量以使用方便为主。

## 基本写法

Go语言改进了 switch 的语法设计，case 与 case 之间是独立的代码块，不需要通过 break 语句跳出当前 case 代码块以避免执行到下一行，示例代码如下：

1. var a = "hello"
2. switch a {
3. case "hello":
4. fmt.Println(1)
5. case "world":
6. fmt.Println(2)
7. default:
8. fmt.Println(0)
9. }

代码输出如下：

1

上面例子中，每一个 case 均是字符串格式，且使用了 default 分支，Go语言规定每个 switch 只能有一个 default 分支。

#### 1) 一分支多值

当出现多个 case 要放在一起的时候，可以写成下面这样：

1. var a = "mum"
2. switch a {
3. case "mum", "daddy":
4. fmt.Println("family")
5. }

不同的 case 表达式使用逗号分隔。

#### 2) 分支表达式

case 后不仅仅只是常量，还可以和 if 一样添加表达式，代码如下：

1. var r int = 11
2. switch {
3. case r > 10 && r < 20:
4. fmt.Println(r)
5. }

注意，这种情况的 switch 后面不再需要跟判断变量。

## 跨越 case 的 fallthrough——兼容C语言的 case 设计

在Go语言中 case 是一个独立的代码块，执行完毕后不会像C语言那样紧接着执行下一个 case，但是为了兼容一些移植代码，依然加入了 fallthrough 关键字来实现这一功能，代码如下：

1. var s = "hello"
2. switch {
3. case s == "hello":
4. fmt.Println("hello")
5. fallthrough
6. case s != "world":
7. fmt.Println("world")
8. }

代码输出如下：

hello  
world

新编写的代码，不建议使用 fallthrough。

# Go语言goto语句——跳转到指定的标签

< [Go语言switch语句](http://c.biancheng.net/view/48.html)[Go语言break（跳出循环）](http://c.biancheng.net/view/50.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

Go语言中 goto 语句通过标签进行代码间的无条件跳转，同时 goto 语句在快速跳出循环、避免重复退出上也有一定的帮助，使用 goto 语句能简化一些代码的实现过程。

## 使用 goto 退出多层循环

下面这段代码在满足条件时，需要连续退出两层循环，使用传统的编码方式如下：

1. package main
2. import "fmt"
3. func main() {
4. var breakAgain bool
5. // 外循环
6. for x := 0; x < 10; x++ {
7. // 内循环
8. for y := 0; y < 10; y++ {
9. // 满足某个条件时, 退出循环
10. if y == 2 {
11. // 设置退出标记
12. breakAgain = true
13. // 退出本次循环
14. break
15. }
16. }
17. // 根据标记, 还需要退出一次循环
18. if breakAgain {
19. break
20. }
21. }
22. fmt.Println("done")
23. }

代码说明如下：

* 第 10 行，构建外循环。
* 第 13 行，构建内循环。
* 第 16 行，当 y==2 时需要退出所有的 for 循环。
* 第 19 行，默认情况下循环只能一层一层退出，为此就需要设置一个状态变量 breakAgain，需要退出时，设置这个变量为 true。
* 第 22 行，使用 break 退出当前循环，执行后，代码调转到第 28 行。
* 第 28 行，退出一层循环后，根据 breakAgain 变量判断是否需要再次退出外层循环。
* 第 34 行，退出所有循环后，打印 done。

将上面的代码使用Go语言的 goto 语句进行优化：

1. package main
2. import "fmt"
3. func main() {
4. for x := 0; x < 10; x++ {
5. for y := 0; y < 10; y++ {
6. if y == 2 {
7. // 跳转到标签
8. goto breakHere
9. }
10. }
11. }
12. // 手动返回, 避免执行进入标签
13. return
14. // 标签
15. breakHere:
16. fmt.Println("done")
17. }

代码说明如下：

* 第 13 行，使用 goto 语句跳转到指明的标签处，标签在第 23 行定义。
* 第 20 行，标签只能被 goto 使用，但不影响代码执行流程，此处如果不手动返回，在不满足条件时，也会执行第 24 行代码。
* 第 23 行，定义 breakHere 标签。

使用 goto 语句后，无须额外的变量就可以快速退出所有的循环。

## 使用 goto 集中处理错误

多处错误处理存在代码重复时是非常棘手的，例如：

1. err := firstCheckError()
2. if err != nil {
3. fmt.Println(err)
4. exitProcess()
5. return
6. }
7. err = secondCheckError()
8. if err != nil {
9. fmt.Println(err)
10. exitProcess()
11. return
12. }
13. fmt.Println("done")

代码说明如下：

* 第 1 行，执行某逻辑，返回错误。
* 第 2～6 行，如果发生错误，打印错误退出进程。
* 第 8 行，执行某逻辑，返回错误。
* 第 10～14 行，发生错误后退出流程。
* 第 16 行，没有任何错误，打印完成。

在上面代码中，有一部分都是重复的错误处理代码，如果后期在这些代码中添加更多的判断，就需要在这些雷同的代码中依次修改，极易造成疏忽和错误。  
  
使用 goto 语句来实现同样的逻辑：

1. err := firstCheckError()
2. if err != nil {
3. goto onExit
4. }
5. err = secondCheckError()
6. if err != nil {
7. goto onExit
8. }
9. fmt.Println("done")
10. return
11. onExit:
12. fmt.Println(err)
13. exitProcess()

代码说明如下：

* 第 3 行和第 9 行，发生错误时，跳转错误标签 onExit。
* 第 17 行和第 18 行，汇总所有流程进行错误打印并退出进程。

# Go语言break（跳出循环）

< [Go语言goto语句](http://c.biancheng.net/view/49.html)[Go语言continue](http://c.biancheng.net/view/51.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

Go语言中 break 语句可以结束 for、switch 和 select 的代码块，另外 break 语句还可以在语句后面添加标签，表示退出某个标签对应的代码块，标签要求必须定义在对应的 for、switch 和 select 的代码块上。  
  
跳出指定循环：

1. package main
2. import "fmt"
3. func main() {
4. OuterLoop:
5. for i := 0; i < 2; i++ {
6. for j := 0; j < 5; j++ {
7. switch j {
8. case 2:
9. fmt.Println(i, j)
10. break OuterLoop
11. case 3:
12. fmt.Println(i, j)
13. break OuterLoop
14. }
15. }
16. }
17. }

代码输出如下：

0 2

代码说明如下：

* 第 7 行，外层循环的标签。
* 第 8 行和第 9 行，双层循环。
* 第 10 行，使用 switch 进行数值分支判断。
* 第 13 和第 16 行，退出 OuterLoop 对应的循环之外，也就是跳转到第 20 行。

# Go语言continue（继续下一次循环）

< [Go语言break（跳出循环）](http://c.biancheng.net/view/50.html)[示例：聊天机器人](http://c.biancheng.net/view/vip_7309.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

Go语言中 continue 语句可以结束当前循环，开始下一次的循环迭代过程，仅限在 for 循环内使用，在 continue 语句后添加标签时，表示开始标签对应的循环，例如：

1. package main
2. import "fmt"
3. func main() {
4. OuterLoop:
5. for i := 0; i < 2; i++ {
6. for j := 0; j < 5; j++ {
7. switch j {
8. case 2:
9. fmt.Println(i, j)
10. continue OuterLoop
11. }
12. }
13. }
14. }

代码输出结果如下：

0 2  
1 2

代码说明：第 14 行将结束当前循环，开启下一次的外层循环，而不是第 10 行的循环。

# 示例：聊天机器人

< [Go语言continue](http://c.biancheng.net/view/51.html)[示例：词频统计](http://c.biancheng.net/view/vip_7310.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

结合咱们之前的学习，本节带领大家来编写一个聊天机器人的雏形，下面的代码中展示了一个简单的聊天程序。

1. package main
2. import (
3. "bufio"
4. "fmt"
5. "os"
6. "strings"
7. )
8. func main() {
9. // 准备从标准输入读取数据。
10. inputReader := bufio.NewReader(os.Stdin)
11. fmt.Println("Please input your name:")
12. // 读取数据直到碰到 \n 为止。
13. input, err := inputReader.ReadString('\n')
14. if err != nil {
15. fmt.Printf("An error occurred: %s\n", err)
16. // 异常退出。
17. os.Exit(1)
18. } else {
19. // 用切片操作删除最后的 \n 。
20. name := input[:len(input)-2]
21. fmt.Printf("Hello, %s! What can I do for you?\n", name)
22. }
23. for {
24. input, err = inputReader.ReadString('\n')
25. if err != nil {
26. fmt.Printf("An error occurred: %s\n", err)
27. continue
28. }
29. input = input[:len(input)-2]
30. // 全部转换为小写。
31. input = strings.ToLower(input)
32. switch input {
33. case "":
34. continue
35. case "nothing", "bye":
36. fmt.Println("Bye!")
37. // 正常退出。
38. os.Exit(0)
39. default:
40. fmt.Println("Sorry, I didn't catch you.")
41. }
42. }
43. }

这个聊天程序在问候用户之后会不断地询问“是否可以帮忙”，但是实际上它什么忙也帮不上，因为它现在什么也听不懂，除了 nothing 和 bye，一看到这两个词，它就会与用户“道别”，停止运行，现在试运行一下这个命令源码文件：

D:\code>go run test.go  
Please input your name:  
->Robert  
Hello, Robert! What can I do for you?  
->A piece of cake, please.  
Sorry, I didn't catch you.  
->Bye  
Bye!

注意，其中的“->”符号之后的内容是我们输入的。

# Go语言词频统计

< [示例：聊天机器人](http://c.biancheng.net/view/vip_7309.html)[示例：缩进排序](http://c.biancheng.net/view/vip_7311.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

从数据挖掘到语言学习本身，文本分析功能的应用非常广泛，本一节我们来分析一个例子，它是文本分析最基本的一种形式：统计出一个文件里单词出现的频率。  
  
示例中频率统计后的结果以两种不同的方式显示，一种是将单词按照字母顺序把单词和频率排列出来，另一种是按照有序列表的方式把频率和对应的单词显示出来，完整的示例代码如下所示：

1. package main
2. import (
3. "bufio"
4. "fmt"
5. "io"
6. "log"
7. "os"
8. "path/filepath"
9. "runtime"
10. "sort"
11. "strings"
12. "unicode"
13. "unicode/utf8"
14. )
15. func main() {
16. if len(os.Args) == 1 || os.Args[1] == "-h" || os.Args[1] == "--help" {
17. fmt.Printf("usage: %s <file1> [<file2> [... <fileN>]]\n",
18. filepath.Base(os.Args[0]))
19. os.Exit(1)
20. }
21. frequencyForWord := map[string]int{} // 与:make(map[string]int)相同
22. for \_, filename := range commandLineFiles(os.Args[1:]) {
23. updateFrequencies(filename, frequencyForWord)
24. }
25. reportByWords(frequencyForWord)
26. wordsForFrequency := invertStringIntMap(frequencyForWord)
27. reportByFrequency(wordsForFrequency)
28. }
29. func commandLineFiles(files []string) []string {
30. if runtime.GOOS == "windows" {
31. args := make([]string, 0, len(files))
32. for \_, name := range files {
33. if matches, err := filepath.Glob(name); err != nil {
34. args = append(args, name) // 无效模式
35. } else if matches != nil {
36. args = append(args, matches...)
37. }
38. }
39. return args
40. }
41. return files
42. }
43. func updateFrequencies(filename string, frequencyForWord map[string]int) {
44. var file \*os.File
45. var err error
46. if file, err = os.Open(filename); err != nil {
47. log.Println("failed to open the file: ", err)
48. return
49. }
50. defer file.Close()
51. readAndUpdateFrequencies(bufio.NewReader(file), frequencyForWord)
52. }
53. func readAndUpdateFrequencies(reader \*bufio.Reader,
54. frequencyForWord map[string]int) {
55. for {
56. line, err := reader.ReadString('\n')
57. for \_, word := range SplitOnNonLetters(strings.TrimSpace(line)) {
58. if len(word) > utf8.UTFMax ||
59. utf8.RuneCountInString(word) > 1 {
60. frequencyForWord[strings.ToLower(word)] += 1
61. }
62. }
63. if err != nil {
64. if err != io.EOF {
65. log.Println("failed to finish reading the file: ", err)
66. }
67. break
68. }
69. }
70. }
71. func SplitOnNonLetters(s string) []string {
72. notALetter := func(char rune) bool { return !unicode.IsLetter(char) }
73. return strings.FieldsFunc(s, notALetter)
74. }
75. func invertStringIntMap(intForString map[string]int) map[int][]string {
76. stringsForInt := make(map[int][]string, len(intForString))
77. for key, value := range intForString {
78. stringsForInt[value] = append(stringsForInt[value], key)
79. }
80. return stringsForInt
81. }
82. func reportByWords(frequencyForWord map[string]int) {
83. words := make([]string, 0, len(frequencyForWord))
84. wordWidth, frequencyWidth := 0, 0
85. for word, frequency := range frequencyForWord {
86. words = append(words, word)
87. if width := utf8.RuneCountInString(word); width > wordWidth {
88. wordWidth = width
89. }
90. if width := len(fmt.Sprint(frequency)); width > frequencyWidth {
91. frequencyWidth = width
92. }
93. }
94. sort.Strings(words)
95. gap := wordWidth + frequencyWidth - len("Word") - len("Frequency")
96. fmt.Printf("Word %\*s%s\n", gap, " ", "Frequency")
97. for \_, word := range words {
98. fmt.Printf("%-\*s %\*d\n", wordWidth, word, frequencyWidth,
99. frequencyForWord[word])
100. }
101. }
102. func reportByFrequency(wordsForFrequency map[int][]string) {
103. frequencies := make([]int, 0, len(wordsForFrequency))
104. for frequency := range wordsForFrequency {
105. frequencies = append(frequencies, frequency)
106. }
107. sort.Ints(frequencies)
108. width := len(fmt.Sprint(frequencies[len(frequencies)-1]))
109. fmt.Println("Frequency → Words")
110. for \_, frequency := range frequencies {
111. words := wordsForFrequency[frequency]
112. sort.Strings(words)
113. fmt.Printf("%\*d %s\n", width, frequency, strings.Join(words, ", "))
114. }
115. }

程序的运行结果如下所示。

PS D:\code> go run .\main.go small-file.txt  
Word       Frequency  
ability                     1  
about                     1  
above                     3  
years                      1  
you                    128  
  
  
Frequency → Words  
    1 ability, about, absence, absolute, absolutely, abuse, accessible, ...  
    2 accept, acquired, after, against, applies, arrange, assumptions, ...  
...  
128    you  
151    or  
192    to  
221    of  
345    the

其中，small-file.txt 为待统计的文件名，它不是固定的，可以根据实际情况自行调整。由于输出的结果太多，所以上面只截取了部分内容。  
  
通过上面的输出结果可以看出，第一种输出是比较直接的，我们可以使用一个map[string]int类型的结构来保存每一个单词的频率，但是要得到第二种输出结果我们需要将整个映射反转成多值类型的映射，如map[int][]string，也就是说，键是频率而值则是所有具有这个频率的单词。  
  
接下来我们将从程序的 main() 函数开始，从上到下分析。

1. func main() {
2. if len(os.Args) == 1 || os.Args[1] == "-h" || os.Args[1] == "--help" {
3. fmt.Printf("usage: %s <file1> [<file2> [... <fileN>]]\n",
4. filepath.Base(os.Args[0]))
5. os.Exit(1)
6. }
7. frequencyForWord := map[string]int{} // 与:make(map[string]int)相同
8. for \_, filename := range commandLineFiles(os.Args[1:]) {
9. updateFrequencies(filename, frequencyForWord)
10. }
11. reportByWords(frequencyForWord)
12. wordsForFrequency := invertStringIntMap(frequencyForWord)
13. reportByFrequency(wordsForFrequency)
14. }

main() 函数首先分析命令行参数，之后再进行相应处理。  
  
我们使用复合语法创建一个空的映射，用来保存从文件读到的每一个单词和对应的频率，接着我们遍历从命令行得到的每一个文件，分析每一个文件后更新 frequencyForWord 的数据。  
  
得到第一个映射之后，我们就可以输出第一个报告了（按照字母顺序排列的列表），然后我们创建一个反转的映射，输出第二个报告（按出现频率统计并排序的列表）。

1. func commandLineFiles(files []string) []string {
2. if runtime.GOOS == "windows" {
3. args := make([]string, 0, len(files))
4. for \_, name := range files {
5. if matches, err := filepath.Glob(name); err != nil {
6. args = append(args, name) // 无效模式
7. } else if matches != nil {
8. args = append(args, matches...)
9. }
10. }
11. return args
12. }
13. return files
14. }

因为 Unix 类系统（如 Linux 或 Mac OS X 等）的命令行工具默认会自动处理通配符（也就是说，\*.txt 能匹配任意后缀为 .txt 的文件，如 README.txt 和 INSTALL.txt 等），而 Windows 平台的命令行工具（CMD）不支持通配符，所以如果用户在命令行输入 \*.txt，那么程序只能接收到 \*.txt。  
  
为了保持平台之间的一致性，这里使用 commandLineFiles() 函数来实现跨平台的处理，当程序运行在 Windows 平台时，实现文件名通配功能。

1. func updateFrequencies(filename string, frequencyForWord map[string]int) {
2. var file \*os.File
3. var err error
4. if file, err = os.Open(filename); err != nil {
5. log.Println("failed to open the file: ", err)
6. return
7. }
8. defer file.Close()
9. readAndUpdateFrequencies(bufio.NewReader(file), frequencyForWord)
10. }

updateFrequencies() 函数纯粹就是用来处理文件的，它打开给定的文件，并使用 defer 在函数返回时关闭文件，这里我们将文件作为一个 \*bufio.Reader（使用 bufio.NewReader() 函数创建）传给 readAndUpdateFrequencies() 函数，因为这个函数是以字符串的形式一行一行地读取数据的，所以实际的工作都是在 readAndUpdateFrequencies() 函数里完成的，代码如下。

1. func readAndUpdateFrequencies(reader \*bufio.Reader, frequencyForWord map[string]int) {
2. for {
3. line, err := reader.ReadString('\n')
4. for \_, word := range SplitOnNonLetters(strings.TrimSpace(line)) {
5. if len(word) > utf8.UTFMax || utf8.RuneCountInString(word) > 1 {
6. frequencyForWord[strings.ToLower(word)] += 1
7. }
8. }
9. if err != nil {
10. if err != io.EOF {
11. log.Println("failed to finish reading the file: ", err)
12. }
13. break
14. }
15. }
16. }

第一部分的代码我们应该很熟悉了，用了一个无限循环来一行一行地读一个文件，当读到文件结尾或者出现错误的时候就退出循环，将错误报告给用户但并不退出程序，因为还有很多其他的文件需要去处理。  
  
任意一行都可能包括标点、数字、符号或者其他非单词字符，所以我们需要逐个单词地去读，将每一行分隔成若干个单词并使用 SplitOnNonLetters() 函数忽略掉非单词的字符，并且过滤掉字符串开头和结尾的空白。  
  
只需要记录含有两个以上（包括两个）字母的单词，可以通过使用 if 语句，如 utf8.RuneCountlnString(word) > 1 来完成。  
  
上面描述的 if 语句有一点性能损耗，因为它会分析整个单词，所以在这个程序里我们增加了一个判断条件，用来检査这个单词的字节数是否大于 utf8.UTFMax（utf8.UTFMax 是一个常量，值为 4，用来表示一个 UTF-8 字符最多需要几个字节）。

1. func SplitOnNonLetters(s string) []string {
2. notALetter := func(char rune) bool { return !unicode.IsLetter(char) }
3. return strings.FieldsFunc(s, notALetter)
4. }

SplitOnNonLetters() 函数用来在非单词字符上对一个字符串进行切分，首先我们为 strings.FieldsFunc() 函数创建一个匿名函数 notALetter，如果传入的是字符那就返回 false，否则返回 true，然后返回调用函数 strings.FieldsFunc() 的结果，调用的时候将给定的字符串和 notALetter 作为它的参数。

1. func reportByWords(frequencyForWord map[string]int) {
2. words := make([]string, 0, len(frequencyForWord))
3. wordWidth, frequencyWidth := 0, 0
4. for word, frequency := range frequencyForWord {
5. words = append(words, word)
6. if width := utf8.RuneCountInString(word); width > wordWidth {
7. wordWidth = width
8. }
9. if width := len(fmt.Sprint(frequency)); width > frequencyWidth {
10. frequencyWidth = width
11. }
12. }
13. sort.Strings(words)
14. gap := wordWidth + frequencyWidth - len("Word") - len("Frequency")
15. fmt.Printf("Word %\*s%s\n", gap, " ", "Frequency")
16. for \_, word := range words {
17. fmt.Printf("%-\*s %\*d\n", wordWidth, word, frequencyWidth,
18. frequencyForWord[word])
19. }
20. }

计算出了 frequencyForWord 之后，调用 reportByWords() 将它的数据打印出来，因为我们需要将输出结果按照字母顺序排序好，所以首先要创建一个空的容量足够大的 []string 切片来保存所有在 frequencyForWord 里的单词。  
  
第一个循环遍历映射里的所有项，把每个单词追加到 words 字符串切片里去，使用 append() 函数只需要把给定的单词追加到第 len(words) 个索引位置上即可，words 的长度会自动增加 1。  
  
得到了 words 切片之后，对它进行排序，这个在 readAndUpdateFrequencies() 函数中已经处理好了。  
  
经过排序之后我们打印两列标题，第一个是 "Word"，为了能让 Frequency 最后一个字符 y 右对齐，需要在 "Word" 后打印一些空格，通过%\*s可以实现的打印固定长度的空白，也可以使用 %s来打印 strings.Repeat(" ", gap) 返回的字符串。  
  
最后，我们将单词和它们的频率用两列方式按照字母顺序打印出来。

1. func invertStringIntMap(intForString map[string]int) map[int][]string {
2. stringsForInt := make(map[int][]string, len(intForString))
3. for key, value := range intForString {
4. stringsForInt[value] = append(stringsForInt[value], key)
5. }
6. return stringsForInt
7. }

上面的函数首先创建一个空的映射，用来保存反转的结果，但是我们并不知道它到底要保存多少个项，因此我们假设它和原来的映射容量一样大，然后简单地遍历原来的映射，将它的值作为键保存到反转的映射里，并将键增加到对应的值里去，新的映射的值就是一个字符串切片，即使原来的映射有多个键对应同一个值，也不会丢掉任何数据。

1. func reportByFrequency(wordsForFrequency map[int][]string) {
2. frequencies := make([]int, 0, len(wordsForFrequency))
3. for frequency := range wordsForFrequency {
4. frequencies = append(frequencies, frequency)
5. }
6. sort.Ints(frequencies)
7. width := len(fmt.Sprint(frequencies[len(frequencies)-1]))
8. fmt.Println("Frequency → Words")
9. for \_, frequency := range frequencies {
10. words := wordsForFrequency[frequency]
11. sort.Strings(words)
12. fmt.Printf("%\*d %s\n", width, frequency, strings.Join(words, ", "))
13. }
14. }

这个函数的结构和 reportByWords() 函数很相似，它首先创建一个切片用来保存频率，并按照频率升序排列，然后再计算需要容纳的最大长度并以此作为第一列的宽度，之后输出报告的标题，最后，遍历输出所有的频率并按照字母升序输出对应的单词，如果一个频率有超过两个对应的单词则单词之间使用逗号分隔开。

# Go语言缩进排序

< [示例：词频统计](http://c.biancheng.net/view/vip_7310.html)[示例：二分查找算法](http://c.biancheng.net/view/vip_7312.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

本节将通过实例为大家演示如何将字符串按照等级（缩进级别）进行排序，完整代码如下所示。

1. package main
2. import (
3. "fmt"
4. "sort"
5. "strings"
6. )
7. var original = []string{
8. "Nonmetals",
9. " Hydrogen",
10. " Carbon",
11. " Nitrogen",
12. " Oxygen",
13. "Inner Transitionals",
14. " Lanthanides",
15. " Europium",
16. " Cerium",
17. " Actinides",
18. " Uranium",
19. " Plutonium",
20. " Curium",
21. "Alkali Metals",
22. " Lithium",
23. " Sodium",
24. " Potassium",
25. }
26. func main() {
27. fmt.Println("| Original | Sorted |")
28. fmt.Println("|-------------------|-------------------|")
29. sorted := SortedIndentedStrings(original) // 最初是 []string
30. for i := range original { // 在全局变量中设置
31. fmt.Printf("|%-19s|%-19s|\n", original[i], sorted[i])
32. }
33. }
34. func SortedIndentedStrings(slice []string) []string {
35. entries := populateEntries(slice)
36. return sortedEntries(entries)
37. }
38. func populateEntries(slice []string) Entries {
39. indent, indentSize := computeIndent(slice)
40. entries := make(Entries, 0)
41. for \_, item := range slice {
42. i, level := 0, 0
43. for strings.HasPrefix(item[i:], indent) {
44. i += indentSize
45. level++
46. }
47. key := strings.ToLower(strings.TrimSpace(item))
48. addEntry(level, key, item, &entries)
49. }
50. return entries
51. }
52. func computeIndent(slice []string) (string, int) {
53. for \_, item := range slice {
54. if len(item) > 0 && (item[0] == ' ' || item[0] == '\t') {
55. whitespace := rune(item[0])
56. for i, char := range item[1:] {
57. if char != whitespace {
58. i++
59. return strings.Repeat(string(whitespace), i), i
60. }
61. }
62. }
63. }
64. return "", 0
65. }
66. func addEntry(level int, key, value string, entries \*Entries) {
67. if level == 0 {
68. \*entries = append(\*entries, Entry{key, value, make(Entries, 0)})
69. } else {
70. addEntry(level-1, key, value,
71. &((\*entries)[entries.Len()-1].children))
72. }
73. }
74. func sortedEntries(entries Entries) []string {
75. var indentedSlice []string
76. sort.Sort(entries)
77. for \_, entry := range entries {
78. populateIndentedStrings(entry, &indentedSlice)
79. }
80. return indentedSlice
81. }
82. func populateIndentedStrings(entry Entry, indentedSlice \*[]string) {
83. \*indentedSlice = append(\*indentedSlice, entry.value)
84. sort.Sort(entry.children)
85. for \_, child := range entry.children {
86. populateIndentedStrings(child, indentedSlice)
87. }
88. }
89. type Entry struct {
90. key string
91. value string
92. children Entries
93. }
94. type Entries []Entry
95. func (entries Entries) Len() int { return len(entries) }
96. func (entries Entries) Less(i, j int) bool {
97. return entries[i].key < entries[j].key
98. }
99. func (entries Entries) Swap(i, j int) {
100. entries[i], entries[j] = entries[j], entries[i]
101. }

注意 SortedIndentedStrings() 函数有一个很重要的前提就是，字符串的缩进是通过读到的空格或缩进的个数来决定的，下面来看一下输出结果，为了方便对比，这里将排序前的结果放在左边，排序后的结果放在右边。

| Original | Sorted |

|-------------------|-------------------|

|Nonmetals |Alkali Metals |

| Hydrogen | Lithium |

| Carbon | Potassium |

| Nitrogen | Sodium |

| Oxygen |Inner Transitionals|

|Inner Transitionals| Actinides |

| Lanthanides | Curium |

| Europium | Plutonium |

| Cerium | Uranium |

| Actinides | Lanthanides |

| Uranium | Cerium |

| Plutonium | Europium |

| Curium |Nonmetals |

|Alkali Metals | Carbon |

| Lithium | Hydrogen |

| Sodium | Nitrogen |

| Potassium | Oxygen |

其中，SortedIndentedStrings() 函数和它的辅助函数使用到了递归、函数引用以及指向切片的指针等。

1. type Entry struct {
2. key string
3. value string
4. children Entries
5. }
6. type Entries []Entry
7. func (entries Entries) Len() int { return len(entries) }
8. func (entries Entries) Less(i, j int) bool {
9. return entries[i].key < entries[j].key
10. }
11. func (entries Entries) Swap(i, j int) {
12. entries[i], entries[j] = entries[j], entries[i]
13. }

sort.Interface 接口定义了 3 个方法 Len()、Less() 和 Swap()，它们的函数签名和 Entries 中的同名方法是一样的，这就意味着我们可以使用标准库里的 sort.Sort() 函数来对一个 Entries 进行排序。

1. func SortedIndentedStrings(slice []string) []string {
2. entries := populateEntries(slice)
3. return sortedEntries(entries)
4. }

导出的函数 SortedIndentedStrings() 就做了这个工作，虽然我们已经对它进行了重构，让它把所有东西都传递给辅助函数，函数 populateEntries() 传入一个 []string 并返回一个对应的 Entries（[]Entry 类型）。  
  
而函数 sortedEntries() 需要传入一个 Entries，然后返回一个排过序的 []string（根据缩进的级别进行排序）。

1. func populateEntries(slice []string) Entries {
2. indent, indentSize := computeIndent(slice)
3. entries := make(Entries, 0)
4. for \_, item := range slice {
5. i, level := 0, 0
6. for strings.HasPrefix(item[i:], indent) {
7. i += indentSize
8. level++
9. }
10. key := strings.ToLower(strings.TrimSpace(item))
11. addEntry(level, key, item, &entries)
12. }
13. return entries
14. }

populateEntries() 函数首先以字符串的形式得到给定切片里的一级缩进（如有 4 个空格的字符串）和它占用的字节数，然后创建一个空的 Entries，并遍历切片里的每一个字符串，判断该字符串的缩进级别，再创建一个用于排序的键。  
  
下一步，调用自定义函数 addEntry()，将当前字符串的级别、键、字符串本身，以及指向 entries 的地址作为参数，这样 addEntry() 就能创建一个新的 Entry 并能够正确地将它追加到 entries 里去，最后返回 entries。

1. func computeIndent(slice []string) (string, int) {
2. for \_, item := range slice {
3. if len(item) > 0 && (item[0] == ' ' || item[0] == '\t') {
4. whitespace := rune(item[0])
5. for i, char := range item[1:] {
6. if char != whitespace {
7. i++
8. return strings.Repeat(string(whitespace), i), i
9. }
10. }
11. }
12. }
13. return "", 0
14. }

computeIndent() 函数主要是用来判断缩进使用的是什么字符，例如空格或者缩进符等，以及一个缩进级别占用多少个这样的字符。  
  
因为第一级的字符串可能没有缩进，所以函数必须迭代所有的字符串，一旦它发现某个字符串的行首是空格或者缩进，函数马上返回表示缩进的字符以及一个缩进所占用的字符数。

1. func addEntry(level int, key, value string, entries \*Entries) {
2. if level == 0 {
3. \*entries = append(\*entries, Entry{key, value, make(Entries, 0)})
4. } else {
5. addEntry(level-1, key, value,
6. &((\*entries)[entries.Len()-1].children))
7. }
8. }

addEntry() 是一个递归函数，它创建一个新的 Entry，如果这个 Entry 的 level 是 0，那就直接增加到 entries 里去，否则，就将它作为另一个 Entry 的子集。  
  
我们必须确定这个函数传入的是一个 \*Entries 而不是传递一个 entries 引用（切片的默认行为），因为我们是要将数据追加到 entries 里，追加到一个引用会导致无用的本地副本且原来的数据实际上并没有被修改。  
  
如果 level 是 0，表明这个字符串是顶级项，因此必须将它直接追加到 \*entries，实际上情况要更复杂一些，因为 level 是相对传入的 \*entries 而言的，第一次调用 addEntry() 时，\*entries 是一个第一级的 Entries，但函数进入递归后，\*entries 就可能是某个 Entry 的子集。  
  
我们使用内置的 append() 函数来追加新的 Entry，并使用 \* 操作符获得 entries 指针指向的值，这就保证了任何改变对调用者来说都是可见的，新增的 Entry 包含给定的 key 和 value，以及一个空的子 Entries，这是递归的结束条件。  
  
如果 level 大于 0，则我们必须将它追加到上一级 Entry 的 children 字段里去，这里我们只是简单地递归调用 addEntry() 函数，最后一个参数可能是我们目前为止见到的最复杂的表达式了。  
  
子表达式 entries.Len() - 1 产生一个 int 型整数，表示 \*entries 指向的 Entries 值的最后一个条目的索引位置（注意 Entries.Len() 传入的是一个 Entries 值而不是 \*Entries 指针，不过Go语言也可以自动对 entries 指针进行解引用并调用相应的方法）。  
  
完整的表达式（&(...) 除外）访问了 Entries 最后一个 Entry 的 children 字段（这也是一个 Entries 类型），所以如果把这个表达式作为一个整体，实际上我们是将 Entries 里最后一个 Entry 的 children 字段的内存地址作为递归调用的参数，因为 addEntry() 最后一个参数是 \*Entries 类型的。  
  
为了帮助大家弄清楚到底发生了什么，下面的代码和上述代码中 else 代码块中的那个调用是一样的。

theEntries := \*entries  
lastEntry := &theEntries[theEntries.Len()-1]  
addEntry(level-1, key, value, &lastEntry.children)

首先，我们创建 theEntries 变量用来保存 \*entries 指针指向的值，这里没有什么开销因为不会产生复制，实际上 theEntries 相当于一个指向 Entries 值的别名。  
  
然后我们取得最后一项的内存地址（即一个指针），如果不取地址的话就会取到最后一项的副本，最后递归调用 addEntry() 函数，并将最后一项的 children 字段的地址作为参数传递给它。

1. func sortedEntries(entries Entries) []string {
2. var indentedSlice []string
3. sort.Sort(entries)
4. for \_, entry := range entries {
5. populateIndentedStrings(entry, &indentedSlice)
6. }
7. return indentedSlice
8. }

当调用 sortedEntries() 函数的时候，Entries 显示的结构和原先程序输出的字符串是一样的，每一个缩进的字符串都是上一级缩进的子级，而且还可能有下一级的缩进，依次类推。  
  
创建了 Entries 之后，SortedIndentedStrings() 函数调用上面这个函数去生成一个排好序的字符串切片 []string，这个函数首先创建一个空的 []string 用来保存最后的结果，然后对 entries 进行排序。  
  
Entries 实现了 sort.Interface 接口，因此我们可以直接使用 sort.Sort() 函数根据 Entry 的 key 字段来对 Entries 进行排序（这是 Entries.Less() 的实现方式），这个排序只是作用于第一级的 Entry，对其他未排序的子集是没有任何影响的。  
  
为了能够对 children 字段以及 children 的 children 等进行递归排序，函数遍历第一级的每一个项并调用 populateIndentedStrings() 函数，传入这个 Entry 类型的项和一个指向 []string 切片的指针。  
  
切片可以传递给函数并由函数更新内容（如替换切片里的某些项），但是这里需要往切片里新增一些数据，所以这里将一个指向切片的指针（也就是指针的指针）作为参数传进去，并将指针指向的内容设置为 append() 函数的返回结果，可能是一个新的切片，也可能是原先的切片。  
  
另一种办法就是传入切片的值，然后返回 append() 之后的切片，但是必须将返回的结果赋值给原来的切片变量（例如 slice = function(slice)），不过这么做的话，很难正确地使用递归函数。

1. func populateIndentedStrings(entry Entry, indentedSlice \*[]string) {
2. \*indentedSlice = append(\*indentedSlice, entry.value)
3. sort.Sort(entry.children)
4. for \_, child := range entry.children {
5. populateIndentedStrings(child, indentedSlice)
6. }
7. }

populateIndentedStrings() 函数将顶级项追加到创建的切片，然后对顶级项的子项进行排序，并递归调用自身对每一个子项做同样的处理，这就相当于对每一项的子项以及子项的子项等都做了排序，所以整个字符串切片就是已经排好序的了。

# Go语言实现二分查找算法

< [示例：缩进排序](http://c.biancheng.net/view/vip_7311.html)[示例：冒泡排序](http://c.biancheng.net/view/vip_7313.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

二分查找也称折半查找（Binary Search），它是一种效率较高的查找方法。但是，二分查找算法的前提是传入的序列是有序的（降序或升序），并且有一个目标值。  
  
二分查找的核心思想是将 n 个元素分成大致相等的两部分，取中间值 a[n/2] 与 x 做比较，如果 x=a[n/2]，则找到 x，算法中止，如果 x<a[n/2]，则只要在数组 a 的左半部分继续搜索 x，如果 x>a[n/2]，则只要在数组 a 的右半部搜索 x。  
  
二分查找虽然性能比较优秀，但应用场景也比较有限，底层必须依赖数组，并且还要求数据是有序的，对于较小规模的数据查找，我们直接使用顺序遍历就可以了，二分查找的优势并不明显，二分查找更适合处理静态数据，也就是没有频繁插入、删除操作的数据。

#### 思路：

1) 先找到中间的下标 middle = (leftIndex + RightIndex) /2 ，然后用中间的下标值和需要查找的值（ FindVal）比较。

a：如果 arr[middle] > FindVal，那么就向 LeftIndex ~ (midlle-1) 区间找  
b：如果 arr[middle] < FindVal，那么就向 middle+1 ~ RightIndex 区间找  
c：如果 arr[middle] == FindVal，那么直接返回

2) 从第一步的 a、b、c 递归执行，直到找到位置。  
  
3) 如果 LeftIndex > RightIndex，则表示找不到，退出。

#### 代码/举例：

定义一个包含（1, 2, 5, 7, 15, 25, 30, 36, 39, 51, 67, 78, 80, 82, 85, 91, 92, 97）等值的数组，假设说要查找 30 这个值，如果按照循环的查找方法，找到 30 这个值要执行 7 次，那么如果是按照二分查找呢？二分查找的过程如下：

left = 1, right = 18; mid = (1+18)/2 = 9; 51 > 30  
left = 1, right = mid - 1 = 8; mid = (1+8)/2 = 4; 15 < 30  
left = mid + 1 = 5, right = 8; mid = (5+8)/2 = 6; 30 = 30 查找完毕

如上所示只需要执行 3 次，大大减少了执行时间，具体代码实现如下所示：

1. package main
2. import (
3. "fmt"
4. )
5. //二分查找函数 //假设有序数组的顺序是从小到大（很关键，决定左右方向）
6. func BinaryFind(arr \*[]int, leftIndex int, rightIndex int, findVal int) {
7. //判断 leftIndex是否大于rightIndex
8. if leftIndex > rightIndex {
9. fmt.Println("找不到")
10. return
11. }
12. //先找到 中间的下标
13. middle := (leftIndex + rightIndex) / 2
14. if (\*arr)[middle] > findVal {
15. //要查找的数，范围应该在 leftIndex 到 middle+1
16. BinaryFind(arr, leftIndex, middle-1, findVal)
17. } else if (\*arr)[middle] < findVal {
18. //要查找的数，范围应该在 middle+1 到 rightIndex
19. BinaryFind(arr, middle+1, rightIndex, findVal)
20. } else {
21. fmt.Printf("找到了，下标为：%v \n", middle)
22. }
23. }
24. func main() {
25. //定义一个数组
26. arr := []int{1, 2, 5, 7, 15, 25, 30, 36, 39, 51, 67, 78, 80, 82, 85, 91, 92, 97}
27. BinaryFind(&arr, 0, len(arr) - 1, 30)
28. fmt.Println("main arr=",arr)
29. }

执行结果如下所示：

D:\code>go run main.go  
找到了，下标为：6  
main arr= [1 2 5 7 15 25 30 36 39 51 67 78 80 82 85 91 92 97]

# Go语言冒泡排序

< [示例：二分查找算法](http://c.biancheng.net/view/vip_7312.html)[Go语言分布式id生成器](http://c.biancheng.net/view/vip_7314.html) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

冒泡排序法是一种最简单的交换类排序方法，它是通过相邻数据的交换逐步将无序列表排列为有序列表。  
  
冒泡排序的基本原理是重复地循环遍历要排序的元素列，依次比较两个相邻的元素，如果顺序（如从小到大或者首字母从 Z 到 A）错误就把两个元素的位置交换过来，直到没有相邻元素需要交换，也就是说该元素列已经排序完成。  
  
冒泡排序的名字由来是因为越小的元素会经由交换慢慢“浮”到数列的顶端（升序或降序排列），就如同气泡最终会上浮到顶端一样，故名“冒泡排序”。  
  
下面通过一个实例来演示一下冒泡排序，完整代码如下：

1. package main
2. import (
3. "fmt"
4. )
5. /\*\*
6. 冒泡排序
7. \*/
8. func main() {
9. arr := [...]int{21,32,12,33,34,34,87,24}
10. var n = len(arr)
11. fmt.Println("--------没排序前--------\n",arr)
12. for i := 0; i <= n-1; i++ {
13. fmt.Println("--------第",i+1,"次冒泡--------")
14. for j := i; j <= n-1; j++ {
15. if arr[i] > arr[j] {
16. t := arr[i]
17. arr[i] = arr[j]
18. arr[j] = t
19. }
20. fmt.Println(arr)
21. }
22. }
23. fmt.Println("--------最终结果--------\n",arr)
24. }

执行结果如下所示：

D:\code>go run main.go  
--------没排序前--------  
[21 32 12 33 34 34 87 24]  
--------第 1 次冒泡--------  
[21 32 12 33 34 34 87 24]  
[21 32 12 33 34 34 87 24]  
[12 32 21 33 34 34 87 24]  
[12 32 21 33 34 34 87 24]  
[12 32 21 33 34 34 87 24]  
[12 32 21 33 34 34 87 24]  
[12 32 21 33 34 34 87 24]  
[12 32 21 33 34 34 87 24]  
--------第 2 次冒泡--------  
[12 32 21 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
--------第 3 次冒泡--------  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 32 33 34 34 87 24]  
[12 21 24 33 34 34 87 32]  
--------第 4 次冒泡--------  
[12 21 24 33 34 34 87 32]  
[12 21 24 33 34 34 87 32]  
[12 21 24 33 34 34 87 32]  
[12 21 24 33 34 34 87 32]  
[12 21 24 32 34 34 87 33]  
--------第 5 次冒泡--------  
[12 21 24 32 34 34 87 33]  
[12 21 24 32 34 34 87 33]  
[12 21 24 32 34 34 87 33]  
[12 21 24 32 33 34 87 34]  
--------第 6 次冒泡--------  
[12 21 24 32 33 34 87 34]  
[12 21 24 32 33 34 87 34]  
[12 21 24 32 33 34 87 34]  
--------第 7 次冒泡--------  
[12 21 24 32 33 34 87 34]  
[12 21 24 32 33 34 34 87]  
--------第 8 次冒泡--------  
[12 21 24 32 33 34 34 87]  
--------最终结果--------  
[12 21 24 32 33 34 34 87]

# Go语言分布式id生成器

< [示例：冒泡排序](http://c.biancheng.net/view/vip_7313.html)[Go语言函数](http://c.biancheng.net/golang/func/) >

[C语言中文网推出辅导班啦，包括「C语言辅导班、C++辅导班、算法/数据结构辅导班」，全部都是一对一教学：一对一辅导 + 一对一答疑 + 布置作业 + 项目实践 + 永久学习。QQ在线，随时响应！](http://fudao.biancheng.net/" \t "http://c.biancheng.net/view/_blank)

有时我们需要能够⽣成类似 MySQL 自增 ID 这样不断增大，同时又不会重复的 ID。以支持业务中的⾼并发场景。比较典型的是电商促销时短时间内会有大量的订单涌入到系统，比如每秒 10w+。明星出轨时会有大量热情的粉丝发微博以表心意，同样会在短时间内产生大量的消息。  
  
在插入数据库之前，我们需要给这些消息、订单先打上一个 ID，然后再插⼊到我们的数据库。对这个 ID 的要求是希望其中能带有一些时间信息，这样即使我们后端的系统对消息进行了分库分表，也能够以时间顺序对这些消息进⾏排序。  
  
Twitter 的 snowflake 算法是这种场景下的一个典型解法。先来看看 snowflake 是怎么回事，如下图所示：

![IMG_256](data:image/gif;base64,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)  
图：snowflake 中的比特位分布

⾸先确定我们的数值是 64 位的 int64 类型，被划分为了四部分，不含开头的第一个 bit，因为这个 bit 是符号位。用 41 位来表示收到请求时的时间戳，单位为毫秒，然后五位来表示数据中心的 ID，然后再五位来表示机器的实例 ID，最后是 12 位的循环自增 ID（到达 1111,1111,1111 后会归 0）。  
  
这样的机制可以⽀持我们在同一台机器上，同一毫秒内产⽣ 2 ^ 12 = 4096 条消息。一秒共 409.6 万条消息。从值域上来讲完全够⽤了。  
  
数据中心加上实例 ID 共有 10 位，可以⽀持我们每数据中心部署 32 台机器，所有数据中心共 1024 台实例。  
  
表示 timestamp 的 41 位，可以⽀持我们使用 69 年。当然，我们的时间毫秒计数不会真的从 1970 年开始记，那样我们的系统跑到 2039/9/7 23:47:35 就不能用了，所以这里的 timestamp 实际上只是相对于某个时间的增量，比如我们的系统上线是 2018-08-01，那么我们可以把这个 timestamp 当作是从 2018-08-01 00:00:00.000 的偏移量。

## worker\_id 分配

timestamp、datacenter\_id、worker\_id 和 sequence\_id 这四个字段中，timestamp 和 sequence\_id 是由程序在运⾏期⽣成的。但 datacenter\_id 和 worker\_id 需要我们在部署阶段就能够获取得到，并且一旦程序启动之后，就是不可更改的了（想想，如果可以随意更改，可能被不慎修改，造成最终生成的 ID 有冲突）。  
  
一般不同数据中⼼的机器，会提供对应的获取数据中心 ID 的 API，所以 datacenter\_id 我们可以在部署阶段轻松地获取到。而 worker\_id 是我们逻辑上给机器分配的一个 ID，这个要怎么办呢？比较简单的想法是由能够提供这种自增 ID 功能的工具来支持，比如 MySQL:

mysql> insert into a (ip) values("10.1.2.101");  
Query OK, 1 row affected (0.00 sec)  
mysql> select last\_insert\_id();  
+------------------+  
| last\_insert\_id()     |  
+------------------+  
| 2                          |  
+------------------+  
1 row in set (0.00 sec)

从 MySQL 中获取到 worker\_id 之后，就把这个 worker\_id 直接持久化到本地，以避免每次上线时都需要获取新的 worker\_id，让单实例的 worker\_id 可以始终保持不变。  
  
当然，使用 MySQL 相当于给我们简单的 id 生成服务增加了一个外部依赖，依赖越多，我们的服务的可运维性就越差。  
  
考虑到集群中即使有单个 ID 生成服务的实例挂了，也就是损失一段时间的一部分 ID，所以我们也可以更简单暴力一些，把 worker\_id 直接写在 worker 的配置中，上线时由部署脚本完成 worker\_id 字段替换。

## 标准 snowflake 实现

github.com/bwmarrin/snowflake 是一个相当轻量化的 snowflake 的 Go 实现。其文档对各位使用的定义如下图所示。
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图：snowflake库

和标准的 snowflake 完全一致。使用上比较简单：

1. package main
2. import (
3. "fmt"
4. "os"
5. "github.com/bwmarrin/snowflake"
6. )
7. func main() {
8. n, err := snowflake.NewNode(1)
9. if err != nil {
10. println(err)
11. os.Exit(1)
12. }
13. for i := 0; i < 3; i++ {
14. id := n.Generate()
15. fmt.Println("id", id)
16. fmt.Println(
17. "node: ", id.Node(),
18. "step: ", id.Step(),
19. "time: ", id.Time(),
20. "\n",
21. )
22. }
23. }

运行结果如下：

go run main.go  
id 1218796327232606208  
node:  1 step:  0 time:  1579418663210  
  
id 1218796327232606209  
node:  1 step:  1 time:  1579418663210  
  
id 1218796327232606210  
node:  1 step:  2 time:  1579418663210

当然，这个库也给我们留好了定制的后路，其中预留了一些可定制字段：

// Epoch is set to the twitter snowflake epoch of Nov 04 2010 01:42:54 UTC  
// You may customize this to set a different epoch for your application.  
Epoch int64 = 1288834974657  
  
// Number of bits to use for Node  
// Remember, you have a total 22 bits to share between Node/Step  
NodeBits uint8 = 10  
  
// Number of bits to use for Step  
// Remember, you have a total 22 bits to share between Node/Step  
StepBits uint8 = 12

Epoch 就是本节开头讲的起始时间，NodeBits 指的是机器编号的位⻓，StepBits 指的是自增序列的位⻓。

## sonyflake

sonyflake 是 Sony 公司的一个开源项目，基本思路和 snowflake 差不多，不过位分配上稍有不同，如下图所示：
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图：sonyflake

这⾥的时间只用了 39 个 bit，但时间的单位变成了 10ms，所以理论上比 41 位表示的时间还要久（174 年）。  
  
Sequence ID 和之前的定义一致，Machine ID 其实就是节点 ID。sonyflake 与众不同的地方在于其在启动阶段的参数配置：

func NewSonyflake(st Settings) \*Sonyflake

Settings 数据结构如下：

type Settings struct {  
    StartTime time.Time  
    MachineID func() (uint16, error)  
    CheckMachineID func(uint16) bool  
}

StartTime 选项和我们之前的 Epoch 差不多，如果不设置的话，默认是从 2014-09-01 00:00:00 +0000 UTC 开始。  
  
MachineID 可以由用户自定义的函数，如果用户不定义的话，会默认将本机 IP 的低 16 位作为 machineid。  
  
CheckMachineID 是由用户提供的检查 MachineID 是否冲突的函数。这里的设计还是比较巧秒的，如果有另外的中心化存储并支持检查重复的存储，那我们就可以按照自己的想法随意定制这个检查 MachineID 是否冲突的逻辑。如果公司有现成的 Redis 集群，那么我们可以很轻松地用 Redis 的集合类型来检查冲突。

redis 127.0.0.1:6379> SADD base64\_encoding\_of\_last16bits MzI0Mgo=  
(integer) 1  
redis 127.0.0.1:6379> SADD base64\_encoding\_of\_last16bits MzI0Mgo=  
(integer) 0

使用起来也比较简单，这里省略了一些逻辑简单的函数：

[纯文本复制](http://c.biancheng.net/view/vip_7314.html)

1. package main
2. import (
3. "fmt"
4. "os"
5. "time"
6. "github.com/sony/sonyflake"
7. )
8. func getMachineID() (uint16, error) {
9. var machineID uint16
10. var err error
11. machineID = readMachineIDFromLocalFile()
12. if machineID == 0 {
13. machineID, err = generateMachineID()
14. if err != nil {
15. return 0, err
16. }
17. }
18. return machineID, nil
19. }
20. func checkMachineID(machineID uint16) bool {
21. saddResult, err := saddMachineIDToRedisSet()
22. if err != nil || saddResult == 0 {
23. return true
24. }
25. err := saveMachineIDToLocalFile(machineID)
26. if err != nil {
27. return true
28. }
29. return false
30. }
31. func main() {
32. t, \_ := time.Parse("2006-01-02", "2018-01-01")
33. settings := sonyflake.Settings{
34. StartTime: t,
35. MachineID: getMachineID,
36. CheckMachineID: checkMachineID,
37. }
38. sf := sonyflake.NewSonyflake(settings)
39. id, err := sf.NextID()
40. if err != nil {
41. fmt.Println(err)
42. os.Exit(1)
43. }
44. fmt.Println(id)
45. }