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XLB的ACM模板

(2019 5.17) 注：部分简单算法未放入模板

===================================================

【头文件】

#include <stdio.h>

#include <math.h>

#include <stdlib.h>

#include <string.h>

#include <string>

#include <limit.h>

#include <algorithm>

#include <iostream>

#include <ctype.h>

#include <set>

#include <map>

#include <vector>

#include <stack>

#include <queue>

#include <random>

#include <chrono>

#include <complex>

#define left (now<<1)

#define right ((now<<1)+1)

#define mid ((l+r)>>1)

#define midmid ((r + mid) / 2.0)

#define fst first

#define snd second

#define LONG\_LONG\_MAX 9223372036854775807ll

#define LONG\_LONG\_MIN -9223372036854775808ll

**using** **namespace** std;

**typedef** **long** **long** ll;

【读入相关】

%a,%A 读入一个浮点值(仅C99有效)

%c 读入一个字符

%d 读入十进制整数

%i 读入十进制，八进制，十六进制整数

%o 读入八进制整数

%x,%X 读入十六进制整数

%s 读入一个字符串，遇空格、制表符或换行符结束。

%f,%F,%e,%E,%g,%G 用来输入实数，可以用小数形式或指数形式输入。

%p 读入一个指针

%u 读入一个无符号十进制整数

%n 至此已读入值的等价字符数

%[] 扫描字符集合

%% 读%符号

【输入挂】

**int** read(){

**int** v = 0,f = 1;

**char** c = getchar();

**while**(c < 48 || 57 < c) {**if**(c == '-') f = -1; c = getchar();}

**while**(48 <= c && c <= 57) v = (v<<3) + v + v + c - 48,c = getchar();

**return** v \* f;

}

【分块+莫队】

BLOCK = (int)(sqrt(n))

be[i]表示第i个数字在第几块

莫队按第一维所在块排序，第二维大小为第二关键字，如果有三继续以3

【关闭同步流】

std::ios::sync\_with\_stdio(false);

【随机函数】

使用mt19937而不是rand()

#include <chrono>

#include <random>

mt19937 rng(chrono::steady\_clock::now().time\_since\_epoch().count());

ll ans = rng();

printf("%I64d\n",ans);

范围为0 - 4294967295（2的32次方 - 1）

【随机生成整数】

**int** randInt(**int** l,**int** r){    //生成l到r的整数,l <= r

**return** (rng() % (r - l + 1)) + l;

}

【随机生成实数】

**double** randDouble(**double** l,**double** r,**int** d){  //生成l到r的实数 ,d为小数位数

    l = l \* pow(10,d); r = r \* pow(10,d);

**return** randInt(l,r) / (1.0 \* pow(10,d));

}

【对序列随机排列】

random\_shuffle(p.begin(),p.end());

【随机数种子】

srand(time(NULL));

【声明复数】

complex<double> z1 {3,4}; cin,cout输入输出

.image() //取虚部或修改虚部

.real() //取实部或修改实部

注意精度问题
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1. **图论**
2. **最短路**
3. 【Floyd算法】

O（）

思想：暴力跑一边动态规划即可。

有向图写法（无向图可以优化）

前置数据：

int g[MAXN][MAXN]; //邻接矩阵

**void** floyd(){

**for**(**int** k = 1; k <= n; ++k){

**for**(**int** i = 1; i <= n; ++i){

**for**(**int** j = 1; j <= n; ++j){

**if**(g[i][k] + g[k][j] < g[i][j]){

                    g[i][j] = g[i][k] + g[k][j];

                }

            }

        }

    }

}

1. 【dijkstra算法 + 堆优化】

O（）

思路：以当前最短距离最短，且vis为false的点贪心入堆，每次更改最短路，就新增一个qq项入队，所以记得对于已经得到最短路的点,即vis为true的点要continue掉。

注意：不可处理负边权，不可处理负环。

前置数据：链式前向星

int dis[MAXN]; //保存距离

bool vis[MAXN]; //标记访问

**struct** qq{

**int** u,w;

};

priority\_queue<qq,vector<qq>,cmp> q;

**void** dijkstra(**int** st){

**for**(**int** i = 1; i <= n; ++i){ dis[i] = 2147483647;} dis[st] = 0;

    memset(vis,**false**,**sizeof**(vis)); qq x; x.u = st; x.w = 0;

    q.push(x);

**while**(!q.empty()){

**int** now = q.top().u; q.pop();

**if**(vis[now]){ **continue**;}

vis[now] = **true**;

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(dis[now] + g[i].w < dis[g[i].to]){

                dis[g[i].to] = dis[now] + g[i].w;

                qq x; x.u = g[i].to; x.w = dis[g[i].to];

                q.push(x);

            }

        }

    }

}

1. 【spfa算法】

O（）

思想：bellman-ford算法的队列优化，效率比dijkstra要低不少，如果不是非要用spfa，尽量用dijkstra。就是弄个队列，然后扩展，如果有更短的路可以松弛，就松弛完，如果被松弛的点不在队列里，入队，直到队列为空。

注意：可以求负环，加个num数组计数，超过n次入队就return true，可以处理负边权。

前置数据：链式前向星

int dis[MAXN];

bool have[MAXN];

queue<int> q;

**bool** spfa(**int** st){    //不处理负环时，无返回值

fill(dis,dis + 1 + n,INT\_MAX);

memset(have,**false**,**sizeof**(have));

//memset(num,0,sizeof(num));    //判负环

**while**(!q.empty()){ q.pop();} q.push(st); dis[st] = 0; have[st] = **true**;

**while**(!q.empty()){

**int** now = q.front(); q.pop();

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(dis[now] + g[i].w < dis[g[i].to]){

                dis[g[i].to] = dis[now] + g[i].w;

**if**(!have[g[i].to]){

                    //++num[g[i].to]; if(num[g[i].to] > n){ return true;} //判负环

                    have[g[i].to] = **true**; q.push(g[i].to);

                }

            }

        }

        have[now] = **false**;

}

// return false; //判负环

}

1. 【环类问题】

【判是否存在环】

有向图判是否存在环，直接dfs一下就完事了。

前置数据：vis[MAXN];

**bool** pdcir(**int** now){    //有向图判环

**if**(vis[now]==1){**return** **true**;}

**if**(vis[now]==2){**return** **false**;}

    vis[now] = 1;

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(pdcir(g[i].to)){

**return** **true**;

        }

    }

    vis[now] = 2;

**return** **false**;

}

【求最小环】

判最小环需要用到Floyd，用dijkstra的话，复杂度会过高的。

前置数据：

int g[MAXN][MAXN]; //邻接矩阵

**int** minc(){    //求无向图中最小环

**int** i,j,k,re;

    re=maxn;

**for**(k=1;k<=n;k++){ //枚举所有中间点

**for**(i=1;i<k;i++) //不能超过k

**for**(j=1;j<i;j++) //无向图中起点和终点一样

                re=min(re,dis[i][j]+g[j][k]+g[k][i]); //找环

**for**(i=1;i<=n;i++)

**for**(j=1;j<i;j++)

              dis[i][j]=dis[j][i]=min(dis[i][j],dis[i][k]+dis[k][j]);

     } //正常的floyd算法。

**return** re;

}

1. 【差分约束】

求不等式组的最值可以转化为求最短或者最长路。（基本都用SPFA）

![http://www.cppblog.com/images/cppblog_com/menjitianya/cfys_001.png](data:image/png;base64,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)![http://www.cppblog.com/images/cppblog_com/menjitianya/cfys_002.png](data:image/png;base64,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)

求（x3 – x0）的最大值，图中应为7

特殊情况和注意点

如果2点间不连通，则说明是可以是任意近和任意远。

如果存在负环，则说明无解。

具体输出按题目要求灵活变化，若没有以上2个情况，可以使用dijkstra降低复杂度，一般都是使用spfa。

不等式标准化

      如果给出的不等式有"<="也有">="，又该如何解决呢？很明显，首先需要关注最后的问题是什么，如果需要求的是两个变量差的最大值，那么需要将所有不等式转变成"<="的形式，建图后求最短路；相反，如果需要求的是两个变量差的最小值，那么需要将所有不等式转化成">="，建图后求最长路。

      如果有形如：A - B = c 这样的等式呢？我们可以将它转化成以下两个不等式：

**A - B >= c      (1)**

**A - B <= c      (2)**

       再通过上面的方法将其中一种不等号反向，建图即可。

       最后，如果这些变量都是整数域上的，那么遇到A - B < c这样的不带等号的不等式，我们需要将它转化成"<="或者">="的形式，即 A - B <= c - 1。

参考网页：<http://www.cppblog.com/menjitianya/archive/2015/11/19/212292.html>

1. 【各种变形问题】

【最短路条数计数】PAT上做到的题，呃，就是DP一下就完事，但是由于spfa能一直松弛，所以spfa求不了最短路究竟有几条，必须使用dijkstra，新增个dp数组，每次从队列取出一个新点时，看看周围有几个点的最短路是已经找到了的，对他们的dp求个和就好了。

【最短路路径输出】如果只要一条就很容易，spfa和dijkstra都可以，加个pre数组记录下前缀，最后递归一下即可。

【求最长（短）边最小（大）通路（poj2253，poj1797）】考虑dijkstra，dis改为maxn，起点为无限大，松弛改为max(g[now][i].w,dis[now]) < dis[g[now][i].to]这样的类似DP条件即可。

【A到B后还得回来，或者求其他点到起点的最短路（poj3268，poj1511）】前者就来回求一遍呗，后者的话，如果是有向图的话要搞个反图，然后起点单源最短路

【汇率交换看能不能赚到钱（poj1860，poj2240）】建图，然后跑spfa，如果存在负环，或者自己松弛到自己了（自己到自己的最短路变负）就能赚到钱

【求负环（poj3259）】spfa板子题。

【传递闭包（poj3660）】A能打败B，B能打败C，因此A就能打败C，求有多少人排名被确定。如果能打败就连有向边u到v为1，跑一边Floyd，然后暴力判断任意两头牛直接是否能从A走到B，或者B走到A（就是能确定胜负关系），如果可以就++ans，最后输出。

【思路建图】poj2502，poj1062，poj1847，HDU4725，HDU4370，BZOJ2118

【求所有不相交的最短路方案数（HDU3416）】有点难，先正反求最短路，所以要存个反图，然后枚举每条边，看看是否起点到这个边的左边，终点到这个边的右边，再加上这个边，刚好就等于起点到终点的最短路，如果是，就表示这个点是在起点到终点的最短路上，就记true，然后把这些边的容量设为1，直接来一个dinic求最大流，此时的最大流就是ans。

【可以把某几条路费用变0（BZOJ2763）】分层建k张图，类似DP跑最短路。

【保留K条边使得尽可能多的点的单源最短路长度不变（codeforces1076D）】考虑dijkstra生成树，从起点向外尽可能保留即可。

1. **网络流**
2. 【最大流（dinic算法）】

O（）

Dinic（实质是首先利用BFS求一遍地图的最短路（无边权）然后标记分层。再利用DFS，每次沿着标记1-2-3-4....找到最短的增广路来进行多路增广（增广后重新标记）。总复杂度上界为O(V^2E).但是在求二分图最大匹配的时候复杂度跟HK相同

int head[MAXN-node],len,dis[MAXN-node],st,ed,last[MAXN-node];

//last为辅助数组,其他含义为变量表面意思,len必须初始化为-1

star g[2\*MAXN-egde]; //链式前向星

**void** dinicBfs(**int** st){

    memset(dis,-1,**sizeof**(dis)); dis[st] = 0; q.push(st);

**while**(!q.empty()){

**int** now = q.front(); q.pop();

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(dis[g[i].to] == -1 && g[i].v > 0){

                dis[g[i].to] = dis[now] + 1;

                q.push(g[i].to);

            }

        }

    }

}

ll dinic(**int** now,ll mlow){

    ll re = 0;

**if**(now == ed || mlow == 0){

**return** mlow;

    }

**for**(**int** i = last[now]; i != -1; i = g[i].next){

**if**(dis[now] + 1 == dis[g[i].to] && g[i].v > 0){

            ll flow = dinic(g[i].to,min(mlow,g[i].v));

            mlow -= flow; g[i].v -= flow;

            re += flow; g[i ^ 1].v += flow;

**if**(mlow == 0){

**break**;

            }

        }

        last[now] = g[i].next;

    }

**return** re;

}

ll maxFlow(**int** st,**int** ed){

    ll re = 0; dinicBfs(st);

**while**(dis[ed] != -1){

        memcpy(last,head,**sizeof**(head));

        re += dinic(st,INF);

        dinicBfs(st);

    }

**return** re;

}

//在无向图中，两边都加上相同容量就好了

1. 【最小费用最大流（模板 洛谷P3381）】

在最大流的基础上，边上每单位流量有费用存在，需要总费用最少的最大流。

【spfa流】

在稠密图中效率可能有点慢,可能会被卡,被卡就用ZKW费用流

做法仍然是类似dinic找增广路，只不过找增广路不能用BFS了，而是用spfa找最短路（因为存在负数，不能用dijkstra）找到最短路以后，沿着最短路增广即可。

注意建图的时候，反边容量为0跟最大流一样，费用取相反数

spfa找增广路

前置数据：链式前向星存图

ll dis[MAXN]; //spfa求最短路

int pre[MAXN]; //标记最短路上那条边走向点i，倒着增广

queue<int> q; //spfa辅助队列

bool have[MAXN]; //spfa辅助数组

**void** dinic\_spfa(**int** st){

**for**(**int** i = 1; i <= n; ++i){

        dis[i] = LONG\_LONG\_MAX; have[i] = **false**; pre[i] = -1;

    }

    dis[st] = 0; have[st] = **true**; q.push(st);

**while**(!q.empty()){

**int** now = q.front(); q.pop();

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].w > 0 && dis[now] + g[i].f < dis[g[i].to]){

                dis[g[i].to] = g[i].f + dis[now];

                pre[g[i].to] = i;

**if**(!have[g[i].to]){

                    have[g[i].to] = **true**; q.push(g[i].to);

                }

            }

        }

        have[now] = **false**;

    }

}

pair<ll,ll> maxCostFlow(**int** st,**int** ed){ //返回值为<最大流,最小费用>

    ll re1 = 0,re2 = 0; dinic\_spfa(st);

**while**(dis[ed] != LONG\_LONG\_MAX){

**int** now = pre[ed]; ll minw = LONG\_LONG\_MAX;

**while**(now != -1){

            minw = min(minw,g[now].w);

            now = pre[g[now ^ 1].to];

        }

        now = pre[ed]; re1 += minw; re2 = re2 + dis[ed] \* minw;

**while**(now != -1){

            g[now].w -= minw; g[now ^ 1].w += minw;

            now = pre[g[now ^ 1].to];

        }

        dinic\_spfa(st);

    }

**return** make\_pair(re1,re2);

}

【ZKW流】

1. 【各种变形问题】

【二分图内多重匹配（POJ2289）】建个超级源点和超级汇点，源点容量都是1，右边匹配点到汇点的容量按你要能匹配的个数来确定就好。

【最小割】删掉图的一些边，边有权值，删掉总权值最小的边使得图不连通。可以证明答案等于最大流，所有满流的边就是要删除的边。

【最大权闭合子图】在有向图内，顶点有权值，选择一个子图，使得子图内所有点的后继都在子图内且权值最大，解法是源点接正权点容量为权，负权点接汇点，容量为权的相反数，然后点与点容量直接无限大，求(正权值之和-最小割)就是答案。

割掉s与i的边，表示不选择i点作为子图的点；   
割掉i与t的边，表示选择i点为子图的点。如果s与i有边，表示i存在子图中；   
如果i与t有边，表示i不存在于子图中。

【最大导出子图】（最大权闭合子图变形）选择一些边构成子图，边正权，顶点负权，使得子图权和最大。把边也看作点，边点和它的两端的点连接一下，因为边选了，点必须要选，因此有闭合子图的前后继关系，即边点的边指向2个端点，这样子按最大权闭合子图来建图就好了。

【二分图顶点最大权独立集】转为求二分图最小权匹配，拿KM，或者dinic做都可以，推荐dinic，源点连左边，流量为左边的点权，右边连汇点，左右连，流量无限大。然后跑出最大流，总点权减最大流即可。

【思路建图】poj3436，poj3281

1. **二分图以及匹配类问题**

一般二分图问题都可以变成网络流去求解，但是效率肯定差很多，还有一些其他的匹配问题也在这里给出。

二分图最大匹配时，二分图一般就有向图就好了，只要让左边点指向右边点就行了，因为rnum数组会帮忙把dfs从右边移回左边找增广路的。建有向图的话，就可以让2边的点的编号都从1开始了。

注意：如果二分图是木有分好的，但是题目告诉你一定是个二分图，或者已经染色过了，是可以跑匈牙利的。那么不需要强制把点分2个集合，直接开个match数组，然后建个**无向图**，就这么直接在普通图上跑匈牙利就行了，但是HK要先手动染个色，就算用dinic，也要先分好图染下色。

注意：树可以按层分二分图，棋盘可以按行列，或者是黑白划分二分图。

前置数据：链式前向星

bool vis[]（标记访问）

int r-num[]（左顶点匹配点）,lnum[]（右顶点匹配点）;

1. 【二分图最大匹配（匈牙利算法）】

O（）

**bool** path(**int** now,**int** m){    //now为当前点,m为右顶点

    vis[now] = **true**; //注意如果是没分好二分图的要加这句话

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(!vis[g[i].to]){

            vis[g[i].to] = **true**;

**if**(rnum[g[i].to] == -1 || path(rnum[g[i].to],m)){

                lnum[now] = g[i].to; rnum[g[i].to] = now; **return** **true**;

            }

        }

    }

**return** **false**;

}

**int** maxMatch(**int** n,**int** m){   //n为左顶点,m为右顶点

**int** re = 0;

    memset(lnum,-1,**sizeof**(lnum)); memset(rnum,-1,**sizeof**(rnum));

**for**(**int** i = 1; i <= n; ++i){

**if**(lnum[i] == -1){

            memset(vis,**false**,**sizeof**(vis));

**if**(path(i,n)){

                ++re;

            }

        }

    }

**return** re;

}

1. 【二分图最大匹配（HK算法）】

O（）

如果没分好点，还是尽量别用这个算法了。

跟普通匈牙利的区别在于，HK算法类似dinic那样，先进过BFS，找到最短的增广路，然后一口气将最短的增光路全部增光来降低复杂度。

BFS注意保存当前limit,在DFS增广最短路的时候，一旦右端点距离长度到达limit，除非该点是未匹配点，否则直接continue不要继续递归。即path函数中注释的这一段一定要记得加。

注意：对于求最大匹配，HK算法和dinic算法时间复杂度相同。

前置数据：链式前向星

bool vis[]（标记访问）

int r-num[]（左顶点匹配点）,lnum[]（右顶点匹配点）;

int dx[MAXN],dy[MAXN]；//BFS标记层数

queue<int> q1; //BFS用队列

**bool** path(**int** now,**int** limit){

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(!vis[g[i].to] && dx[now] + 1 == dy[g[i].to]){

            vis[g[i].to] = **true**;

**if**(dy[g[i].to] == limit && rnum[g[i].to] != -1){ **continue**;}  //防止找过长的增广路

**if**(rnum[g[i].to] == -1 || path(rnum[g[i].to],limit)){

                lnum[now] = g[i].to; rnum[g[i].to] = now; **return** **true**;

            }

        }

    }

**return** **false**;

}

**int** HK\_bfs(**int** n,**int** m){

**int** limit = INT\_MAX; memset(dx,-1,**sizeof**(dx)); memset(dy,-1,**sizeof**(dy));

**for**(**int** i = 1; i <= n; ++i){

**if**(lnum[i] == -1){

            q1.push(i); dx[i] = 0;

        }

    }

**while**(!q1.empty()){

**int** now = q1.front(); q1.pop();

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(dy[g[i].to] == -1){

                dy[g[i].to] = dx[now] + 1;

**if**(rnum[g[i].to] == -1){

                    limit = dy[g[i].to];

                }**else**{

**if**(dy[g[i].to] < limit && dx[rnum[g[i].to]] == -1){

                        dx[rnum[g[i].to]] = dy[g[i].to] + 1;

                        q1.push(rnum[g[i].to]);

                    }

                }

            }

        }

    }

**return** limit == INT\_MAX ? 0 : limit;

}

**int** maxMatch(**int** n,**int** m){

**int** re = 0,limit;

    memset(lnum,-1,**sizeof**(lnum)); memset(rnum,-1,**sizeof**(rnum));

**while**(limit = HK\_bfs(n,m)){

**for**(**int** i = 1; i <= n; ++i){

**if**(lnum[i] == -1){

                memset(vis,**false**,**sizeof**(vis));

**if**(path(i,limit)){

                    ++re;

                }

            }

        }

    }

**return** re;

}

1. 【二分图最大权匹配（KM算法）】

O（）

KM算法用来求解一个二分图中的最大权值完备匹配，也不一定是最大权，比如最小权也可以，具体看如何建模，建图必须要是邻接矩阵才行

在不要求必须是完备匹配的前提下，可以将不存在的边设为0，这样就能等价于求该问题的答案。

如果需要求取最小权，可以将权值变负，求取最大权值，然后取答案相反数即可。

其实思路很简单，就是很特别的贪心，通过顶标，一开始只保留最大权的边，然后匹配失败时候，再通过维护顶标来加边，再匹配，直到得到最大匹配，此时的最大匹配一定也是最大权的。因此KM必须要最大匹配，但是如果我们不要求最大匹配，也可以转化成最大的，方法上面有。

前置数据：

int g[MAXN][MAXN]; //邻接矩阵

int cx[MAXN],cy[MAXN],slack[MAXN],lnum[MAXN],rnum[MAXN];

//左顶标,右顶标，优化用数组，左匹配点，右匹配点

bool usex[MAXN],usey[MAXN];

//标记某次寻找增广路中，该点是否在增广路径中

**bool** path(**int** now,**int** m){

    usex[now] = **true**;

**for**(**int** i = 1; i <= m; ++i){

**if**(usey[i]){ **continue**;}

**if**(cx[now] + cy[i] - g[now][i] == 0){

            usey[i] = **true**;

**if**(rnum[i] == -1 || path(rnum[i],m)){

                lnum[now] = i; rnum[i] = now; **return** **true**;

            }

        }**else**{

            slack[i] = min(slack[i],cx[now] + cy[i] - g[now][i]);

        }

    }

**return** **false**;

}

**int** KMMaxMatch(**int** n,**int** m){    //左右顶点数，输出-1无解（没有最大匹配）

**int** re = 0,d; memset(lnum,-1,**sizeof**(lnum)); memset(rnum,-1,**sizeof**(rnum));

    memset(cy,0,**sizeof**(cy));

**for**(**int** i = 1; i <= n; ++i){

        cx[i] = 0;

**for**(**int** j = 1; j <= m; ++j){

            cx[i] = max(cx[i],g[i][j]);

        }

    }

**for**(**int** i = 1; i <= n; ++i){

        memset(usex,**false**,**sizeof**(usex)); memset(usey,**false**,**sizeof**(usey));

        fill(slack,slack + 1 + m,INT\_MAX);

**while**(!path(i,m)){

            d = INT\_MAX;

**for**(**int** j = 1; j <= m; ++j){

**if**(!usey[j]){

                    d = min(d,slack[j]);

                }

            }

**if**(d == INT\_MAX){ **return** -1;} //无法找到答案

**for**(**int** j = 1; j <= n; ++j){ **if**(usex[j]){ cx[j] -= d;}}

**for**(**int** j = 1; j <= m; ++j){ usey[j] ? cy[j] += d : slack[j] -= d;}

             //似乎可以改成下面这个，不敢确信，但是测了是AC的

            //for(int j = 1; j <= m; ++j){ if(usey[j]){ cy[j] += d;}}

            memset(usex,**false**,**sizeof**(usex)); memset(usey,**false**,**sizeof**(usey));

        }

    }

**for**(**int** i = 1; i <= n; ++i){

        re += g[i][lnum[i]];

    }

**return** re;

}

1. 【一般图最大匹配（带花树算法）（模板：uoj 79）】

O（）

对于一般图匹配问题，问题在于存在奇环，二分图可以证明是没有奇环的。带花树算法利用了一个奇环缩点后不影响答案这个结论，让环在搜索树上跟一朵朵花一样缩成一个点，然后找到最大匹配。

同样是对每个点找增广路，把起始点作为A类点，然后BFS分别把点标记为A类点和B类点，A类点搜索周围所有点，如果是B类点，就找与该B类点匹配的A类点入队列继续BFS（参考增广路中的走匹配边），如果发现未标记点，当然是发现增广路，沿着pre数组修改匹配即可，如果发现A类点，就是发现了奇环，这里通过修改pre数组巧妙的处理了奇环，使得能够正常匹配，通过暴力LCA（沿着pre）找到关键点，然后利用并查集缩点。边搜索边缩点，一直缩，花里可以有花….直到找到增广路。

当找到并修改匹配边和寻找下一个增广路时，把花全部展开就行。因为是在一颗搜索树上缩点（缩花）因此叫带花树算法，也叫Edmonds开花算法。

前置数据：链式前向星存图;

int match[MAXN],pre[MAXN],type[MAXN],fa[MAXN],tm,vis[MAXN];

//匹配,搜索前驱,点类型,并查集fa,lca辅助变量,暴力找lca辅助数组

queue<int> q;

**int** lca(**int** x,**int** y){ //暴力找LCA

    ++**tm**;

**while**(1){

**if**(x != -1){

            x = getFather(x); **if**(vis[x] == **tm**){ **return** x;}

            vis[x] = **tm**;

            match[x] == -1 ? x = -1 : x = pre[match[x]];

        }

        swap(x,y);

    }

}

**void** shrink(**int** x,**int** y,**int** root){    //缩花

**while**(getFather(x) != root){

        pre[x] = y; y = match[x];

**if**(type[y] == 2){ type[y] = 1; q.push(y);}

**if**(getFather(x) == x){ fa[x] = root;}

**if**(getFather(y) == y){ fa[y] = root;}

        x = pre[y];

    }

}

**bool** path(**int** st,**int** n){   //BFS

    memset(pre,-1,**sizeof**(pre)); memset(type,0,**sizeof**(type));

**for**(**int** i = 1; i <= n; ++i){ fa[i] = i;}

    type[st] = 1; qclear(q); q.push(st);

**while**(!q.empty()){

**int** now = q.front(); q.pop();

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(getFather(now) == getFather(g[i].to) || type[g[i].to] == 2){ **continue**;}

**if**(type[g[i].to] == 0){

                type[g[i].to] = 2; pre[g[i].to] = now;

**if**(match[g[i].to] == -1){

**int** cur,last; cur = g[i].to;

**while**(cur != -1){

                        last = match[pre[cur]];

                        match[cur] = pre[cur]; match[pre[cur]] = cur;

                        cur = last;

                    }

**return** **true**;

                }

                type[match[g[i].to]] = 1; q.push(match[g[i].to]);

            }**else**{

**int** root = lca(now,g[i].to);

                shrink(now,g[i].to,root);

                shrink(g[i].to,now,root);

            }

        }

    }

**return** **false**;

}

**int** maxMatch(**int** n){    //寻找最大匹配

**int** re = 0;

    memset(match,-1,**sizeof**(match));

**for**(**int** i = 1; i <= n; ++i){

**if**(match[i] == -1){

            memset(vis,0,**sizeof**(vis)); time = 0;  //删掉这行可以加效率,有概率wa

**if**(path(i,n)){

                ++re;

            }

        }

    }

**return** re;

}

【判断是否为二分图】

O（n）

直接跑个BFS染个色呗，O（n）的复杂度

前置数据：queue<int> q;

bool vis[MAXN]; //标记是否访问，for循环扫全部连通块

int color[MAXN]; //染色数组

**bool** isBGraph(**int** st){

**while**(!q.empty()){ q.pop();} q.push(st); color[st] = 1;

**while**(!q.empty()){

**int** now = q.front(); q.pop(); vis[now] = **true**;

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(color[g[i].to] == color[now]){ **return** **false**;}

**if**(color[g[i].to] == -1){

                color[g[i].to] = color[now] == 1 ? 2 : 1;

                q.push(g[i].to);

            }

        }

    }

**return** **true**;

}

1. 【稳定婚姻匹配】

问题简单可描述成 有N男N女，每个人都按照他对异性的喜欢程度排名。现在需要写出一个算法安排这N个男的、N个女的结婚，要求两个人的婚姻应该是稳定的。

稳定：假如A与B匹配，C和D匹配，A相对于B，更喜欢D，而D相对于C更喜欢与A一起，这样A和D就很有可能会发生“”私奔“”,因为他们都对目前的对象不感到满意,如果其中一方，如A比起D确实跟喜欢B，那么D只能认命，这样的婚姻是稳定的。

算法中采用了男生主动追求女孩的形式。

    算法步骤描述：

        第一轮，每个男人都选择自己名单上排在首位的女人，并向她表白。这种时候会出现两种情况：（1）该女士还没有被男生追求过，则该女士接受该男生的请求。（2）若该女生已经接受过其他男生的追求，那么该女生会将该男士与她的现任男友进行比较，若更喜欢她的男友，那么拒绝这个人的追求，否则，抛弃其男友

      第一轮结束后，有些男人已经有女朋友了，有些男人仍然是单身。

       在第二轮追女行动中，每个单身男都从所有还没拒绝过他的女孩中选出自己最中意的那一个，并向她表白，不管她现在是否是单身。这种时候还是会遇到上面所说的两种情况，还是同样的解决方案。直到所有人都不在是单身。

前置数据：

int boyRankList[MAXN][MAXN],girlRankList[MAXN][MAXN];

//编号为i男(女)优先级第j高的人是谁

int boyMatch[MAXN],girlMatch[MAXN];

//男女生的匹配答案

int relation[MAXN][MAXN],manpos[MAXN],cnt;

//relation表示女i对男j的优先度

//manpos记录男生已经对自己排行榜上前几个人告白过

//cnt辅助计算relation数组

queue<int> q;

//用于模拟算法告白流程

**void** findMatch(){   //建立匹配（必有解）

**while**(!q.empty()){ q.pop();}

**for**(**int** i = 1; i <= n; ++i){

        q.push(i); boyMatch[i] = girlMatch[i] = -1; manpos[i] = 0;

    }

**while**(!q.empty()){

**int** s = q.size();

**for**(**int** i = 1; i <= s; ++i){

**int** now = q.front();

            ++manpos[now];

            q.pop();

**if**(girlMatch[boyRankList[now][manpos[now]]] == -1){  //没男票

                girlMatch[boyRankList[now][manpos[now]]] = now;  //交男女朋友

                boyMatch[now] = boyRankList[now][manpos[now]];

            }**else**{

**if**(relation[boyRankList[now][manpos[now]]][now] < relation[boyRankList[now][manpos[now]]][girlMatch[boyRankList[now][manpos[now]]]]){   //比当前男友优先级更高

                    boyMatch[girlMatch[boyRankList[now][manpos[now]]]] = -1;  //前男友变成单身,重新加入队列

                    q.push(girlMatch[boyRankList[now][manpos[now]]]);

                    girlMatch[boyRankList[now][manpos[now]]] = now;  //抛弃前男友,和当前男生在一起

                    boyMatch[now] = boyRankList[now][manpos[now]];

                }**else**{

                    q.push(now);

                }

            }

        }

    }

}

1. 【各种变形问题】

【棋盘匹配（HDU1045）】棋盘上给障碍物，问可以放多少车可以不互相攻击。对棋盘先预处理，每一行连通的相连棋盘的看成一个点，每一列也是，编号，如果某一行和某一列重叠了，就连边。可以知道，编号完的每一行和每一列，只可能有一个相交点。匹配的意义为，将棋子放在行和列相交的点上。很显然答案就是最大匹配了！

【求哪几个匹配是所有最大匹配都有的（HDU1281）】直接求个最大匹配，枚举每对匹配，然后把那条边删掉，看最大匹配会不会变小就好了，O（n^3）

【棋盘上下左右匹配（HDU4185）】很多办法，其中之一是棋盘黑白染色分点后随便搞搞。

【最小顶点覆盖（HDU1054）】二分图中选最少的节点集合，使得所有边都跟集合内至少一个点有关联。最少点数 = 最大匹配数

【有向图最小不相交路径覆盖（HDU1151）】有向图里选择最少的不相交路径，使得所有路径都被走过，解法是把点拆成i和j，就是出点和入点，类似网络流，把出点和入点作为2个集合，如果i能到j，就左边的i连右边j，答案为总顶点数 – 最大匹配数。

【有向图最小相交路径覆盖（POJ2594）】先用floyd求传递闭包，对于所有能走到的点作拆点后连边，就变成了有向图最小不相交路径覆盖问题了。

【二分图最大独立集（HDU3829）】答案为总顶点数 – 最大匹配数。

【二分图多重匹配（POJ2289）】一个点能匹配多次，二分图的话，加个num表示能匹配的次数，当然也可以搞个网络流，建个超级源点和超级汇点，源点容量都是1，右边匹配点到汇点的容量按你要能匹配的个数来确定就好。

【二分图最大团】最大团 = 补图的最大独立集

【二分图最大权完美匹配（HDU2255）】KM的板子题，也可以用费用流解决

1. **欧拉路和欧拉回路（模板 uoj117）**

【模板题题意说明】

hdu6311 求多连通块无向图可以最少分成几条路径使得每条边都经过且只经过一次，并输出每个的路径

uoj117 有向图和无向图回路板子题，题目有点坑，点不是1 - n的，且有可能多连通块

经过所有边一次的路径（回路）

解法有Fluery算法和Hierholzer算法，这里用Hierholzer算法。

Fluery算法 时间复杂度为O（m），需要预先知道哪些边是桥，每次除非没办法，否则不走桥。

Hierholzer算法 优化后时间复杂度为O（m），直接DFS，如果这个点没有可以移动的边，输出这个点，并删边（这个是优化，如果还是暴力判断边是否被走过复杂度会到平房级），输出是倒序的。

**【有向图】**

欧拉回路：图连通，所有节点的出度等于入度，任意选起点

欧拉路：图连通，所有节点的出度等于入度；或者除两个节点以外的其余节点的入度和出度都相等，且这两个节点一个满足出度-入度等于1，另一个满足入度--出度等于1。起点为出度-入度=1的点，终点为入度-出度=1的点

**【无向图】**

欧拉回路：图连通，无奇度节点，任意选起点（HDU 1878）

欧拉路：图连通，只有两个奇度节点或者无奇度节点，如果有奇数节点，这两个奇数节点必定是终点和起点

注意点：注意多连通块无解，除去只有1个点的连通块。

前置数据：判断是否存在欧拉路

vector<int> path; //存欧拉路（路径按边序号排列,负数代表走反路，如果要按点序号排列,直接pushback（now）应该就好了）

int last[MAXN]; //优化，同dinic

**void** findpath(**int** now){

**for**(**int** i = last[now]; i != -1; i = last[now]){

        last[now] = g[i].next;

**if**(t == 1){ //无向图

**if**(g[i].ex){

                g[i].ex = **false**; g[i ^ 1].ex = **false**;

                findpath(g[i].to);

**if**(i % 2 == 0){

                    path.push\_back(i / 2 + 1);

                }**else**{

                    path.push\_back(-(i / 2 + 1));

                }

            }

        }**else**{ //有向图

            findpath(g[i].to);

            path.push\_back(i + 1);

        }

    }

}

**void** getpath(**int** st){

    path.clear(); for(int i = 1; i <= n; ++i){ last[i] = head[i];}

    findpath(st);

    reverse(path.begin(),path.end());

}

【无向图多笔画问题】

设，奇数度点有k个，需要max{k/2,1}  笔就可以画完。

1. **最大团（极大团）和最大独立集**

团：图中的一个完全子图

极大团：非任何团的子团

最大团：顶点数最多的极大团

最大独立集：反图的最大团

1. 【最大团】（模板HDU 1530 必须运行低于3000MS以内可用）

直接暴力DFS，加剪枝；

基础： 我们令cnum[i]表示点i到n中的最大团大小，则有cnum[i] = cnum[i + 1] 或cnum[i + 1] + 1,也就是说具有单调性（类似于DP），这样我们可以利用这个性质进行剪枝，有点类似于二分图增广路，倒着每次添加一个点i，看看能否形成更优的答案，如果形成了，那么直接return就好了。另外选点的时候，顺着按下标从小到大选，这样可以避免枚举一些重复情况。

剪枝1： 如果当前选取的点数加上剩下还可能选的点数都不能比之前的最优解优秀，那么return；

剪枝2：对于即将要选择的点x，如果cnum[x] 加上当前答案都不能比之前的最优解优秀，那么return；因为这说明就算x - n里面的最大团完全可以被添加进来，也不能得到更优的解

剪枝3：如基础所说，如果答案发生更新，直接return；

前置数据：int g[MAXN][MAXN],cnum[MAXN],cans;

//分别图的邻接矩阵，cnum为优化用数组，cans存最大团数量。

**bool** dfs(**int** step,**int** \*P,**int** Plen){

**int** P2[MAXN],P2len;

**if**(step > cans){ cans = step; **return** **true**;} //剪枝3

**for**(**int** i = 1; i <= Plen; ++i){

**if**(step + Plen - i + 1 <= cans){ **break**;} //剪枝1

**if**(step + cnum[P[i]] <= cans){ **break**;} //剪枝2

        P2len = 0;

**for**(**int** j = i + 1; j <= Plen; ++j){

**if**(g[P[i]][P[j]]){

                P2[++P2len] = P[j];

            }

        }

**if**(dfs(step + 1,P2,P2len)){ **return** **true**;}

    }

**return** **false**;

}

**void** maxClique(){

**int** P[MAXN],Plen = 0;

    cans = 1; cnum[n] = 1;

**for**(**int** i = n - 1; i >= 1; --i){

        Plen = 0;

**for**(**int** j = i + 1; j <= n; ++j){

**if**(g[i][j]){ P[++Plen] = j;}

        }

        dfs(1,P,Plen);

        cnum[i] = cans;

    }

}

1. 【极大团（模板POJ2989）】

剪枝1：若当前Not集合中存在一个点，与Can中所有点都相连，则在未来的搜索中它永远不会离开Not集合，故剪枝。

剪枝2：这个剪枝为了优化剪枝1的效果，并不是一个新的剪枝。原本的搜索我们总是从Can集合中随意选择一个继续dfs 但是我们可以挑选一个特殊的节点，来增强剪枝1的效果。设每个在Not集合中的节点有一个cnt值，为Can集合中与它不相连的节点个数。 我们于是选择Can集合中与cnt最小的节点不相连的节点进行下一步dfs。

前置数据：int g[MAXN][MAXN],cnum;

//图的邻接矩阵,cnum为极大团个数

**void** dfs(**int** \*P,**int** \*X,**int** Plen,**int** Xlen){

**if**(Plen == 0){

**if**(Xlen == 0){ ++cnum;}

**return**;

    }

**int** P2[MAXN],P2len,X2[MAXN],X2len,cnt,id,maxcnt;

    id = 0;

**for**(**int** i = 1; i <= Xlen; ++i){

        cnt = 0;

**for**(**int** j = 1; j <= Plen; ++j){

**if**(g[X[i]][P[j]] == 0){ ++cnt;}

        }

**if**(id == 0 || cnt < maxcnt){ maxcnt = cnt; id = i;}

    }

**if**(id != 0 && maxcnt == 0){ **return**;} //剪枝1

**for**(**int** i = 1; i <= Plen; ++i){

**if**(id != 0){ //剪枝2

**int** j;

**for**(j = i; j <= Plen; ++j){

**if**(g[P[j]][X[id]] == 0){ **break**;}

            }

            swap(P[i],P[j]);

        }

        P2len = X2len = 0;

**for**(**int** j = i + 1; j <= Plen; ++j){

**if**(g[P[i]][P[j]] == 1){ P2[++P2len] = P[j];}

        }

**for**(**int** j = 1; j <= Xlen; ++j){

**if**(g[P[i]][X[j]] == 1){ X2[++X2len] = X[j];}

        }

        dfs(P2,X2,P2len,X2len);

**if**(cnum > 1000){ **return**;}

        X[++Xlen] = P[i]; cnt = 0; --maxcnt;

**for**(**int** j = i + 1; j <= Plen; ++j){

**if**(g[P[i]][P[j]] == 0){ ++cnt;}

        }

**if**(id == 0 || cnt < maxcnt){ maxcnt = cnt; id = Xlen;};

**if**(id != 0 && maxcnt == 0){ **return**;} //剪枝1

    }

}

**void** getClique(){

**int** P[MAXN],Plen,X[MAXN],Xlen;

    cnum = 0; Xlen = 0; Plen = 0;

**for**(**int** i = 1; i <= n; ++i){ P[++Plen] = i;}

    dfs(P,X,Plen,Xlen);

}

1. **图上染色**
2. 【无向图色数（模板HDU1373）】

对无向图染色直接暴力染色就行，注意处理多连通块的情况。

前置数据：int color[MAXN],use[MAXN];

//染色情况，use辅助用数组，判断什么颜色没用过

queue<int> q;

**int** dye(**int** st){  //返回该连通块最大色数,注意main里对color置-1

**int** re = 0;

    q.push(st);

**while**(!q.empty()){

**int** now = q.front(); q.pop(); **int** nowcolor = 1;

**for**(**int** i = 1; i <= n; ++i){ use[i] = **false**;}

**for**(**int** i = 1; i <= n; ++i){

**if**(g[now][i] == 1 && color[i] != -1){

                use[color[i]] = **true**;

            }

**if**(g[now][i] == 1 && color[i] == -1){

                q.push(i);

            }

        }

**while**(use[nowcolor]){

            ++nowcolor;

        }

        color[now] = nowcolor;

        re = max(re,nowcolor);

    }

**return** re;

}

1. **数据结构**
2. **树上性质和各种问题**
3. 【树的直径】

直径是树的最长路径，求法是选任意一个点BFS，然后返回最远的点，然后从那个点再BFS一次，再返回另一个最远的点，这个2个点之间的路径为直径

1. 【树的重心】

重心是从树里找到一个点作为根，其所有的子树中最大的子树节点数尽可能少，每个节点到重心的距离和是最小的（不超过n / 2）。重心的求法是树形DP，对于一个节点来说，如果以它作为根，它的子树全部节点数不超过总节点数一半，这个点就是树的重心。

前置数据：链式前向星

vector<int> gp; //存放所有的重心

int ts[MAXN]; //辅助数组，存子树大小的

**int** gpdfs(**int** n,**int** fa,**int** now){

**int** maxs = 0; ts[now] = 0;

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].to != fa){

            ts[now] += gpdfs(n,now,g[i].to);

            maxs = max(maxs,ts[g[i].to]);

        }

    }

    ts[now]++;

    maxs = max(maxs,n - ts[now]);

**if**(maxs <= n / 2){

        gp.push\_back(now);

    }

**return** ts[now];

}

**void** getgp(**int** n,**int** st){

    gp.clear(); gpdfs(n,-1,st);

}

1. 【树上差分】（模板 NOIP2015 运输计划）

对树上某段路径上的所有边或者点做一些操作（比如加1）O（1），询问这段路径上的权值和O（n）

边差分：

tdf[i]表示点i到它父亲的这条边经过的次数。

例如u -> v

tdf[u]++; tdf[v]++; tdf[a] -= 2; a为u和v的lca

前缀和的话，tdf[x]等于tdf[x] + 所有儿子的tdf和

点差分:

tdf[i]表示点i经过的次数，tdf[a]--即可，其他部分和边差分相同。

1. 【离线Tarjan算法求LCA】

O(n + q)

在树内求2个点的最近公共祖先，或者是树上任意两点间最短路。

做法是DFS一遍这颗树，当回溯的时候，标记点被访问完全，然后枚举所有包含该节点的询问，如果存在询问中另一个节点已经被访问，那么那个节点缩入的节点（也就是并查集中的根节点）就是2个的LCA，然后距离也能算，枚举完循环后，把当前前缩入其父节点，也就是并查集并入父节点，因此并的时候需要注意方向。

前置数据结构【并查集】

前置结构：

**struct** star{   //存树（链式前向星）

**int** to,next,w;

};

**struct** query{   //存问题集,离线回答（链式前向星）

**int** v,next,id;

};

**struct** ansSet{   //存答案集合

**int** dis,anc;   //dis为2点间最短距离，anc为公共祖先

};

前置数据（省略2个链式前向星的数据和并查集相关数据）

qlen,qhead,head,len,fa.

ansSet ans[MAXN]; //存储最后答案

bool vis[MAXN]; //判断是否访问过,计算时用

int dis[MAXN]; //根节点到任意节点的距离,需要计算任意2点间距离的时候加入

**void** bfs(**int** st){   //预处理距离（如果需要计算距离的话）

    queue<**int**> q;

    memset(dis,-1,**sizeof**(dis));

**while**(!q.empty()){

        q.pop();

    }

    q.push(st); dis[st] = 0;

**while**(!q.empty()){

**int** now = q.front();

        q.pop();

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(dis[g[i].to] == -1){

                dis[g[i].to] = dis[now] + g[i].w;

                q.push(g[i].to);

            }

        }

    }

**return**;

}

**void** lcaInit(**int** n){   //进行lca前预处理,使用主算法前必须先调用

**for**(**int** i = 1; i <= n; ++i){

        fa[i] = i;

    }

    memset(vis,**false**,**sizeof**(vis));

}

**void** lcaTarjan(**int** last,**int** now){   //主算法,last为父节点,now为目前节点

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(last != g[i].to){

            lcaTarjan(now,g[i].to);

        }

    }

    vis[now] = **true**;

**for**(**int** i = qhead[now]; i != -1; i = q[i].next){

**if**(vis[q[i].v]){

**int** common = getfather(q[i].v);

**int** sum = dis[now] + dis[q[i].v] - 2 \* dis[common];

            ans[q[i].id].anc = common;

            ans[q[i].id].dis = sum;

        }

    }

    add(last,now); //顺序不能颠倒

**return**;

}

1. 【在线RMQ加时间戳算法求LCA】（模板 洛谷P3379）

O（nlogn + n+q）

没算距离，如果需要距离需要增加dis数组，并且在dfs时预处理出距离。

RMQ的dp数组大小按需要开！

前置数据：

int first[MAXN] //节点在序列第一次出现的位置

int dep[MAXN] //深度数组

int stamp [2\*MAXN] //dfs序列，返回根节点的时候也要记录

int dlen; 记录dfs序列长度

int dp[MAXN \* 2][20]; //RMQ辅助数组

要找u和v的LCA，取2个点第一次出现的位置，然后丢进RMQ即可

**void** RMQInit(**int** n){   //预处理

**for**(**int** i = 1; i <= n; ++i){

        dp[i][0] = stamp[i]; dp[i][0] = stamp[i];

    }

**for**(**int** j = 1; (1 << j) <= n; ++j){

**for**(**int** i = 1; (i + (1 << j) - 1) <= n; ++i){

**if**(dep[dp[i][j - 1]] < dep[dp[i + (1 << (j - 1))][j - 1]]){

                dp[i][j] = dp[i][j - 1];

            }**else**{

                dp[i][j] = dp[i + (1 << (j - 1))][j - 1];

            }

        }

    }

}

**int** RMQ(**int** l, **int** r){   //查找所需的元素

**if**(l > r){ swap(l,r);}

**int** k = 0;

**while**((1 << (k + 1)) <= r - l + 1){

        ++k;

    }

**return** dep[dp[l][k]] < dep[dp[r - (1 << k) + 1][k]] ? dp[l][k] : dp[r - (1 << k) + 1][k];

}

**void** dfs(**int** fa,**int** now){

    stamp[++dlen] = now; dep[now] = dep[fa] + 1; first[now] = dlen;

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].to == fa){ **continue**;}

        dfs(now,g[i].to);

        stamp[++dlen] = now;

    }

}

//主函数调用方法

dfs(s,s); RMQInit(dlen);

RMQ(first[u],first[v])

1. 【图内生成树个数】

度数矩阵 a[i][i]为点i的度 其他位置为0   
邻接矩阵 a[i][i]=0; a[i][j]=[i与j相连]   
基尔霍夫矩阵 = 度数矩阵 - 邻接矩阵   
Matrix-Tree 定理：   
一个n个点m条边的无向图的生成树总数为其对应的基尔霍夫矩阵的n-1阶余子式(行列式)

行列式某元素的余子式：行列式划去该元素所在的行与列的各元素,剩下的元素按原样排列,得到的新行列式.（就是不用考虑正负的那个）  
行列式某元素的代数余子式：行列式某元素的余子式与该元素对应的正负符号的乘积.

1. 【最小生成树的变种】

**1.增量最小生成树**（从包含n个点的空图开始，依次加入一些边，求当前状态下的最小生成树，如果不连通则无解）

解决办法：根据理论，一个若有一个环E，其中权值最大的边一点不在生成树内，因此每次加入一条边如果形成了环，可以用DFS或者BFS扫描一遍环，永久去除这条最大的边即可。因为只有一条固定的路，所以DFS和BFS效率并不会很低，由于每次输出都去除了之前的无用边，因此效率大大提高，时间复杂度为O（nmlogn）。

**2.最小瓶颈生成树**（）

1. 【树上启发式合并】

最典型的就是并查集按秩合并，有些要求重儿子（定义同树剖里的）

【HDU6430】对于树上点i，求LCA是i的所有点对的权值的gcd的最大值，作因数集合，所有小的集合往大的上去合并。

1. **栈(队列)**

【单调栈和单调队列】

顾名思义,维护一个严格单调的栈,可用来求取一个序列中每个值作为最大值或者最小值的最大连续区间，**单调队列**可以O（n）求滑窗最值。

例如 2 1 4 2 5 以4为最大值的连续区间,向左能扩展2格，向右能扩展1格子,即为[1,4]同理可得最小值的连续区间和其他值的最大最小连续区间.

前置结构 stack<int>

int lmin[i] //第i个值作为最小值向左能扩展的最大量

int rmin[i] //第i个值作为最小值向右能扩展的最大量

**void** getMin(**int** n){   //求以该值为最小值的最大扩展,n为序列长度

**while**(!stk.empty()){

     stk.pop();

    }

    stk.push(1); num[n+1] = -1;   //将一个最小值插入队尾保证最后栈内所有值弹出

**for**(**int** i = 2; i <= n+1; ++i){

**if**(num[i] > num[stk.top()]){

            stk.push(i);

            lmin[i] = 0;

        }**else**{

**while**(!stk.empty() && num[i] <= num[stk.top()]){

                rmin[stk.top()] = i - stk.top() - 1;

                lmin[i] = lmin[stk.top()] + i - stk.top();

                stk.pop();

            }

            stk.push(i);

        }

    }

}

【中缀表达式转后缀表达式（逆波兰式）】

思路，遇到数字直接放入结果数组，遇到操作符，压人栈，压入前如果栈顶存在优先级大于等于的，就弹出，注意逻辑运算的！！，对于这种情况，需要先预处理掉，因为2个取反相当于空操作，下面这个目前只能逻辑运算。

逻辑运算的T和F要预先处理成0和1

前置数据：

map<char,int> rk; //设置优先级

stack<char> ope; //辅助栈

char a[MAXN],ex[MAXN],ex2[MAXN]; //原表达式，预处理后中缀，后缀结果

int len1,len2; //中缀和后缀的长度

**void** setrk(){

    rk['|'] = 1; rk['^'] = 2; rk['&'] = 3; rk['!'] = 9;

}

**void** changeExp(){

    len2 = 0;

**for**(**int** i = 0; i < len1; ++i){

**if**(ex[i] == '0' || ex[i] == '1'){

            ex2[len2++] = ex[i];

        }**else** **if**(ex[i] == '('){

            ope.push(ex[i]);

        }**else** **if**(ex[i] == ')'){

**while**(ope.top() != '('){

                ex2[len2++] = ope.top(); ope.pop();

            }

            ope.pop();

        }**else**{

**while**(!ope.empty() && ope.top() != '(' && rk[ope.top()] >= rk[ex[i]]){

                ex2[len2++] = ope.top(); ope.pop();

            }

            ope.push(ex[i]);

        }

    }

**while**(!ope.empty()){

        ex2[len2++] = ope.top(); ope.pop();

    }

}

【栈对后缀表达式求值】

**int** solveExp(){

**for**(**int** i = 0; i < len2; ++i){

**if**(ex2[i] == '0' || ex2[i] == '1'){

            number.push(ex2[i] - '0');

        }**else** **if**(ex2[i] == '!'){

**int** now = number.top(); number.pop(); now = now ^ 1; number.push(now);

        }**else**{

**int** now1 = number.top(); number.pop();

**int** now2 = number.top(); number.pop();

**switch**(ex2[i]){

**case** '|': number.push((now1 | now2)); **break**;

**case** '&': number.push((now1 & now2)); **break**;

            }

        }

    }

**int** re = number.top(); number.pop();

**return** re;

}

1. **并查集（查询优化）**

前置数据

int fa[] //节点数组,大小等于节点数

//初始化

**for**(**int** i = 1; i <= n; ++i){

    fa[i] = i;

}

**int** getfather(**int** x){ //寻找根节点，即查操作

**return** fa[x]==x?x:fa[x]=getfather(fa[x]);

}

**void** add(**int** x,**int** y){ //连接2个节点，即并操作

    x = getfather(x); y = getfather(y);

    fa[y] = x;

**return**;

}

1. **线段树（模板HDU1166）**

O（nlogn）建立

O（logn）查询

O（logn）修改

只给出区间查询区间修改的线段树，灵活乱用就好。

//前置宏定义

#define left now<<1   //左孩子

#define right (now<<1)+1   //右孩子

#define mid ((l+r)>>1)   //分段中点

**struct** segmentTree{   //线段树节点

**int** sum;

};

**const** **int** MAXN = 1e1;   //数据长度

segmentTree tree[MAXN\*4];   //数据长度的4倍

**void** builtTree(**int** now,**int** l,**int** r){   //建树

**if**(l == r){

        tree[now].add = 0;

        tree[now].sum = data[l]; **return**;   //叶子节点赋值

    }

    builtTree(left,l,mid); builtTree(right,mid+1,r);

    tree[now].sum = tree[left].sum + tree[right].sum;   //内节点处理

    tree[now].add = 0;

**return**;

}

**void** updata(ll now,ll l,ll r,ll setl,ll setr,ll num){   //区间更新

**if**(setl <= l && setr >= r){

        tree[now].add += num;

**return**;

    }

    tree[now].sum += tree[now].add \* (r-l+1);

    tree[left].add += tree[now].add;

    tree[right].add += tree[now].add;

    tree[now].add = 0;

    tree[now].sum += (setr - setl + 1) \* num;

**if**(setl <= mid){

        updata(left,l,mid,setl,min(mid,setr),num);

    }

**if**(setr > mid){

        updata(right,mid+1,r,max(setl,mid+1),setr,num);

    }

**return**;

}

ll getSum(ll now,ll l,ll r,ll ql,ll qr){   //区间更新的区间查询

**if**(ql <= l && qr >= r){

**return** tree[now].sum + (tree[now].add\*(r-l+1));

    }

    ll ans = 0;

    ans += tree[now].add \* (qr - ql + 1);

**if**(ql <= mid){ ans += getSum(left,l,mid,ql,min(mid,qr));}

**if**(qr > mid){ ans += getSum(right,mid+1,r,max(ql,mid+1),qr);}

**return** ans;

}

【二维线段树（四叉树） （模板HDU1892）】

前置宏定义：

#define midx ((x + xx) >> 1)

#define midy ((y + yy) >> 1)

#define tl (now << 2)

#define tr ((now << 2) + 1)

#define bl ((now << 2) + 2)

#define br ((now << 2) + 3)

struct segmentTree2{

int num;

};

segmentTree2 tree[MAXN \* MAXN \* 6];

区间修改，单点查询，数字开6倍

**void** builtTree(**int** now,**int** x,**int** y,**int** xx,**int** yy){ //左上右下,主对角线

**if**(x == xx && y == yy){

        tree[now].num = 1; **return**;

    }

    builtTree(tl,x,y,midx,midy); tree[now].num = tree[tl].num; //左上

**if**(y != yy){ //右上

         builtTree(tr,x,midy + 1,midx,yy); tree[now].num += tree[tr].num;

    }

**if**(x != xx){ //左下

         builtTree(bl,midx + 1,y,xx,midy); tree[now].num += tree[bl].num;

    }

**if**(y != yy && x != xx){ //右下

        builtTree(br,midx + 1,midy + 1,xx,yy); tree[now].num += tree[br].num;

    }

}

**int** updateTree(**int** now,**int** x,**int** y,**int** xx,**int** yy,**int** setx,**int** sety,**int** num){

**int** p;

**if**(x == xx && y == yy){

**if**(num >= 0){

            p = num;

        }**else**{

            p = abs(num) <= tree[now].num ? num : -tree[now].num;

        }

        tree[now].num += p;

**return** p;

    }

**if**(setx <= midx && sety <= midy){ //左上

        p = updateTree(tl,x,y,midx,midy,setx,sety,num);

    }

**if**(y != yy && setx <= midx && sety > midy){ //右上

        p = updateTree(tr,x,midy + 1,midx,yy,setx,sety,num);

    }

**if**(x != xx && setx > midx && sety <= midy){ //左下

        p = updateTree(bl,midx + 1,y,xx,midy,setx,sety,num);

    }

**if**(y != yy && x != xx && setx > midx && sety > midy){ //右下

        p = updateTree(br,midx + 1,midy + 1,xx,yy,setx,sety,num);

    }

    tree[now].num += p;

**return** p;

}

**int** getsum(**int** now,**int** x,**int** y,**int** xx,**int** yy,**int** qx,**int** qy,**int** qxx,**int** qyy){

**if**(qx <= x && qy <= y && qxx >= xx && qyy >= yy){

**return** tree[now].num;

    }

**int** re = 0;

**if**(qx <= midx && qy <= midy){  //左上

        re += getsum(tl,x,y,midx,midy,qx,qy,min(qxx,midx),min(qyy,midy));

    }

**if**(y != yy && qx <= midx && qyy > midy){ //右上

        re += getsum(tr,x,midy + 1,midx,yy,qx,max(qy,midy + 1),min(qxx,midx),qyy);

    }

**if**(x != xx && qxx > midx && qy <= midy){  //坐下

        re += getsum(bl,midx + 1,y,xx,midy,max(qx,midx + 1),qy,qxx,min(qyy,midy));

    }

**if**(y != yy && x != xx && qxx > midx && qyy > midy){ //右下

        re += getsum(br,midx + 1,midy + 1,xx,yy,max(qx,midx + 1),max(qy,midy + 1),qxx,qyy);

    }

**return** re;

}

【可持久化线段树（主席树）】（洛谷P3834 HDU 2665）

可以保存历史数据的线段树。主要思路就是线段树修改一般只涉及部分区域，那么对涉及到的区域动态加节点维护就好了。

模板：求第k小，需要先离散化

前置数据int tcnt,rt[MAXN],rs[MAXN \* 72],ls[MAXN \* 72]; //动态开点，第i次修改的根位置，左右子树位置

segmentTree tree[MAXN \* 72]; //线段树

//建树，正常的来就行

**void** builtTree(**int** now,**int** l,**int** r){

    tcnt = max(tcnt,now);

**if**(l == r){

        tree[now].num = 0; **return**;

    }

    ls[now] = left;

    rs[now] = right;

    builtTree(left,l,mid); builtTree(right,mid + 1,r);

}

//添加修改，第一个参数是新根位，在main里要++cnt，然后lastid为在第id个历史版本上的线段树做修改

//pos为修改的位置，这里是单点修改

**void** addTree(**int** now,**int** l,**int** r,**int** lastid,**int** pos){

    tree[now].num = tree[lastid].num + 1;

**if**(l == r){ **return**;}

    ls[now] = ls[lastid];

    rs[now] = rs[lastid];

**if**(pos <= mid){

        ls[now] = ++tcnt;

        addTree(ls[now],l,mid,ls[lastid],pos);

    }**else**{

        rs[now] = ++tcnt;

        addTree(rs[now],mid + 1,r,rs[lastid],pos);

    }

}

//查询回答，区间查询的话，把2个线段树差分就好了

**int** getans(**int** now,**int** now2,**int** l,**int** r,**int** qk){

**if**(l == r){

**return** l;

    }

**int** lv = tree[ls[now]].num - tree[ls[now2]].num;

**if**(lv >= qk){

**return** getans(ls[now],ls[now2],l,mid,qk);

    }**else**{

**return** getans(rs[now],rs[now2],mid + 1,r,qk - lv);

    }

}

1. **树状数组（模板HDU1166）**

比较容易写单点查,区间增删，或者是区间查，单点增删，实质就是线段树割开了一段下来，快速动态维护前缀和

O（logn）修改

O（logn）查询

前置数据

int bit[] //节点数，从1开始才行

**int** lowbit(**int** x){

**return** x & (-x);

}

**int** getSum(**int** x){   //求1-x的区间和

**int** sum = 0;

**while**(x > 0){

        sum += bit[x]; x -= lowbit(x);

    }

**return** sum;

}

**void** bitAdd(**int** x, **int** num){   //bit[x]加上num

**while**(x <= MAXN){

        bit[x] += num; x += lowbit(x);

    }

**return**;

}

【单点查询区间修改】

比如要修改的区间为【A,B】操作为bitAdd(A,x); bitAdd(B,-x);

但是此时getSum(i)表示i该点的值了。

【求逆序对数】

记住用stable\_sort,否则会wa.

【二维树状数组 （模板HDU1892）】

**void** add(**int** x,**int** y,**int** num){

**while**(x <= 1001){

**int** nowy = y;

**while**(nowy <= 1001){

            bit[x][nowy] += num; nowy += lowbit(nowy);

        }

        x += lowbit(x);

    }

}

**int** getsum(**int** x,**int** y){

**int** re = 0;

**while**(x > 0){

**int** nowy = y;

**while**(nowy > 0){

            re += bit[x][nowy]; nowy -= lowbit(nowy);

        }

        x -= lowbit(x);

    }

**return** re;

}

**int** getans(**int** x,**int** y,**int** xx,**int** yy){

**return** getsum(xx,yy) - getsum(x - 1,yy) - getsum(xx,y - 1) + getsum(x - 1,y - 1);

}

1. **字典树**

（静态实现）

**struct** node{

**int** cnt;

**int** next[26];

};

node tree[200010];  //申请一颗长度为N的字典树

**int** len=1;  //tree[1] 为根节点,0不能使用。

//基本操作

**void** insertTree(**int** now,**char** \*str,**int** length){   //添加一个字符串

**for**(**int** i = 0; i < length; ++i){

**int** v = str[i]-'a';   //如果存的是数字修改这里

**if**(tree[now].next[v] == 0){

            tree[now].next[v] = ++len;

            tree[len].cnt = 0;

        }

        now = tree[now].next[v];

        ++tree[now].cnt;

    }

}

**int** searchTree(**int** now,**char** \*str,**int** length){   //查询一个前缀

**for**(**int** i = 0; i < length; ++i){

**int** v = str[i] - 'a';

**if**(tree[now].next[v] != 0){

            now = tree[now].next[v];

        }**else**{

**return** 0;

        }

    }

**return** tree[now].cnt;

}

【各种变形问题】

【求字符串b是多少个字符串的子串(一个字符串内算1个b)】查询函数不变，在添加字符串的时候把这个字符串的所有后缀全部存进去，如abcd你必须存abcd,bcd,cd,d.为字典树添加一个id属性，表明这些是第几个字符串加入的，因为同一个字符串只记录一个子串。只有id不相同的时候，cnt才加一。

【求N个字符串内一共存在多少个子串是字符串b(一个字符串内可能有多个b)】构造方法同上变形，唯一改变的是不加入id限制条件。

【对于某些异或的问题可以用01字典树】针对异或操作的黑科技，将一个非负正整数以2进制形式存入字典树,由于异或操作的特殊性，可以很快的根据题目需要得到一个贪心策略,只要按贪心策略向下查找即可.查询复杂度为树深。

1. **KD树**

kd树就是多维空间的区间划分树，可以求一个点跟其他点最近的那几个点。

建树复杂度是nlogn，利用nth\_element可以高效率的建立kd树。

默认情况，每一层按一维划分，如果需要有更好的效率，应该使用方差划分。

查询最近点，按这个点所处的位置直接递归，记录最优解，再回溯的过程中以最优解为半径画圆，如果和区间分解交割，那么就进入另一边子树内搜索，因此最坏复杂度仍然会变成暴力。

【静态KD树】（不支持删插）

前置数据:

int dv[4 \* MAXN],nowdv; //dv数组记录第i层以哪维划分，nowdv为辅助变量

kdtree tree[MAXN],kdans; //tree为kd树数组，ans为查询用

**struct** kdTree{    //KD树基本结构

**int** p[5];    //维度

**int** id;    //id, 辅助变量，可以不要

**double** dis;    //辅助变量，可以不要

};

**bool** kdCmp(kdTree a,kdTree b){    //kd树比较函数，用于建树

**return** a.p[nowdv] < b.p[nowdv];

}

**double** getDis(kdTree a,kdTree b){    //kd树计算距离

**double** re = 0;

**for**(**int** i = 0; i < m; ++i){

        re += (a.p[i] - b.p[i]) \* (a.p[i] - b.p[i]);

    }

    //re = sqrt(re);    //注意效率和精度问题

**return** re;

}

**int** getD(**int** l,**int** r){    //方差优化

**int** d = 0;

**double** now = -1;

**for**(**int** i = 0; i < m; ++i){    //修改维数大小

**double** ave = 0,sum = 0;

**for**(**int** j = l; j <= r; ++j){ ave += tree[j].p[i];}

        ave /= (r - l + 1) \* 1.0;

**for**(**int** j = l; j <= r; ++j){ sum += (tree[j].p[i] - ave) \* (tree[j].p[i] - ave);}

        sum /= (r - l + 1) \* 1.0;

**if**(sum > now){ now = sum; d = i;}

    }

**return** d;

}

**void** builtTree(**int** l,**int** r,**int** d){    //区间和按哪维划分（如果使用方差函数，d随意）

**if**(l > r){ **return**;}

    //d = getD(l,r);    //方差优化

    nowdv = d; dv[mid] = d;

    nth\_element(tree + l, tree + mid, tree + r + 1, kdCmp);

    builtTree(l,mid - 1,(d + 1) % m);

    builtTree(mid + 1,r,(d + 1) % m);

}

**void** searchTree(**int** l,**int** r,kdTree q){     //q为需要查询的坐标，下面代码需要改

**if**(l > r){ **return**;}

**double** nowd = getDis(tree[mid],q); tree[mid].dis = nowd;

**if**(nowd < kdans.dis && tree[mid].id != q.id){

        kdans.dis = nowd; kdans.id = tree[mid].id;

    }

**double** t = q.p[dv[mid]] - tree[mid].p[dv[mid]];

**if**(t < 0){

        searchTree(l,mid - 1,q);

//看看以该点作圆心是不是跟分界线相交，相交要到另一边,这里是因为不开根号所以t\*t

**if**(kdans.dis > t \* t){  //看看以该点作圆心是不是跟分界线相交，相交要到另一边

            searchTree(mid + 1,r,q);

        }

    }**else**{

        searchTree(mid + 1,r,q);

**if**(kdans.dis > t \* t){

            searchTree(l,mid - 1,q);

        }

    }

}

【动态KD树】（支持删插的KD树，数组要开大4倍）

**struct** kdTree{

**int** p[2],dv,id;

    ll dis;

**bool** leaf;

};

**void** builtTree(**int** now,**int** l,**int** r){

**if**(l > r){ tree[now].leaf = **true**; **return**;}

**int** d = getD(l,r); nowdv = d;

    nth\_element(a + l,a + mid,a + r + 1,kdcmp);

    tree[now] = a[mid]; tree[now].dv = d; tree[now].leaf = **false**;

    builtTree(left,l,mid - 1); builtTree(right,mid + 1,r);

}

**void** searchTree(**int** now,kdTree q){

**if**(tree[now].leaf){ **return**;}

    ll nowd = getDis(tree[now],q); tree[now].dis = nowd;

**if**(nowd < kdans.dis && tree[now].id != q.id){

        kdans.dis = nowd;

    }

    ll t = q.p[tree[now].dv] - tree[now].p[tree[now].dv];

**if**(t < 0){

        searchTree(left,q);

**if**(kdans.dis > t \* t){

            searchTree(right,q);

        }

    }**else**{

        searchTree(right,q);

**if**(kdans.dis > t \* t){

            searchTree(left,q);

        }

    }

}

【插入删除】

插入直接查这颗树到叶子，然后补上一维即可，至于按哪维划分随意。

但是不管你按哪维划分都无法使得树查询效率跟原来那么好，因此当插入大于一个阀值后，直接把数拍扁，暴力重建

1. **树链剖分（模板 洛谷P3384）**

动态的在树上对某个路径做一些操作（加减），并询问，或者是对整棵子树加减，可以使用树链剖分。

在序列上做这个操作很容易，但是在树上没办法做，实质上就是把树给分成了一条条连续的序列（链）然后简化成原来序列的问题了。

利用到了对于树的dfs序，一个节点的子树的dfs时间戳必定是一段连续的区间这个性质，来构造链。然而暴力dfs序来分链会有很多极端情况（类似于平衡二叉树要想办法平衡，KD树要想办法平均的划分）所以需要利用一些启发的信息来进行剖分，使得时间复杂度能不那么糟糕。所以树链剖分说白了就是一种特殊的dfs访问方法而已。

预处理有2步dfs，第一步求：

int fa[MAXN],sz[MAXN],hson[MAXN],dep[MAXN];

//节点父亲，子树大小，重儿子节点编号，当前节点深度

**void** tcpdfs1(**int** now){

**int** maxn = 0,maxnid = 0;

    dep[now] = dep[fa[now]] + 1;

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].to != fa[now]){

            fa[g[i].to] = now;

            tcpdfs1(g[i].to);

            sz[now] += sz[g[i].to];

**if**(sz[g[i].to] > maxn){

                maxn = sz[g[i].to]; maxnid = g[i].to;

            }

        }

    }

    ++sz[now]; hson[now] = maxnid;

}

第二步求：

int top[MAXN],id[MAXN],cid[MAXN],dlen;

//该链的链首是哪个节点，第i个点的dfs序（就是用dfs序重新编号节点），重新编号为i的节点是哪个节点，与id数组互逆，最后一个记录是dfs序号的辅助变量

**void** tcpdfs2(**int** now,**int** nowtop){

    id[now] = ++dlen; cid[dlen] = now; top[now] = nowtop;

**if**(hson[now] != 0){ tcpdfs2(hson[now],nowtop);}

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].to != fa[now] && g[i].to != hson[now]){

            tcpdfs2(g[i].to,g[i].to);

        }

    }

}

然后利用线段树（或者平衡树之类，维护重新编号的点就好了）

【基本操作：路径加减，路径和询问】

利用top数组，边向上爬，找lca，边对每条链在相应的线段树上区间加减区间求和就好了。

**void** tcpadd(**int** u,**int** v,**int** w){

    w %= p;

**while**(top[u] != top[v]){

**if**(dep[top[u]] < dep[top[v]]){ swap(u,v);}

        update(1,1,n,id[top[u]],id[u],w);

        u = fa[top[u]];

    }

**if**(dep[u] < dep[v]){ swap(u,v);}

    update(1,1,n,id[v],id[u],w);

}

**int** tcpans(**int** u,**int** v){

**int** re = 0;

**while**(top[u] != top[v]){

**if**(dep[top[u]] < dep[top[v]]){ swap(u,v);}

        re += getsum(1,1,n,id[top[u]],id[u]); re %= p;

        u = fa[top[u]];

    }

**if**(dep[u] < dep[v]){ swap(u,v);}

    re += getsum(1,1,n,id[v],id[u]); re %= p;

**return** re;

}

1. **树分治（模板poj 1741）**

大致思路就是把答案分成2部分，经过根和没经过根的，然后把经过根的用容斥什么的算出来。这个时候把树分成了好几部分（去掉根后，每个子树自己成了一棵树）每个子树的答案是独立的，而且跟子树的根是哪个点没有关系

这就使得我们可以让子树的重心当子树的根，继续递归，因为一直让重心当根的话，树就可以尽可能的平衡，是一种比较巧妙的暴力。

前置数据：链式前向星

vector<int> gp; //所有重心存在这里

int ts[MAXN]; //以i为根的子树大小

int td[MAXN],tdlen; //点分治辅助计算数组

bool tvis[MAXN]; //点分治记录已经算过答案的点,顺便分割这棵树

**int** gpdfs(**int** n,**int** fa,**int** now){ //求树的重心,n是子树大小

**int** maxs = 0; ts[now] = 0;

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].to != fa && !tvis[g[i].to]){

            ts[now] += gpdfs(n,now,g[i].to);

            maxs = max(maxs,ts[g[i].to]);

        }

    }

    ++ts[now];

    maxs = max(maxs,n - ts[now]);

**if**(maxs <= n / 2){

        gp.push\_back(now);

    }

**return** ts[now];

}

**void** getgp(**int** n,**int** st){ //求子树重心

    gp.clear(); gpdfs(n,-1,st);

}

**void** tdivdfs2(**int** fa,**int** now,**int** length){ //处理出所有经过根的路径

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].to != fa && !tvis[g[i].to]){

            tdivdfs2(now,g[i].to,length + g[i].w);

        }

    }

    td[++tdlen] = length;

}

**int** tdivdfs1(**int** fa,**int** now,**int** length){  //容斥原理

**int** re = 0;

**if**(fa == -1){

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(g[i].to != fa && !tvis[g[i].to]){

                re -= tdivdfs1(now,g[i].to,length + g[i].w);

            }

        }

    }

    tdlen = 0;

    tdivdfs2(fa,now,length);

    sort(td + 1,td + 1 + tdlen);

**for**(**int** i = 1; i <= tdlen; ++i){ //二分求答案,其实可以双指针优化到O(n)

**if**(td[i] >= k){ **break**;}

**int** pos = upper\_bound(td + i + 1,td + 1 + tdlen,k - td[i]) - td;

        re += pos - i - 1;

    }

**return** re;

}

**int** tdiv(**int** now){ //点分治

**int** re = 0;

    tvis[now] = **true**;

    re += tdivdfs1(-1,now,0);

**for**(**int** i = head[now]; i != -1; i = g[i].next){

**if**(!tvis[g[i].to]){

            getgp(ts[g[i].to],g[i].to); //第一遍dfs是找当前子树重心

**int** rt = gp[0];

            getgp(ts[g[i].to],rt); //这次dfs主要是处理出以重心为根后,这棵子树各个部分的大小(其实可以优化去掉这一句)

            re += tdiv(rt);

        }

    }

**return** re;

}

//主函数里先找一下最初的重心

**for**(**int** i = 1; i <= n; ++i){ tvis[i] = **false**;}

getgp(n,1); **int** rt = gp[0]; getgp(n,rt);

**int** ans = tdiv(rt);

1. **线性基（模板 洛谷P 3812）**

1.设线性基的异或集合中不存在0。

2.线性基的异或集合中每个元素的异或方案唯一，其实这个跟性质1是等价的。

3.线性基二进制最高位互不相同。

4.如果线性基是满的，它的异或集合为[1,2^(n−1)][1,2^(n−1)]。

5.线性基中元素互相异或，异或集合不变。

基础操作可以取若干个数异或最大值，最小值，第k大

第k大的话，先对线性基用性质3进行rebuild，如果j >i，且aj的第i位为1，那么aj异或上ai，然后从小到大把有值的线性基值给丢一个p数组里（p要0开始）。

然后根据k的二进制，如果k的那一位是1，那么就异或上那个p，最后答案就是了。

ll lb[70];

**void** lbinit(){

    memset(lb,0,**sizeof**(lb));

}

//插入一个x进入线性基

**bool** lbadd(ll x){

**for**(**int** i = 55; i >= 0; --i){

**if**((x & (1ll << i)) > 0){

**if**(lb[i] == 0){

                lb[i] = x;

**break**;

            }**else**{

                x = x ^ lb[i];

            }

        }

    }

**return** x > 0;

}

//取线性基最大值

//取最小值就是线性基最低位的值

ll getmax(){ //取线性基最大值

    ll re = 0;

**for**(**int** i = 55; i >= 0; --i){

**if**((lb[i] ^ re) > re){

            re = lb[i] ^ re;

        }

    }

**return** re;

}

1. **非几何数学**
2. **各种公式**

【对数换底公式】
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【等比数列】
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【判断闰年】

1、非整百年：能被4整除的为闰年。（如2004年就是闰年,2100年不是闰年）

2、整百年：能被400整除的是闰年。(如2000年是闰年，1900年不是闰年)

【取余和求模】

-7 Mod 4，求余是等于-3,求模是1，c/c++，java 中%为取余，而python则为取模

ll mod(ll num,ll k,ll &c){    //求模运算，c为商

**if**((num > 0 && k > 0) || (num < 0 && k < 0)){

        c = num / k; **return** num % k;

    }**else**{

        c = num / k - 1; **return** num % k + k;

    }

}

【求逆元和计算模意义下除法】

设：求a在模 p 意义下的逆元。

一、扩展欧几里得（要求gcd(a,p） = 1)

扩展欧几里得的x就是答案，但是要保证是最小正整数

return egcd(a,mod,x,y) == 1 ? ((x % mod) + mod) % mod : -1;

二、费马小定理 or 欧拉定理（要求p为素数）

逆元为a的p - 2次方，可以用快速幂求

三、通用公式（没要求，小心溢出）

ans = (a % (p \* b)) / b

四、线性递推（2 到 (p - 1）)

inv[1] = 1;

**for**(**int** i = 2; i <= n; ++i){

    inv[i] = (p - p / i) \* inv[p % i] % p;

}

【欧拉降幂】

如果指数过于庞大要使用欧拉降幂

利用扩展欧拉定理

ll phi = euler(m); b = 0;

**char** c; c = getchar(); **bool** flag = **false**;

**while**(c < '0' || c > '9'){ c = getchar();}

**while**(c >= '0' && c <= '9'){

    b \*= 10; b += c - '0';

**if**(b >= phi){ b %= phi; flag = **true**;}

    c = getchar();

}

//printf("%c\n",c);

**if**(flag){ b += phi;}

ll ans = quickpow(a,b);
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【切比雪夫距离和曼哈顿距离转化】

将一个点(x,y)的坐标变为 ![\large (x+y ,x-y)](data:image/gif;base64,R0lGODlhewAXALMAAP///wAAANzc3Lq6uoiIiERERFRUVBAQEKqqqjIyMnZ2dmZmZpiYmCIiIszMzO7u7iH5BAEAAAAALAAAAAB7ABcAAAT+EEggpr046827/yDnaAMRnmiqrpmjYELBznRdE8xVVHbv/5rEYzKQ/RDApI9hmBgGv0dCSa0dhoADUFrtrgo5xBSDMzgEBMICxP0o3hbwp3xOr4Hv10Q+ITQVdxZ6Dg1rDAE8HW0dLwIBWI5QjBKEhog/jY8SkRYDWgYmFggjAA4BSAI5H4sbDyYEAROHHqOUpxSqPa4AsLKxFo4AfES+KawaPAVNEgtjHJIAs0rJywDNFw+PDUgaBkYcCg3i4wHj49AW2dwADXog3h7m8uattxLtGIgJuRgHoSfHNiD4BSAbOg/+ugycYDDfgwL/LnCixMZZh2sSFoaYWCoJRgC5GtPFWuBOAoMhsLDUWmWRg4FqHyVguXCSlyaQpH68nBBzkxY/nQJAWaBpV0UQBIyYKnlAy4UBQq0Vjegjqa2SGac4cCpzAYEXCBYw4Och4AYDJA+hS9AgUdevIMWS1Zk26gWvEg64rWG2A4MGGBzk9OLhb4YEPBRQrRHIpbMD62QRdjwBMgxnDwBPvtBAFcQMizff8xx6QWQcool8XTB4QuTUqgG13vTNyV7YuG0UmGkhdO7fKRi4jQAAOw==) 后,原坐标系中的曼哈顿距离 == 新坐标系中的切比雪夫距离

将一个点(x,y)的坐标变为  ![\large ( \frac{x+y}{2} ,\frac{x-y}{2})](data:image/gif;base64,R0lGODlhgwArALMAAP///wAAANzc3Lq6uoiIiERERFRUVBAQEKqqqjIyMnZ2dmZmZpiYmCIiIszMzO7u7iH5BAEAAAAALAAAAACDACsAAAT+EMhJq70V4c27/2AojtSTkGiqrqxltnAsWwRjOAJBLN8LKkBKgTGq3XK7GQCoEBJRTYCjwWMEBB6fpykIPCTdgSg6rV5lXC84ICYhHBJHQCN4drScBwFACEysIm9xcwB1Mnp8fhKAKG0AjCF4G1gABQYTCychjpAzlJaYmisGBR0KDaipAampjhUPhBINUSSkHqy4rBiwGrK0Kgd7IpIcCIoAsK4iwUoUxhPJLGETcFmiHpkTzyjTcUrZEtsoDF99XwCC1iEGlxLgIeSJ5+ky7KEilAADbAALaog9rnUgUEpKgF8e9onx9wXgDIKDEErBMEAYsgUEmiBYwMCOunX+CxRYUXYHo0aOHmcYCDnSggOJAgrGIPaBQYNmOG1iqFGhQL4YPD4YEHWgF04WQycU3ZDgnD6ZRzk0eFLAYlQVUyVU5WBjggGSVytUVLCgWlgVY8t6OHDuwNm3cEMMQScwrt27fC6Rxcv37gC3Bqz2HRy1S6WUhBPPgPWggdEJASJLnky5suXLmCmDyMy5s2fNFa4kQKy4dAsvW02rbgGrn8TV0GB3EOCWQDvZFA64xY0BwQkHu3lLSNDgp3B3wg4YX/GAbIECYFM4MAuj+YLn0VUkoKRAsIoHC87tez1ucXgJ42UIENU4hgKn/QJQV+F9xXsK/uarWPCYZwtUFOx+U98Ij8EA4AQCwhCTBQYsR0ICwRkU1GoQUiDHhCsUAN8EA65gTIeqfdgCAw4eZYAaxwFw4oYpykEabC6maEFWMtIoo1cgqhbYjRTocKOPPIZj1YuKITCkjA5YlQNuSVKw5HECULHAlJlkN1iUVE6ZgJWlNWBZiYR5WRmYKkQAADs=)  后,原坐标系中的切比雪夫距离 == 新坐标系中的曼哈顿距离
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【前缀和和差分（模板：HDU 6514）】

（一维前缀和）略

（一维差分）略

（二维前缀和）

pre[i][j] = pre[i][j - 1] + pre[i - 1][j] - pre[i - 1][j - 1] + a[i][j];

或：a[i][j] += a[i][j - 1] + a[i - 1][j] - a[i - 1][j - 1];

（二维差分）假设修改的范围左上角是（x,y）右下角是（xx,yy）

sub[x][y] += num; sub[x][yy + 1] -= num; sub[xx + 1][y] -= num; sub[xx + 1][yy + 1] +=num;

【约瑟夫环】

//a为出队顺序

**for**(**int** i = 1; i <= n; ++i){

**int** p = i \* m;

**while**(p > n){ p = p - n + (p - n - 1) / (m - 1);}

    a[p] = i;

**if**(i == 1){ pos = p;}

}

//最后一个谁出队

#include <stdio.h>

**int** main(**void**)

{

**int** n,m,i,s,k;

    //freopen("E://input.txt","r",stdin);

**while** (~scanf("%d%d%d",&n,&m,&k)&&(n+m+k))

    {   //n人数,m间隔数,k起始点

        s=0;

**for** (i=2; i<=n-1; i++)

            s=(s+m)%i;

        printf ("%d/n", (s+k)%n+1);

    }

**return** 0 ;

}

1. **基础结构**

**struct** Matrix{   //矩阵类

**int** n,m;

**int** data[MAXN][MAXN];

};

1. **基础函数**
2. 【快速幂和快速乘法】

快速乘法好像网上又叫龟速乘？算了，叫啥没啥区别。

ll quickPow(ll n,ll m){  //快速幂

    ll re = 1;

**while**(m != 0){

**if**((m&1) == 1){re = re \* n;}

        n = n \* n; m = m >> 1;

    }

**return** re;

}

ll quickMul(ll a,ll b){   //快速乘法,主要可以用来防溢出

    ll re = 0;

**while**(b != 0){

**if**((b & 1) == 1){

            re += a;

        }

        a = a << 1;

        b = b >> 1;

    }

**return** re;

}

1. 【排列数和组合数】

ll A(ll n, ll m){   //排列数

**if**(m > n)**return** 0;

    ll re = 1,i;

**for**(i = 1; i <= m; ++i){

        re \*= n-i+1;

    }

**return** re;

}

ll C(ll n, ll m){   //组合数

**if**(m > n)**return** 0;

    ll re = 1, i;

**if**(m>(n-m))m = n - m;

**for**(i = 1; i <= m; ++i){

        re = re\*(i+(n-m))/i;

    }

**return** re;

}

1. 【最小公约数和公倍数】

**int** gcd(**int** n,**int** m){  //求n和m的最大公约数

**return** n%m?gcd(m,n%m):m;

}

前置函数【gcd】

**int** lcm(**int** n,**int** m){  //求n和m的最小公倍数

**return** n/gcd(n,m)\*m;

}

1. 【矩阵乘法和矩阵快速幂】

例子：f(n)=a\*f(n-1)+b\*f(n-2)+c；（a,b,c是常数） 前面矩阵记mb后面为ma

**![https://img-blog.csdn.net/20160728212613431?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQv/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/gif;base64,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)**

下面模板是要把ma转置一下,然后ma矩乘mb的n次

前置结构【Matrix】

Matrix MatrixMul(Matrix a, Matrix b){  //矩阵乘法

    Matrix re;

**if**(a.m != b.n){

        printf("error\n");

**return** re;

    }

    memset(re.data,0,**sizeof**(re.data));

    re.n = a.n; re.m = b.m;

**for**(**int** i = 1; i <= a.n; ++i){

**for**(**int** j = 1; j <= a.m; ++j){

**if**(a.data[i][j] == 0){

**continue**;

            }

**for**(**int** k = 1; k <= b.m; ++k){

                re.data[i][k] += (a.data[i][j] % MOD \* b.data[j][k] % MOD) % MOD;

                re.data[i][k] %= MOD;

            }

        }

    }

**return** re;

}

前置结构【Matrix】

前置函数【matMul】

Matrix MatrixPow(Matrix a,**int** b){

    Matrix re;

**if**(a.n != a.m){

        printf("error2\n"); **return** re;

    }

    re.n = re.m = a.n; memset(re.data,0,**sizeof**(re.data));

**for**(**int** i = 1; i <= re.n; ++i){

        re.data[i][i] = 1;

    }

**while**(b != 0){

**if**((b & 1) == 1){ re = MatrixMul(re,a); }

        a = MatrixMul(a,a); b = b >> 1;

    }

**return** re;

}

//矩阵快速幂方便输入

**void** inputMat(**int** n,**int** m,Matrix &a,ll \*b){

    a.n = n; a.m = m;

**for**(**int** i = 1; i <= n; ++i){

**for**(**int** j = 1; j <= m; ++j){

            a.data[i][j] = \*(b + (i - 1) \* m + (j - 1));

        }

    }

}

**void** init(){

    ll pt[1][7] = {b,a,16,8,4,2,1};

    inputMat(1,7,ma,\*pt);

    ll pt2[7][7] = {1,1,0,0,0,0,0,

                    2,0,0,0,0,0,0,

                    1,0,1,0,0,0,0,

                    4,0,4,1,0,0,0,

                    6,0,6,3,1,0,0,

                    4,0,4,3,2,1,0,

                    1,0,1,1,1,1,1,};

    inputMat(7,7,mb,\*pt2);

}

1. 【求1-n有多少数字和k不互素】

（n – getNum(n)就是该范围内与k互素的数字个数）

前置数据：vector<ll> sushu; //存放k的所有素因子

ll getNum(ll n){    //求1-n有多少数字和k不互素（容斥原理）

    ll len = 1 << sushu.size();

    ll re = 0;

**if**(n == 0){ **return** 0;}

**for**(**int** i = 1; i < len; ++i){

        ll sum = 0;

        ll now = 1;

**for**(**int** j = 0; j < sushu.size(); ++j){

**if**((1<<(j))&i){

                ++sum; now \*= sushu[j];

            }

        }

        sum&1?re+=n/now:re-=n/now;

    }

**return** re;

}

1. 【基姆拉尔森公式】

/\*基姆拉尔森计算公式：W= (d+2\*m+3\*(m+1)/5+y+y/4-y/100+y/400)%7

在公式中d表示日期中的日数，m表示月份数，y表示年数。

注意：在公式中有个与其他公式不同的地方：

把一月和二月看成是上一年的十三月和十四月，例：如果是2004-1-10则换算成：2003-13-10来代入公式计算。

并且这个公式中的d表示日期+1，w就直接是周几（0 - 6）。\*/

**int** getDate(**int** y,**int** m,**int** d){

**if**(m == 1 || m == 2){

        m += 12; y--;

    }

**return** (d + 1 + 2 \* m + 3 \* (m + 1) / 5 + y + y / 4 - y / 100 + y / 400) % 7;

}

1. 【求单个欧拉函数】

**int** euler(**int** x){   //求一个数的欧拉函数值

**int** re,a,i;

    re = x; a = x; //初始化

**for**(i = 2; i \* i <= a; ++i){

**if**(a % i == 0){ //如果是a的一个因子

            re = re / i \* (i - 1); //根据定义更新答案

        }

**while**(a % i == 0){ //让a除去这个所有的i因子

            a /= i;

        }

    }

**if**(a > 1){ //如果剩下的仍然是这个因子

        re = re / a \* (a-1); //继续更新

    }

**return** re; //返回答案

}

1. 【素数，欧拉函数，莫比乌斯函数】

前置数据 vector<int> pnum; //存储所有素数

bool sushu[MAXN]; //标记第i个数是不是素数

phi[MAXN]; //标记第i个数的欧拉函数

**void** prime(**bool** sushu[],**int** n){

**for**(**int** i = 2; i <= n; ++i){

        //mu[i] = 0;

        sushu[i] = **true**;

    }

    sushu[1] = **false**; pnum.clear();

    //phi[1] = 1;

    //mu[1] = 1;

**for**(**int** i = 2; i <= n; ++i){

**if**(sushu[i]){

            pnum.push\_back(i);

            //phi[i] = i - 1;

            //mu[i] = -1;

        }

**for**(**int** j = 0; j < pnum.size(),pnum[j] \* i <= n; ++j){

**int** now = pnum[j] \* i;

            sushu[now] = **false**;

**if**(i % pnum[j] == 0){

                //phi[now] = phi[i] \* pnum[j];

**break**;

            }**else**{

                //phi[now] = phi[i] \* (pnum[j] - 1);

                //mu[now] = -mu[i];

            }

        }

    }

**return**;

}

欧拉公式的延伸：一个数的与其互质的数(<n)的总和是euler(n)\*n/2

当n为奇数时，有φ（2\*n） = φ（n）。

当n为偶数时，有φ（2\*n） = 2φ（n）
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莫比乌斯反演（2种形式）：
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poj3904：求存在几个四元组的gcd为1

F（n）为四元组gcd为n的倍数的个数，f（n）为四元组gcd为n的个数

1. **较复杂算法**
2. 【Berlekamp\_Massey】

const double EPS = 1e-8;

int bm[10] = {0,1,3,7,15,31,63};

int bmlen;

double bmAns[10],sup[10],last[10]; //sup和last为辅助数组

（有问题，尽量先别用，要用尽量给超过10项）

（不取模版本）

**void** Berlekamp\_Massey(**int** n){

**int** fail = 1,suplen,lastlen;

**double** mul,d,lastd;

    bmlen = 0; suplen = 0; lastlen = 0;

**for**(**int** i = 1; i <= n; ++i){

**if**(i == 1){

            bmAns[++bmlen] = 0; lastd = bm[i];

**continue**;

        }

**double** now = 0;

**for**(**int** j = 1; j <= bmlen; ++j){ now += bm[i - j] \* bmAns[j];}

        d = bm[i] - now;

**if**(fabs(d) < EPS){ **continue**;}

        mul = 1.0 \* d / lastd; suplen = i - fail + lastlen;

**for**(**int** j = 1; j <= i - fail - 1; ++j){ sup[j] = 0;}

        sup[i - fail] = mul;

**for**(**int** j = i - fail + 1; j <= suplen; ++j){ sup[j] = -mul \* last[j - i + fail];}

**for**(**int** j = 1; j <= bmlen; ++j){ last[j] = bmAns[j]; lastlen = bmlen;}

**for**(**int** j = 1; j <= suplen; ++j){ bmAns[j] += sup[j];} bmlen = suplen;

        fail = i; lastd = d;

    }

}

（对素数取模版本，不存在负数）

求可能存在的线性递推式，可以用来打表找规律之类的，复杂度O（n^2）

//对素数取模数版本

**const** **int** MOD = 1e9 + 7;

ll bm[10] = {0,1,3,7,15,31,63};

ll bmlen;

ll bmAns[10],sup[10],last[10];    //sup和last为辅助数组

//bmAns为递推式，bmlen为递推式长度，n为数列长度

ll quickPow(ll n,ll m){  //快速幂

    ll re = 1;

**while**(m != 0){

**if**((m & 1) == 1){re = re \* n; re %= MOD;}

        n = n \* n; m = m >> 1; n %= MOD;

    }

**return** re % MOD;

}

**void** Berlekamp\_Massey(**int** n){

    ll fail = 1,suplen,lastlen;

    ll mul,d,lastd;

    bmlen = 0; suplen = 0; lastlen = 0;

**for**(**int** i = 1; i <= n; ++i){

**if**(i == 1){

            bmAns[++bmlen] = 0; lastd = bm[i];

**continue**;

        }

        ll now = 0;

**for**(**int** j = 1; j <= bmlen; ++j){ now += (bm[i - j] \* bmAns[j]) % MOD; now %= MOD;}

        d = bm[i] - now; **if**(d < 0){ d += MOD;}

**if**(d == 0){ **continue**;}

        mul = (d \* quickPow(lastd,MOD - 2)) % MOD; suplen = i - fail + lastlen;

**for**(**int** j = 1; j <= i - fail - 1; ++j){ sup[j] = 0;}

        sup[i - fail] = mul;

**for**(**int** j = i - fail + 1; j <= suplen; ++j){

            sup[j] = (-mul \* last[j - i + fail]) % MOD;

**if**(sup[j] < 0){sup[j] += MOD;}    //如果不允许出现负数就用这个

        }

**for**(**int** j = 1; j <= bmlen; ++j){ last[j] = bmAns[j]; lastlen = bmlen;}

**for**(**int** j = 1; j <= suplen; ++j){ bmAns[j] = (bmAns[j] + sup[j]) % MOD;} bmlen = suplen;

        fail = i; lastd = d;

    }

}

1. 【扩展欧几里得算法】

可以用来求取 e \* d ≡ 1 （mod  p） 同余方程

上式等价与 ed + py = 1

此式中的y是我们不需要的.

x0和y0为方程ax + by = gcd(a,b)的一组特解,返回值为gcd(a,b);

通解为

x = x0 + (b / gcd) \* t

y = y0 - (a / gcd) \* t

**int** egcd(**int** a,**int** b,**int** &x,**int** &y){  //扩展欧几里得算法，x和y为x0，y0

**if**(b == 0){

        x = 1; y = 0;

**return** a;

    }

**int** re = egcd(b,a%b,x,y);

**int** t = x; x = y; y = t - a/b\*y;

**return** re;

}

1. 【FFT快速傅里叶变换 （模板 洛谷P3803）】

快速求2个多项式的乘法。

多项式由系数表示法转为点值表示法的过程，就成为DFT；

相对地，把一个多项式的点值表示法转化为系数表示法的过程，就是IDFT。

原理：利用分治O（logn）快速解一个多项式

![\\G(x)= a_{0}+ a_{2}x +a_{4}x^2+ a_{6}x^3 \\ H(x) = a_{1}+ a_{3}x+ a_{5}x^2+ a_{7}x^3\\](data:image/gif;base64,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)

G（x）为偶次，H（x）为奇数次

![f(x) = G(x^2) + x*H(x^2)](data:image/gif;base64,R0lGODlhyQAUALMAAP///wAAAO7u7mZmZoiIiERERKqqqiIiInZ2djIyMrq6upiYmBAQEMzMzFRUVNzc3CH5BAEAAAAALAAAAADJABQAAAT+EMhJq7046827IcjQjWRpnl94rmzbCoTkIG5tu7BM4wu3CLdXT6NISBbGIzDIXAmGmeIxCfidRByBo3ntPCQqiZZLHmE3X0AYMMYIBoQzgNAYKWJlAWKGQAgaUHQlB2kSd2U3CAcBAwZsCAyMChOCJIQUhxcFBgZyVB2fTIp1E5CkAKEbDpMVqYgrCVsUB3KoJasWrgIBSxMLUB0Ejk0FBRYPDL7AG4KFEsI+rK8XAcC7w0fLGs0V0BUGBxYFzhwNskED4Rdn4yOcAg94E+bRTTtEvBQL+RPtHgbw5EmgN0HPgQQIpAFI9m1BQgMLHDhjeENBAGwZKE6A+DDigwf+AUIGuDdBI4YFCjFwVABRIgZ1GhRVcABTgkkAK1t+FDnSws0C2kwq+ILMEYNTAAIwKXDzglCiDIwixaB0A8oNQwEUXTh1BoAtC4xhSICwT5+eFJ5qjcqVQ9W0Ux/UxGmoKYADvSgMcMC3r1+SEwKILeUgQQE8cr/VHZT3wlUNwxTYfdaXQOOCARSC1Dw38uQLeCnsOjaX8MvLLNBWCCAv8YU9jC3s7Uv2bwbY2w74yWCA35G3ElxbwD0i9AQFpQXYTaDNJhMGgAFYPKV8bPOM9UBdr3KgwYAGCDEMCFW4QvULzEuYJHAu7YVdaVLane3XtuxUA4AvfB8gfofPR6Te5EZ/hljAShICSqBbBdD5xJ9/HJjkgED9FCJZFVU14AxBQSx4XHkU+CNdMvsMRM4FHGbwGAYXlgiAhthlsBkFM1YgYosZnmhBincl+Ms8jTRgAAIGpOQNE+whQAABk1D440BBDllkMBidlCCQBghJ5JVi3JaAYI7o8SUu+kDhXZZScknBkRLoV9BgoEyTgQBwsuCKBSvKaQKdNlABhAJ1UoDAVFFsJ+egLihgaEF6toBoC4qW5JCatbhRaaMTXDrCG5jKqWkHnJayAIUWPOEDap2auoIVnb6i6gmsAhABADs=)

![](data:image/png;base64,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)

代入k = 1就是单位复根

先求答案的长度小于的最近的2的幂次（长度包括0次项）

再把系数存a和b里（记得补长），然后分别做DFT。

然后c为a乘以b

最后对c做IDFT，实部为答案，注意对精度处理一下再用。

前置数据：complex<double> a[4 \* MAXN],b[4 \* MAXN],c[4 \* MAXN];

**void** fft\_change(complex<**double**> y[],**int** len){ //颠倒二进制

**int** i,j,k; j = len / 2;

**for**(**int** i = 1; i < len - 1; ++i){

**if**(i < j){ swap(y[i],y[j]);}

        k = len / 2;

**while**(j >= k){

            j -= k;

            k >>= 1;

        }

        j += k;

    }

}

//flag为1时是DFT,-1是IDFT

//len必须是2的幂次

**void** fft(complex<**double**> y[],**int** len,**int** flag){

    fft\_change(y,len);

**for**(**int** s = 2; s <= len; s \*= 2){ //合并长度

        complex<**double**> wn = {cos(flag \* 2 \* PI / s),sin(flag \* 2 \* PI / s)};

**for**(**int** j = 0; j < len; j += s){  //蝶形运算

            complex<**double**> w = {1,0};

**for**(**int** k = j; k < j + s / 2; ++k){

                complex<**double**> a = y[k];

                complex<**double**> b = w \* y[k + s / 2];

                y[k] = a + b;

                y[k + s / 2] = a - b;

                w \*= wn;

            }

        }

    }

**if**(flag == -1){

**for**(**int** i = 0; i < len; ++i){

            y[i].real(y[i].real() / (1.0 \* len));

        }

    }

}

**int** main(){

    //n,m为自多项式的长度,包括0次项,anslen为答案长度

    scanf("%d%d",&n,&m); anslen = 1;

    ++n; ++m;

**while**(anslen <= n + m - 1){ //求最小的2的幂次使得其比答案的最长长度要长（可改）

        anslen \*= 2;

    }

**for**(**int** i = 0; i < n; ++i){

**double** num; scanf("%lf",&num);

        a[i].real(num); a[i].imag(0);

    }

**for**(**int** i = n; i < anslen; ++i){ a[i].real(0),a[i].imag(0);} //多余位补0

**for**(**int** i = 0; i < m; ++i){

**double** num; scanf("%lf",&num);

        b[i].real(num); b[i].imag(0);

    }

**for**(**int** i = m; i < anslen; ++i){ b[i].real(0); b[i].imag(0);} //多余位补0

    fft(a,anslen,1); fft(b,anslen,1);

**for**(**int** i = 0; i < anslen; ++i){

        c[i] = a[i] \* b[i];

    }

    fft(c,anslen,-1);

**for**(**int** i = 0; i < n + m - 1; ++i){

        //系数非整数时记得改精度

**int** p = (**int**)(c[i].real() + 0.5);

        printf("%d ",p);

    }

    printf("\n");

**return** 0;

}

1. 【NTT快速数论变换 】
2. 【FWT快速沃尔什变换（模板 洛谷P4717）】

多项式乘法是快速求这个（FFT解决这个问题）
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但是如果现在指数不是相加，而是进行位运算，就要用FWT
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应用是类似母函数问题上，比如集合A集合B，2个分别取一个异或的答案集合C，直接暴力枚举是平方级复杂度，可以套FWT降低到nlogn

原理类似FFT，只是分治的时候按前后分半（所以长度也要预处理成2的幂次）

不同运算的公式不同的，直接抄公式就好了。

前置数据:y[MAXN]; //系数数组

//快速沃尔什变换

//ope 1:and 2:or 3:xor

//flag:1是正变换，-1是负变换

**inline** **void** fwt(**int** y[],**int** len,**int** flag,**int** ope){

**for**(**int** s = 2; s <= len; s \*= 2){ //合并长度

**for**(**int** j = 0; j < len; j += s){  //蝶形运算

**for**(**int** k = j; k < j + s / 2; ++k){

**int** a = y[k];

**int** b = y[k + s / 2];

**if**(flag == 1){

**switch**(ope){

**case** 1: y[k] += b; md(y[k]); **break**;

**case** 2: y[k + s / 2] += a; md(y[k + s / 2]); **break**;

**case** 3: y[k] = a + b; y[k + s / 2] = a - b; md(y[k]); md(y[k + s / 2]); **break**;

                    }

                }**else**{

**switch**(ope){

**case** 1: y[k] -= b; md(y[k]); **break**;

**case** 2: y[k + s / 2] -= a; md(y[k + s / 2]); **break**;

**case** 3: y[k] = a + b; md(y[k]);

                                y[k] = (1ll \* y[k] \* INV) % MOD;

                                y[k + s / 2] = (a - b);  md(y[k + s / 2]);

                                y[k + s / 2] = (1ll \* y[k + s / 2] \* INV) % MOD; **break**;

                        //\*INV是2在模p意义下的逆元，如果不需要取余可以直接/2

                    }

                }

            }

        }

    }

}

同或运算的FWT：

![](data:image/png;base64,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)

1. **博弈问题**
2. 【巴什博弈(Bash Game)】

只有一堆n个物品，两个人从轮流中取出（1~m）个；最后取光者胜。

解：当前n = k \* (m + 1)时必败

//从n个里面取,每次可以取1-m个,先手必胜。

**bool** bash\_game(**int** n,**int** m){

**return** (n % (m + 1) != 0);

}

1. 【尼姆博弈(Nimm Game)】

有n堆各若干个物品，两个人轮流从某一堆取任意多的物品，规定每次至少取一个，多者不限，最后取光者得胜

解：如果把n堆抽象为n个非负整数,再将n个整数转化为二进制,然后对n个二进制数按位相加(不进位，就是异或),若每一位相加都为偶数,

那么称这个状态为偶状态 , 否则称它为奇状态.

偶状态必败。

前置数据：f[MAXN]; //每堆物品的数量

//从n堆物品里,每次取1 - 任意件,取完的胜利

**bool** nimm\_game(**int** n){

**int** flag = 0;

**for**(**int** i = 1; i <= n; ++i)

    flag ^= f[i];

**return** flag > 0;

}

1. 【威佐夫博奕（Wythoff Game）】

有两堆各若干个物品，两个人轮流从某一堆或同时从两堆中取同样多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

**bool** wythoff\_game(**int** n){

**if**(a > b){ swap(a,b);}

**double** k = (sqrt(5.0) - 1.0) / 2.0;

**int** j = a \* k;

**if**(a != j \* (**int**)(k + 1)){

        j++;

**if**(a+j==b){

**return** **false**;

        }**else**{

**return** **true**;

        }

    }

}

1. 【Sprague-Grundy定理（SG定理）】

必胜点和必败点的概念：

P点：必败点，换而言之，就是谁处于此位置，则在双方操作正确的情况下必败。

N点：必胜点，处于此情况下，双方操作均正确的情况下必胜。

必胜点和必败点的性质：

1、所有终结点是 必败点 P 。（我们以此为基本前提进行推理，换句话说，我们以此为假设）

2、从任何必胜点N 操作，至少有一种方式可以进入必败点 P。

3、无论如何操作，必败点P 都只能进入 必胜点 N。

SG函数：

首先定义mex(minimal excludant)运算，这是施加于一个集合的运算，表示最小的不属于这个集合的非负整数。例如mex{0,1,2,4}=3、mex{2,3,5}=0、mex{}=0。

对于任意状态 x ， 定义 SG(x) = mex(S),其中 S 是 x 后继状态的SG函数值的集合。如 x 有三个后继状态分别为 SG(a),SG(b),SG(c)，那么SG(x) = mex{SG(a),SG(b),SG(c)}。 这样 集合S 的终态必然是空集，所以SG函数的终态为 SG(x) = 0,当且仅当 x 为必败点P时。

**【实例】取石子问题**

有1堆n个的石子，每次只能取{ 1, 3, 4 }个石子，先取完石子者胜利，那么各个数的SG值为多少？

SG[0]=0，f[]={1,3,4},

x=1 时，可以取走1 - f{1}个石子，剩余{0}个，所以 SG[1] = mex{ SG[0] }= mex{0} = 1;

x=2 时，可以取走2 - f{1}个石子，剩余{1}个，所以 SG[2] = mex{ SG[1] }= mex{1} = 0;

x=3 时，可以取走3 - f{1,3}个石子，剩余{2,0}个，所以 SG[3] = mex{SG[2],SG[0]} = mex{0,0} =1;

x=4 时，可以取走4-  f{1,3,4}个石子，剩余{3,1,0}个，所以 SG[4] = mex{SG[3],SG[1],SG[0]} = mex{1,1,0} = 2;

x=5 时，可以取走5 - f{1,3,4}个石子，剩余{4,2,1}个，所以SG[5] = mex{SG[4],SG[2],SG[1]} =mex{2,0,1} = 3;

1. **组合数学**
2. 【经典数列或者公式】

【有无限重复元素的排列问题】

字母总数!/(各个相同字母的数量!)

11!/1! \* 4! \* 4! \* 2!

【有无限重复元素的组合问题】

前置函数：C

ll Cr(ll n, ll m){  //n个元素取m件组合(m可以大于N)

**return** C(n+m-1,m);

}

【环排列问题】

ll cp(ll n,ll m){   //n取m个进行环排列

**return** A(n,m)/m;

}

【环形染色问题】

前置函数：quickPow

ll cr(ll n,ll m){   //环形染色问题,n块,m色

**return** n%2==0?(quickPow((m-1),n) + (m-1)):(quickPow((m-1),n) - (m-1));

}

【全错位排序】

**void** cuopai(ll a[],ll n){   //全错位排列

    ll i;

    a[1] = 0; a[2] = 1; a[3] = 2;

**for**(i = 4; i <= n; ++i){

        a[i] = (i-1)\*(a[i-1]+a[i-2]);

    }

}

【卡特兰数列】

数列前n项：

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |
| 1 | 1 | 2 | 5 | 14 | 42 | 132 | 429 | 1430 | 4862 |

令h(0)=1,h(1)=1，catalan数满足递推式

h(n)= h(0)\*h(n-1)+h(1)\*h(n-2) + ... + h(n-1)h(0) (n>=2)

另类递推式：

h(n)=h(n-1)\*(4\*n-2)/(n+1);

ll catalan(ll a[],ll n){   //生成卡特兰数列

    a[0] = 1; a[1] = 1; a[2] = 2;

**for**(ll i = 3; i <= n; ++i){

        a[i] = a[i-1] \* (4\*i-2)/(i+1);

    }

}

【斐波那契数列】

略

【Bell数】

B(n)是包含n个元素的集合的划分方法的数目

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | … |  |  |
| 1 | 1 | 2 | 5 | 15 | 52 | 203 | … |  |  |

递推公式为，  
B(0) = 1,  
B(n+1) = Sum(0,n) C(n,k)B(k). n = 1,2,...  
其中，Sum(0,n)表示对k从0到n求和，C(n,k) = n!/[k!(n-k)!]

【Stirling数】

第一类Stirling数是有正负的，其绝对值是包含n个元素的集合分作k个环排列的方法数目。

递推公式为， S(n,0) = 0, S(1,1) = 1. S(n+1,k) = S(n,k-1) + nS(n,k)。
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第二类Stirling数是把包含n个元素的集合划分为正好k个非空子集的方法的数目。

递推公式为， S(n,n) = S(n,1) = 1, S(n,k) = S(n-1,k-1) + kS(n-1,k).
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【鸽笼原理】 n个物品放进n-1个盒子内,必有一个盒子内物品数目大于1.

【强化鸽笼原理】p1 p2 p3….pn个物品放进n个盒子内,必有盒子ki内物品大于pi

等价于【平均原理】

【ramsey定理】6个点,一定存在3个点互相连通或者3个点互相不连通（可推广）

1. 【生成函数】

可以求很多组合问题，可以利用FFT优化计算复杂度

【普通型函数】

![https://gss2.bdstatic.com/-fo3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D291/sign=ed15efd901b30f24319aeb0af994d192/b21c8701a18b87d6b1e3efa7090828381e30fde1.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASMAAAAVBAMAAAD/WpUaAAAAMFBMVEX///9QUFAEBARiYmJAQECenp4WFhbm5uaKiorMzMy2trYMDAwiIiIwMDB0dHQAAAByK32CAAAAAXRSTlMAQObYZgAAA0hJREFUSA3llE9oE0EUxr80iUk2aRLxoJeqLAgKUgNVRBSMICIoGBV6UlIqKCrCWtSDBRsVPNQ/hKKeCl2kWPBfA/WiFJuiUrEXq4cWvUSx4MHSItQWherMm5nNprtrg0gvTsjOvN/75puXl0mAfzZurzdcvTr7XfFiwOWxtOsxyWjJlS8CzIeL7qfUmu58ARqhvHguIPVMx5PuqQZ3XEnDTY15i0wM95vYTGG8TK109YuY+12KX01V4XH21V1re2cO50paUuwqVrHZU7LJIxOc8kjYcfB4VIWhp0AwEzNF/FLhv5iDXs3QClW4+ZIPlao2DYSMFhl+VrhivlgRiSAs+1pO3UQPC5y85Cs5uFMVMxvy0quLFl+B2kJ4He5Iyif/LtZAGqKkjSdNHpFOHa00H3ApP/AzxdLiMDuvW8m3VRYhI5vlEuzgMj6203MnMF6/P4c2A2jWdb3I6O7IFOUAKimQ66KQdOoIqYkfGF8hteIwLy5FssB5liq5hxaD7LmXfciEqTi0IvufWTbKYyrpAa4BGRZxnSyJayLNQ0DgOWd8UEnEh4sOTgpLBbLkobBU2bdA99HSERb2sneCnylGbS6W9OWuAx36Bn0NMIZBnCmwHNdFdP2bngFpjBeANiU22TmeObgQqd1kSYhblscqtjwF/iGzZkWXEsZkpsZo40rq0kx8GvTb4TrZDa6J8O4Ff3DGB3WJc+C9gwuJUoFb0hCWKptNAfVgdylUl2Ql5a271KJNsoISBhPykkKrH81QSaSTR3MN8BE4PaL8qCTi/pSDK5EonCyvBI+Lo60cYnPQprENkcMX1qboS5G53hvZ9i6qkUrSZsdnTdYloZMlcQ0whFujny7LbVQS8S99Dt6a4y+mFDeOWfYcaj+mLKHS+74PDKED/id4DExIYzZFU42mrUvoC57gXRI6aco18GewNR9Ny510GHFkHbwlw19MSSqybMwXlCWs9D2TnZ8XjmPSWE41RmsFoLtUQVhwcD5Q8X21+NO8VHvjng6z752PJnpaj0CJbrYVu5UUSWuGJbAt4qC/SBtxXb72b3HlQJp4ODMv/U5wRbvn1Ko8R3/1lQPbyjdSskWey6ZA0iN3nnjQI/u/498THOi9/VqyvAAAAABJRU5ErkJggg==)

例：有重量为1,3,5（克）的砝码个两个，问：

(1)可以称出多少种不同重量的物品？

(2)若要称出重量为7克的物品，所使用的法码有多少种本质不同的情况？

第一问：

设（普通型）生成函数

![G(x)=(1+x+x^2)(1+x^3+x^6)(1+x^5+x^{10})](data:image/gif;base64,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)

其中，1 表示不用重量为 1克的砝码，  x表示使用 1个重量为 1克的砝码，....以此类推、

展开为

![G(x)=1+x+x^2+x^3+x^4+2x^5+2x^6+2x^7+...+x^{18}](data:image/gif;base64,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)

因此，可以称出19种不同重量的物品

第二问：

由第一问的展开式可知答案为 2

1. **其他问题**
2. 【n的阶乘里有几个因子2】

N!所含质因子2的个数等于N减去N的二进制表示中1的数目。

【九余数定理】：

一个数的各位数字之和相加后得到的<10的数字称为这个数的九余数（如果相加结果大于9，则继续各位相加） PS: 如果余0要改成9.

1. 【因数的个数是偶数还是奇数？】

如果一个数是完全平方数

则它的因数的个数是奇数

而如果他不是完全平方数

则它的因数的个数是偶数

（完全平方即用一个整数乘以自己例如1\*1，2\*2，3\*3等，依此类推）

1. 【输油管道问题和糖果传递问题】

坐标轴上有N个点，取一个点，使得该点与所有点连线的绝对值的总和最小。这个点应该取中位数。

糖果传递是纸牌均分的首尾相接循环版本。设ave为平均数，ai为每个小朋友拥有的糖果数量，求出ci，c1 = 0 && ci = c(i - 1) + ai - ave，然后ci就变成输油管道问题，取ci的中位数，然后其他所有值跟中位数求绝对值即可。

1. 【平面上的欧拉公式】

平面上的欧拉公式：V−E+R=C+1，其中 V(vertex) 表示交点数目，E(edge) 表示边数，R(region) 表示区域数，C(connection) 用来分割的线所构成的连通块个数

1. **字符串**
2. **基础函数**

1）字符操作  
tolower(ch)将字符ch转为小写

toupper(ch)将字符ch转为大学

2）字符串操作

strcpy(p, p1) 复制p1字符串到p

strncpy(p, p1, n) 复制p1指定长度字符串到p

strcat(p, p1) 将p1字符串接在p之后

strncat(p, p1, n) 将p1字符串指定长度字符串接在p之后

strlen(p) 取字符串p的长度

strcmp(p, p1) 比较字符串按ASCII码表

当p1<p2时，返回值<0

当p1=p2时，返回值=0

当p1>p2时，返回值>0

strcasecmp(p, p1)忽略大小写比较字符串

strncmp(p, p1, n) 比较指定长度字符串

strchr(p, c) 在字符串p中查找指定字符c

strrchr(p, c) 在字符串p中反向查找字符c

strstr(p, p1) 从字符串p中寻找p1第一次出现的位置

2）字符串到数值类型的转换

atoi(p) 字符串转换到 int 整型

atof(p) 字符串转换到 double 符点数

atol(p) 字符串转换到 long 整型

itoa(i ,num ,10 );

i ---- 需要转换成字符串的数字

num ---- 转换后保存字符串的变量

10 ---- 转换数字的基数（即进制）。10就是说按10进制转换数字。还可以是2，8，16等等你喜欢的进制类型

返回值：指向num这个字符串的指针

【itoa Linux下不支持】

3）字符检查

isalpha() 检查是否为字母字符

isupper() 检查是否为大写字母字符

islower() 检查是否为小写字母字符

isdigit() 检查是否为数字

isxdigit() 检查是否为十六进制数字表示的有效字符

isspace() 检查是否为空格类型字符

iscntrl() 检查是否为控制字符

ispunct() 检查是否为标点符号

isalnum() 检查是否为字母和数字

isprint() 检查是否是可打印字符

isgraph() 检查是否是图形字符，等效于 isalnum() | ispunct()

1. **字符串匹配**

匹配串：待匹配的母串

模式串：带从匹配串里查找的串

1. 【kmp算法】

O（n + m）

维护一个next数组，在匹配串里找第一个模式串

前置数据：kmpNext【MAXN】 //模板串预处理用数组

**void** kmpInit(**char** \*str,**int** len){   //对模板串进行预处理

    kmpNext[0] = -1; kmpNext[1] = 0;

**int** p = 0;

**for**(**int** i = 2; i < len; ++i){

**if**(str[p] == str[i - 1]){

            ++p;

        }**else**{

            kmpNext[p] == -1 ? p = 0 : p = kmpNext[p];

**if**(str[p] == str[i - 1]){

                ++p;

            }

        }

**if**(str[p] == str[i]){

            kmpNext[i] = kmpNext[p];

        }**else**{

            kmpNext[i] = p;

        }

    }

**return**;

}

**int** kmp(**char** \*a,**char** \*b){  //kmp算法,a是匹配串,b是模式串,返回首符号位,-1表示未能匹配到.

**int** re = -1,now = 0,st = 0;

**int** lena = strlen(a);

**int** lenb = strlen(b);

**while**(lena - now >= lenb){

**bool** flag = **true**;

**for**(**int** i = st; i < lenb; ++i){

**if**(a[now+i] != b[i]){

                flag = **false**;

                now += i - kmpNext[i];

                kmpNext[i] == -1 ? st = 0 : st = kmpNext[i];

**break**;

            }

        }

**if**(flag){

**return** now;

        }

    }

**return** re;

}

1. 【扩展KMP算法】

O（n + m）

kmp算法的修改版本，多维护了一个数组，可以求模板串和匹配串的每个子串的最长公共前缀，把b丢进预处理里面，如果a和b相等就随便丢哪个都一样

前置数据：

int exKmpNext[MAXN],extend[MAXN];

//extend[i]为b+i 与 a的最长公共前缀长度

char a[MAXN],b[MAXN];

**void** exKmpInit(**char** \*str){   //扩展kmp算法预处理

**int** len = strlen(str); exKmpNext[0] = len;

**int** i = 1;

**while**(str[i - 1] == str[i] && i < len){ ++i;}

    exKmpNext[1] = i - 1;

**int** st = 1;

**int** ed = st + exKmpNext[st] - 1;

**for**(**int** i = 2; i < len; ++i){

**if**(exKmpNext[i - st] + i - 1 < ed){

            exKmpNext[i] = exKmpNext[i - st];

        }**else**{

**int** num = ed - i + 1;   //预先已知匹配数

**int** pos = ed;   //已结匹配的位数

**if**(i > ed){    //已经离开范围,只能

                num = 0; pos = i - 1;

            }

**while**(pos < len - 1 && str[num] == str[pos + 1]){    //暴力匹配

                ++pos; ++num;

            }

            exKmpNext[i] = num;

**if**(pos > ed){

                st = i; ed = pos;

            }

        }

    }

}

**void** exkmp(**char** \*a,**char** \*b){  //扩展KMP主算法,根据next数组求出extend数组,a为匹配串,b为模式串

**int** lena = strlen(a); **int** lenb = strlen(b);

**int** i = 0;

**while**(a[i] == b[i] && i < lenb){ ++i;}

    extend[0] = i;

**int** st = 0; **int** ed = i - 1;

**for**(**int** i = 1; i < lena; ++i){

**if**(exKmpNext[i - st] + i - 1 < ed){

            extend[i] = exKmpNext[i - st];

        }**else**{

**int** num = ed - i + 1; **int** pos = ed;

**if**(i > ed){ num = 0; pos = i - 1;}

**while**(pos < lena - 1 && b[num] == a[pos + 1]){    //暴力匹配

                ++pos; ++num;

            }

            extend[i] = num;

**if**(pos > ed){

                st = i; ed = pos;

            }

        }

    }

}

1. 【Shift-And / Shift-Or算法】

O（n \* m）应该是这样，但是一般不会到最差情况

如果匹配串是第i个位置可以是某某某字符（好几个），这样子的匹配，可以用这个算法。

前置数据：

bitset<MAXN> b[20],d;

//MAXN表示模式串长度，b数组大小为出现的字符的范围，如英文字母为26，d为辅助数组

（假设范围是数字0 - 9）

初始化：b[1] = 00000101 表示模式串第0位和第3位是数字1

D = 00000101 表示当前下，前1个字符和前3个字符，既是模式串前缀又是匹配串后缀

**void** shiftAnd(){

**for**(**int** i = 0; i < len; ++i){

        d <<= 1; d[0] = **true**; d &= b[shiftStr[i]];

    }

}

1. **回文串**
2. 【manacher算法】

O（n）

求出字符串内所有回文串以及最长回文串。

首先在字符串0位插一个防越界字符如$

然后在字符串每个字符两侧插入#，使得字符串变成奇数长只有奇数串，总长变为2倍。

前置数据：

char b[2 \* MAXN]; //存放处理后用于算法的字符串。

int p[2 \* MAXN]; //算法辅助数组，p[i]表示预处理后的字符串，以第i位（包括第i位，所以至少为1）为半径的最长对称区间。

**int** manacher(**char** \*a,**int** lena){    //a为字符串，lena为字符串长度，返回最长回文，为0表示为空字符串。

**int** re = 0,mx = 0,md = 0;

**char** last = a[lena]; a[lena] = '\0'; //防止输入的字符串末尾非'\0'而造成越界

**for**(**int** i = 1; i < lena; ++i){

        p[i] = 1;

**if**(i < mx){

            p[i] = min(mx - i,p[md - i + md]);

        }

**int** s = p[i];

**while**(a[i - s] == a[i + s]){

            ++s;

        }

        p[i] = s; md = i; mx = md + p[i] - 1;

        re = max(re,p[i] - 1);

    }

    a[lena] = last;

**return** re;

}

【回文串个数】

对所有的p[i] / 2求和即可。

1. **计算几何**
2. **常用参数和公式**

**const** **double** PI = acos(-1);  //圆周率

**const** **double** EPS = 0.000001; //精度

**const** **double** E = 2.718281828459;

**const** **double** ln(2) = 0.69314718055995;

【已知三点求三角形外心（外接圆圆心）】
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【三角形】
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一个三角形中，各边和所对角的正弦之比相等，且该比值等于该三角形外接圆的直径（半径的2倍）长度。
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另外几种类似
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后者为海伦公式，p为半周长
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**三角形中线**

ma表示角A的中线，mb,mc的把右边的a换成b和c就行了
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其中p是半周长

**三角形的高** 随便求，先搞面积，或者正弦余弦定理。

**三角形内切圆半径**

S为面积，c为周长

**三角形外接圆半径** 见正弦定理

【圆】

1. **基本结构体**

**struct** Point{   //点

**double** x,y;

};

**struct** Vector{   //向量

**double** x,y;

};

前置结构：【Point】

**struct** Circle{   //圆

    Point center;

**double** r;

};

前置结构：【Point】

**struct** Rectangle{   //矩形

    Point left; //左下角

    Point right; //右上角

};

前置结构：【Point】

**struct** Segment{   //二维线段

    Point l,r;

};

1. **结构体的基本运算**

【Point】

Vector newVector(Point a,Point b){   //生成向量a -> b

    Vector re;

    re.x = b.x - a.x;

    re.y = b.y - a.y;

**return** re;

}

**bool** operator ==(Point a,Point b){   //点是否相等

**if**(a.x == b.x && a.y == b.y){

**return** **true**;

    }**else**{

**return** **false**;

    }

}

**double** dis(Point a,Point b){    //两点间距离

**return** sqrt(pow(a.x - b.x,2.0) + pow(a.y - b.y,2.0));

}

**double** slope(Point a,Point b){   //两点间斜率

**return** (b.y - a.y) / (b.x - a.x);

}

【Vector】

Vector operator +(Vector a,Vector b){   //向量加法

    Vector re;

    re.x = a.x + b.x;

    re.y = a.y + b.y;

**return** re;

}

Vector operator -(Vector a){   //向量取反

    Vector re;

    re.x = -a.x; re.y = -a.y;

**return** re;

}

Vector operator -(Vector a,Vector b){   //向量减法

    Vector re;

    re.x = a.x - b.x;

    re.y = a.y - b.y;

**return** re;

}
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**double** dj(Vector a, Vector b){    //向量点积

**return** a.x \* b.x + a.y \* b.y;

}

//几何意义，向量a在向量b方向上的投影与向量b的模的乘积

//a·b=（x1\*x2+y1\*y2）=|a||b|·cosθ

**double** cj(Vector a,Vector b){ //向量叉积

**return** a.x \* b.y - b.x \* a.y;

**}**

//几何意义，以a，b为边的平行四边形面积

//axb=x1y2-x2y1=|a||b|·sinθ

**double** vector\_length(Vector a){ //向量模

**return** sqrt(a.x \* a.x + a.y \* a.y);

}

Vector vectorRot(Vector a,**double** radio){   //向量逆时针旋转

    Vector re;

    re.x = a.x \* cos(radio) - a.y \* sin(radio);

    re.y = a.x \* sin(radio) + a.y \* cos(radio);

**return** re;

}

【Circle】

**double** circle\_area(**double** r){ //求圆面积

**return** r\*r\*PI;

}

**double** circle\_line(**double** r){ //求圆周长

**return** 2\*r\*PI;

}

1. **简单功能函数**

前置结构：【Point】

重心：三角形中线交点

Point t\_center\_of\_gravity(Point a,Point b,Point c){   //求平面三角形重心

    Point re;

    re.x = (a.x + b.x + c.x) / 3;

    re.y = (a.y + b.y + c.y) / 3;

**return** re;

}

前置结构：【Rectangle】【Point】

**bool** is\_in\_rectangle(Point a, Rectangle r){  //判断点是否在矩形内.

**if**(a.x >= r.left.x && a.x <= r.right.x){

**if**(a.y >= r.left.y && a.y <= r.right.y){

**return** **true**;

        }

    }

**return** **false**;

}

前置结构：【Rectangle】【Point】

**double** rectangle\_public\_area(Rectangle a, Rectangle b){   //求2个矩形相交面积

**if**(max(a.left.x,b.left.x) >= min(a.right.x,b.right.x) ||

       max(a.left.y,b.left.y) >= min(a.right.y,b.right.y)){

**return** 0;

    }**else**{

**return** (min(a.right.x,b.right.x) - max(a.left.x,b.left.x)) \*

               (min(a.right.y,b.right.y) - max(a.left.y,b.left.y));

    }

}

前置结构：【Point】【Circle】

前置函数：【dis】【circle\_area】

**double** circle\_public\_area(Circle a,Circle b){   //计算2圆相交面积

**double** cdis,sumdis,ans;

    cdis = dis(a.center,b.center);

    sumdis = a.r + b.r;

**if**(cdis >= sumdis){

**return** 0;

    }

**if**(cdis + min(a.r,b.r) <= max(a.r,b.r)){

**return** circle\_area(min(a.r,b.r));

    }

**double** angle1,angle2; //2个圆心角

    angle1 = acos((cdis\*cdis + a.r\*a.r - b.r\*b.r) / (2\*cdis\*a.r));

    angle2 = acos((cdis\*cdis + b.r\*b.r - a.r\*a.r) / (2\*cdis\*b.r));

**double** s1,s2; //2个扇形面积

    s1 = a.r \* a.r \* angle1;

    s2 = b.r \* b.r \* angle2;

**double** s3,s4; //2个三角形面积

    s3 = a.r \* a.r \* sin(angle1) \* cos(angle1);

    s4 = b.r \* b.r \* sin(angle2) \* cos(angle2);

**double** re = s1 + s2 - (s3 + s4);

**return** re;

}

前置结构：【Point】【Segment】【Vector】  
前置函数：【newVector】【cross】

**bool** segment\_intersection(Segment y1, Segment y2){//判断两条线段是否相交

    Vector v1,v2,v3,v4,v5,v6;

**double** d1,d2,d3,d4;

    v1 = newVector(y2.a, y2.b);

    v2 = newVector(y2.a, y1.a);

    v3 = newVector(y2.a, y1.b);

    v4 = newVector(y1.a, y1.b);

    v5 = newVector(y1.a, y2.a);

    v6 = newVector(y1.a, y2.b);

    d1 = cross (v2,v1);

    d2 = cross (v3,v1);

    d3 = cross (v5,v4);

    d4 = cross (v6,v4);

**if**(d1 \* d2 <= 0 && d3 \* d4 <= 0) **return** **true**;

**return** **false**;

}

前置结构【Point】【Vector】

前置函数【newVector】【cross】

**bool** convex(point a[],**int** n){   //判断点是否是凸多边形（点逆时针读入数组）

**int** i;

    Vector u,v;

**for**(i = 1; i <= n; ++i){

**if**(i == n-1){

            u = newVector(a[n-1],a[n]);

            v = newVector(a[n-1],a[1]);

        }**else** **if**(i == n){

            u = newVector(a[n],a[1]);

            v = newVector(a[n],a[2]);

        }**else**{

            u = newVector(a[i],a[i+1]);

            v = newVector(a[i],a[i+2]);

        }

**double** t = cross(u,v);

        //顺时针为double t = cross(v,u);

**if**(t < 0){

**return** **false**;

        }

    }

**return** **true**;

}

1. **复杂功能函数**
2. 【平面最远欧几里得距离点对】

利用旋转卡壳。

1. 【平面最远曼哈顿距离点对】（模板HDU6435）

以二维为例，把绝对值拆开，我们随便选四个的其中一种情况来说明。

(x1 - x2) + (y1 - y2) 移项可得 -> (x1 + y1) + (- x2 - y2)

可以知道有四种情况，可以表示成 (? x1 ? y1) + (-? x2 -? y2)

?表示可以取正负，因此枚举2 ^ k次方（k表示维度）状压就好了。

1. 【平面最近点对】（模板HDU1007）

分治递归或者套个方差优化的KD树

前置结构【Point】

前置函数【dis】

前置数据 Point a[MAXN]

**bool** cmpx(point a,point b){

**return** a.x < b.x;

}

**bool** cmpy(point a,point b){

**return** a.y < b.y;

}

**double** findClosestPair(**int** l,**int** r){

**if**(l + 1 == r) **return** dis(a[l],a[r]);

**if**(l == r) **return** 9999999; //无穷大

**int** mid = (l + r) >> 1;

**double** d1 = min(findClosestPair(l,mid),findClosestPair(mid + 1,r));

    lp.clear(); rp.clear();

**for**(**int** i = l;i <= mid; ++i)

**if**(fabs(a[i].x - a[mid].x) < d1)

            lp.push\_back(a[i]);

**for**(**int** i = mid + 1; i <= r; ++i)

**if**(fabs(a[i].x - a[mid].x) < d1)

            rp.push\_back(a[i]);

    sort(rp.begin(),rp.end(),cmpy);

    sort(lp.begin(),lp.end(),cmpy);

**int** pos = 0;

**for**(**int** i = 0; i < lp.size(); ++i)

**for**(**int** j = pos; j < rp.size(); ++j){

**if**(lp[i].y - rp[j].y > d1) pos = j + 1;

**if**(fabs(lp[i].y - rp[j].y) < d1) d1 = min(d1,dis(lp[i],rp[j]));

**if**(lp[i].y - rp[j].y < -d1) **break**;

        }

**return** d1;

}

1. **其他**
2. **搜索类**
3. 【A\*搜索】

F(x) = g(x) + h(x) 优先队列按F(x) 排序进行BFS即可

1. 【爬山算法】

请参照下面的模拟退火。

1. 【模拟退火算法】（模板HDU1109）

相比于爬山算法，多了一个可以按概率接受更差解的部分（并不是很理解该怎么用，所以大多数情况下请用上下面的优化继续爬山）。

常用优化方法，多调用几次，起始点尽可能随机，温度要足够高，降温要尽量慢，但是又要保证时间足够，最后就是每个温度下要让状态充分运动（即多次运行）。

参数分别为初始值，初始温度，终温，和降温比例，终温一般为精度小2个数量级。

初始值：随机

初始温度：整个答案范围

终温：比精度小2个数量级

降温比例 0.75 - 0.98

Point SA(Point st,**double** SA\_TMAX,**double** SA\_TMIN,**double** SA\_ratio){

    Point re = st,now;

**double** T = SA\_TMAX,ans,angle;

    ans = INT\_MAX;

**for**(**int** i = 1; i <= n; ++i){ ans = min(ans,dis(re,a[i]));}

**while**(T > SA\_TMIN){

**for**(**int** i = 1; i <= 30; ++i){

            angle = randDouble(0, 2 \* 3.14159,5);

            now.x = re.x + cos(angle) \* T;

            now.y = re.y + sin(angle) \* T;

**if**(now.x < 0 || now.x > x || now.y < 0 || now.y > y){

**continue**;

            }

**double** nowans = INT\_MAX;

**for**(**int** j = 1; j <= n; ++j){

                nowans = min(nowans,dis(now,a[j]));

            }

**if**(nowans > ans){

                re = now; ans = nowans;

            }

            //模拟退火，以一定概率接受较差解，但是用不来，先注释着

//            if(nowans < ans);

//                double delta = nowans - ans;

//                if(exp(delta / T) < randDouble(0,1,4)){

//                    re = now; ans = nowans;

//                }

//            }

        }

        T \*= SA\_ratio;

    }

**return** re;

}

1. 【二分查找】

取(l + r) / 2，l = mid + 1,r = mid停止条件是l < r如果数列是XXOO，最后会停在第一个O这里，如果要找最后一个X，把答案减一就可以了，但是要注意，如果数列全是X，要注意把r多加1，或者处理一下，不然会漏掉答案。

1. 【三分查找】（模板题HDU4355）

要注意midmid取右边那个，由于整除的性质，不然会死循环，整数的话l + 1 < r

ans在r处，求最大值时，小于号变大于号，且ans在l处

**while**(l + EPS < r){

**if**(pd(midmid) < pd(mid)){

        l = mid;

    }**else**{

        r = midmid;

    }

}

1. **题库**
2. **图类问题**
3. **树类问题**

【思维】

O（n）（CF 1073F）：

**给出一棵树，找2个路径，满足2个路径起点终点两两不同，且有公共部分，在公共部分最长的前提下，要2个路径总和尽可能长。**

想到直径，对叶子开始，往上缩，缩到第一个大于等于3个度的点，对于缩入的点，记下最长和次长的分支，然后对缩完的树找直径，直径的端点最长+次长应该尽可能长，找到即可。

O（nlogn）（CF1141G）：

**给出一棵树，对边染色，要求每个点的所有度的颜色都是不一样的，并且可以选择不多于k个点不满足这个要求，求最少色数，和满足的方案。**

考虑没有k，显然直接O（n）BFS染色就好了，可以知道色数等于图内节点的最大度数，现在加上k的条件，明显按度数从大到小取就好了，因此最少色数直接求第k大即可。对于满足方案，对于每条边单独考虑，首先是连接2个都是选择点的边，显然随便什么颜色都可以，那就1号色吧，对于都非选择边的，这部分暴力染色即可，注意有多个连通块，对于最后一种情况的，只需要考虑非选择点用了哪些颜色就好了，对每个点判断一次，把没用过的颜色依次染在剩下这一类边即可。

【树上DP】

**给一颗树，节点上权值，选一点作为根，使得其他点的权值乘以到这个点的距离的总和（记作价值）是最大的（CF1092F）**

树形DP，先1以为根，自低向上，dp[i]表示以i为子树的最大价值，num[i]表示以i为子树的所有节点和（包括i），求完以后，dp[1]当然就是1为根的价值，然后从1做BFS，通过对原dp和num处理一下，就可以求出新的dp[i]，此时的dp[i]就表示以i为根节点的价值，对所有dp[i]取max就好了。

**给一颗树，节点上有取max和取min操作，叶子上可以任意写1 - n（唯一）个数字，问最好写法下，到根以后最大值是多少（CF1153D）**

树形DP，dp[i] = k表示第i个节点的子树下，从叶子到第i个节点后，最大能产生第k大的值。边界条件是叶子为dp[i] = 1，转移条件是，如果当前节点非叶子，且为max，那么dp[now] = 所有叶子里的dp最大值，如果当前节点为min操作，则为所有叶子的dp和，当前节点的答案为：该子树的叶子数 - dp值 + 1

1. **二维线段（区间）类问题**

【最大不重叠子区间】

O（nlogn）模板（HDU 2037）：

贪心，按区间右端点从小到大作为第一关键字排序，左端点从小到大作为第二关键字，然后从左到右选，没跟前面重叠就选。

O（n^2）变形1 （CF 1141F2）：

**求区间内最多有多少不重叠的连续子区间的和相同 ？**

暴力+贪心，枚举所有子区间，和相同的分一组，然后对于每组来说，就是模板问题，取max即可。

【思维】

**给定一列数，每次可以选择相邻2个（相同高度的）同时加1，或者单个加2，问能否让数列最后完全相等？（CF1902D1）**

按奇数偶数分类，变成01序列，然后看连续区间（可以压缩一下），然后弄个栈，每次放进一段，如果都是奇数段和偶数段就合并。然后对栈做while判断，只要栈顶是偶数就弹出即可。

**给定一列数，每次可以选择相邻2个（相同高度的）同时加1，问能否让数列最后完全相等？（CF1902D2）**

同样利用栈，可以先连续相同的数字区间压缩一下，然后每次放入一个数字，while判断看看能不能跟栈顶合并，合并的条件是高度相同，或者是前面是个2的倍数的区间，且高度比当前低，这样判完以后，可能会出现2 1 1这种情况，再扫描一遍栈，如果合并完以后的区间存在多个奇数区间，就不行，或者是存在单个奇数区间，但是这个奇数区间的高度不是原数列里最高的，也不行。

1. **动态规划类问题**
2. **博弈类问题**
3. **数学类问题**
4. 【计数：求n行三角形中等边三角形个数（斜着的也算）】

数列前n项：1,5,15,35,70,126,210……

通项:C(n + 3,4)

1. 【计数：求n行m列网格中正方形个数（斜着的算）】

数列前几项(n >= m)

1;

  2,   6;

  3,  10,  20;

  4,  14,  30,  50;

  5,  18,  40,  70, 105;

  6,  22,  50,  90, 140, 196;

  7,  26,  60, 110, 175, 252, 336;

通项：T(n, m) = m\*(m+1)\*(m+2)\*(2\*n - m + 1)/12

1. 【计数：求n行m列网格中正方形个数（斜着的不算）】

数列前几项(n >= m)

1;

2, 5;

3, 8, 14;

4, 11, 20, 30;

5, 14, 26, 40, 55;

6, 17, 32, 50, 70, 91;

7, 20, 38, 60, 85, 112, 140;

通项：T(n, m) = (m+3\*m\*n+3\*m^2\*n-m^3)/6

1. 【计数：求n行m列网格中矩形个数（斜着的不算）】

(n >= m)

通项：T（n，m） = n\*m\*(n+1)\*(m+1)/4;

1. **字符串类问题**
2. **STL库**
3. **vector（向量，动态数组）**

【求交集,并集,差集】

要注意先对a和b排序，set也可以那么求

a.push\_back(1); a.push\_back(5); a.push\_back(8);

b.push\_back(3); b.push\_back(6); b.push\_back(8);

set\_union(a.begin(),a.end(),b.begin(),b.end(),back\_inserter(c));

输出1 3 5 6 8

注意要先对c进行clear，否则答案会异常。

set\_difference //差集

set\_intersection //交集

set\_symmetric\_difference //对称差集，不同时属于2个集合的元素

1. **map（映射容器）**

【构造】

map <数据类型1（键值）,数据类型2（值）> 容器名;

例：map<int,string> student\_list;

迭代器：map <int,string>::iterator it;

【插入数据】

a.insert(pair<int,string>(1,"xiaolongbao"));

a[1] = "xiaolongbao";

【访问数据】

直接访问下标 cout<<a[1]<<endl;

迭代器:

for(it = a.begin(); it != a.end(); ++it){

cout<<it->second<<endl;

}

注：it->first 为键值，it->second 为值。逆向迭代用rbegin(); rend();

【查找和删除元素】

查找：it = student\_list.find(键值);

删除：a.erase(键值);

1. **set（集合容器）**

【构造】

set <数据类型> 容器名;

例：set<int> student\_set;

迭代器：set <int>::iterator it;

【插入数据】

Student\_set.insert(对应类型的数据);

【遍历元素】 (迭代器返回指针);

for(it = a.begin(); it != a.end(); ++it){

printf("%d ",\*it);

}

【改变排序规则】

//和sort的cmp是相同的，这里是从大到小排

struct cmp{

bool operator()(int x,int y){

return x > y;

}

};

set<int,cmp> s;

【重载相等判断】

struct cmp2{

bool operator () (PII a,PII b){

if(a.snd != b.snd){

return a.snd < b.snd;

}

return a.fst < b.fst;

}

};

永远让比较函数对相同元素先返回false,原理就是a == b的话,a < b = false,b < a = false;

判断大小与sort相同

然后排序顺序用<和>

1. **multiset（可重集合）**

【构造】

multiset <数据类型> 容器名;

例：multiset<int> data;

迭代器：multiset <int>::iterator it;

【插入数据】

data.insert(对应类型的数据);

【遍历元素】 (迭代器返回指针);

for(it = a.begin(); it != a.end(); ++it){

printf("%d ",\*it);

}

【删除元素】

it = data.find(p);

data.erase(it);

1. **queue（队列）**

略

1. **priority\_queue（优先队列）**

**struct** cmp{

**bool** operator () (**int** x, **int** y){

**return** x > y;   //小根堆

    }

};

priority\_queue<**int**,vector<**int**>,cmp> line;

1. **string（字符串）**

只能用cin,cout读入输出.

find(); //函数可以找子串，返回首个下标，没找到返回string.npos

substr(1,2); //返回某个子字符串,abcdef返回bcd

data(); //将内容以字符数组形式返回

erase(a,b); 从第a个位置删b个数字，注意不要用到begin

length() 等价于 size() 都是求长度。

1. **stack（栈）**

略

1. **bitset（状态压缩）**

进行一些与二进制相同的操作：

b<<1; //b整体左移

b|=10; //b或 1010

位数也是左边是低位，右边是高位。从0开始。可以直接访问为b[0]

【常用初始化bitset对象的方法】

bitset<n> b; b有n位，每位都为0

b = 8;

【bitset操作】

b.any() //b中是否存在置为1的二进制位？

b.none() //b中不存在置为1的二进制位吗？

b.count() //b中置为1的二进制位的个数

b.size() //b中二进制位的个数

b[pos] //访问b中在pos处的二进制位

b.test(pos) //b中在pos处的二进制位是否为1？

b.set() //把b中所有二进制位都置为1

b.set(pos) //把b中在pos处的二进制位置为1

b.reset() //把b中所有二进制位都置为0

b.reset(pos) //把b中在pos处的二进制位置为0

b.flip() //把b中所有二进制位逐位取反

b.flip(pos) //把b中在pos处的二进制位取反

b.to\_ulong() 返回它转换为unsigned long的结果，如果超出范围则报错  
b.to\_ullong() 返回它转换为unsigned long long的结果，如果超出范围则报错  
b.to\_string() 返回它转换为string的结果

1. **algorithm库**

【二分查找】

**int** main(){

**int** point[10] = {1,3,7,7,9};

**int** tmp = upper\_bound(point, point + 5, 7) - point;//按从小到大，7最多能插入数组point的哪个位置

printf("%d\n",tmp);

tmp = lower\_bound(point, point + 5, 7) - point;////按从小到大，7最少能插入数组point的哪个位置

printf("%d\n",tmp);

**return** 0;

}

输出结果

4

2

【删除】

multiset<**int**>::iterator it;

**for** (it = it.begin(); it != it.end(); ) {

**if** (\*it % 2 == 0)

    it.erase(it++);

**else**

    ++it;

}

**查找序列操作**

|  |  |
| --- | --- |
| adjacent\_find | 在一个数组中寻找两个相邻的元素。如果满足条件，就返回这两个相等元素第一个元素的迭代器，不等的，就返回a.end().  例：it = adjacent\_find(a.begin(),a.end(),cmp); |
| count | 返回值等价于给定值的元素的个数  例：int num = count(a.begin(),a.end(),6); |
| count\_if | 返回值满足给定条件的元素的个数  例：int num = count\_if(a.begin(),a.end(),cmp); |
| equal | 返回a是否和b的某一段相等（类似a是b的子串）  例：bool equal(a.begin(),a.end(),b.begin(),cmp) |
| find | 返回a中第一个值等价于给定值的元素的迭代器  例：it = find(a.begin(),a.end(),6); |
| find\_if | 返回a中第一个值满足给定条件的元素  例：it = find\_if(a.begin(),a.end(),cmp); |
| find\_end | 反向查找a中存在的第一个满足关系的子连续序列b（从a中找跟b相等的一段，使得a和b对应位置满足对应关系）  例：it = find\_end(a.begin(),a.end(),b.begin(),b.end(),cmp); |
| find\_first\_of | 查找a中第一个与b中任一元素等价的元素的位置（类似a中找第一个元素在集合b中）  例：it = find\_first\_of(a.begin(),a.end(),b.begin(),b.end()); |
| for\_each | 对a中的每个元素调用指定函数  例：for\_each(a.begin(),a.end(),func); |
| mismatch | 返回a和b第一个不对应满足关系的元素的位置对（返回一个迭代器pair）  例：pair<vector<int>::iterator,vector<int>::iterator> pp;  pp = mismatch(a.begin() ,a.end(),b.begin(),cmp);  pair(n,m) 此时为a的第n个元素和b的第m个不满足关系 |
| search | 正向查找a中存在的第一个满足关系的子连续序列b（正向的find\_end）  例：search(a.begin(),a.end(),b.begin(),b.end(),cmp); |
| search\_n | 返回a中第一处找到连续2个与7有cmp关系的迭代器  例：it = search\_n(a.begin(),a.end(),2,7,cmp); |

**修改内容的序列操作**

|  |  |
| --- | --- |
| copy | 将a中的元素拷贝到新的位置处（如果想拷贝到vector里，得先通过resize()  保证能够容下这些元素，或者back\_inserter（vector名）复制到容器尾部，数组只要够大就行）  例：it = copy(a.begin(),a.end(),c) |
| copy\_backward | 将一个范围中的元素按逆序拷贝到新的位置处（倒着赋值）  例：It = copy\_backward(a.begin(),a.end(),c + 1 + n); |
| fill | 将一个范围的元素赋值为给定值  例：fill(c+1,c+1+n,99) 或 fill(a.begin(),a.end(),99); （a的容量） |
| fill\_n | 将某个位置开始的 n 个元素赋值为给定值  例：fill\_n(c+1,n,99); |
| iter\_swap | 交换两个迭代器（Iterator）指向的元素 |
| remove | 将一个范围中值等价于给定值的元素删除（只是把要删除的数的后面的数都向前移动了一格，复杂度O（n）的那种，size不变，如果要变用earse）返回删完后的end迭代器或指针，减去开头就是长度。  例：it = remove(c+1,c+1+n,6) 或it = remove(a.begin(),a.end(),6);  a.erase(remove\_if(a.begin(),a.end(),cmp),a.end()); // 真的删除所有 |
| remove\_if | 将一个范围中值满足给定条件的元素删除  例：it = remove\_if(a.begin(),a.end(),cmp); |
| remove\_copy | 拷贝一个范围的元素，将其中值等价于给定值的元素删除（事先保证容量够）返回一个指针或者迭代器，表示最后一个元素位置+1（减去开头就是长度）  例：it = remove\_copy\_if(a.begin(),a.end(),back\_inserter(b),6); |
| remove\_copy\_if | 拷贝一个范围的元素，将其中值满足给定条件的元素删除（事先保证容量够）  例：It = remove\_copy\_if(a.begin(),a.end(),back\_inserter(b),cmp); |
| replace | 将一个范围中值等价于给定值的元素赋值为新的值  例：replace(a.begin(),a.end(),6,999); |
| replace\_if | 将一个范围中值满足给定条件的元素赋值为新的值  例：replace\_if(a.begin(),a.end(),cmp,999); |
| replace\_copy | 拷贝一个范围的元素，将一个范围中值等价于给定值的元素赋值为新的值（返回值是一个指针或者迭代器，减去开头就是长度）  例：p = replace\_copy(a.begin(),a.end(),c,6,999); |
| replace\_copy\_if | 拷贝一个范围的元素，将其中值满足给定条件的元素赋值为新的值  例：p = replace\_copy\_if(a.begin(),a.end(),c,cmp,999); |
| reverse | 反转排序指定范围中的元素  例：reverse(a.begin(),a.end()); |
| reverse\_copy | 拷贝指定范围的反转排序结果  例：p = reverse\_copy(a.begin(),a.end(),c); |
| rotate | 循环移动a中的元素且移动至a+2开头(O(n))  例：rotate(a.begin(),a.begin() + 2,a.end()); |
| rotate\_copy | 拷贝指定范围的循环移动结果  例：p = rotate\_copy(a.begin(),a.begin() + 2,a.end(),c); |
| swap | 交换两个对象的值  例：swap(a,b) |
| swap\_ranges | 交换两个范围的元素 |
| transform | 对指定范围中的每个元素调用某个函数以改变元素的值(2 – n 全加1)  int func(int a){  ++a; return a;  }  例：transform(a.begin() + 1,a.end(),a.begin() + 1,func); |
| unique | 例：unique(a.begin(),a.end());  unique函数功能是去除相邻的重复元素，注意是相邻，所以必须先使用sort函数。还有一个容易忽视的特性是它并不真正把重复的元素删除。之所以说比不真正把重复的元素删除，因为unique实际上并没有删除任何元素，而是将无重复的元素复制到序列的前段，从而覆盖相邻的重复元素。unique返回的迭代器指向超出无重复的元素范围末端的下一个位置。   sort(c.begin(), c.end());      T::iterator new\_end = unique(c.begin(), c.end());//"删除"相邻的重复元素      c.erase(new\_end, c.end());//删除(真正的删除)重复的元素 |
| unique\_copy | 拷贝指定范围的唯一化（参考上述的 unique）结果  例：p = unique\_copy(a.begin(),a.end(),c); |

**划分操作**

|  |  |
| --- | --- |
| partition | 将某个范围划分为两组（将满足条件的放在前部分，不满足放在后部分，返回第二部分第一个元素的位置指针或迭代器）  例：it = partition(a.begin(),a.end(),cmp); |
| stable\_partition | 稳定划分，两组元素各维持相对顺序 |

**排序操作**

|  |  |
| --- | --- |
| nth\_element | 部份排序指定范围中的元素，使得范围按给定位置处的元素划分(求第n大很好)  使得第3位的元素排在第3位，比它小的在前面，大的在后面，无序（期望O（n），最坏O（n^2））  例：nth\_element(a.begin(),a.begin() + 2,a.end()); |
| partial\_sort | 部分排序（将前6小的数排序并放好位，后面的无序O（nlogn）主要是找出前n个最值，并对其进行排序）  例：partial\_sort(a.begin(),a.begin()+6,a.end()); |
| partial\_sort\_copy | 拷贝部分排序的结果 |
| sort | 排序 |
| stable\_sort | 稳定排序 |

**二分法查找操作**

|  |  |
| --- | --- |
| binary\_search | 判断范围中是否存在值等价于给定值的元素  例：bool f = binary\_search(a.begin(),a.end(),6) |
| equal\_range | 首先，这个函数只能做用于已经排序的容器，必须按照从小到大进行排序  该函数返回的是一对迭代器，第一个迭代器指向所查找元素的第一次出现的位置，第二个迭代器指向所查找元素最后一次出现位置的后一个位置（lower的位置+upper的位置） |
| lower\_bound | 返回指向范围中第一个值大于或等于给定值的元素的迭代器（第一个该数）  重载运算符和cmp一样  cmp右边是待查找变量,找到第一个false的 |
| upper\_bound | 返回指向范围中第一个值大于给定值的元素的迭代器（-1是最后一个该数）  cmp 左边是待查找变量,找到第一个true的 |

**集合操作**

|  |  |
| --- | --- |
| includes | 测试a中是否包含b的全部元素（有重集合定义下）  例如：1 1 2包含 1 2 不包含 1 2 2  例：bool f = includes(a.begin(),a.end(),b.begin(),b.end()) |
| inplace\_merge | 将2部分有序的合并成一个有序的（实质就是归并排序）  0 – 2 和 2 – n 归并排序（可能不稳定）  例：inplace\_merge(a.begin(),a.begin() + 3,a.end()); |
| merge | 2个序列合并（直接接上去），返回迭代器或指针，表示长度  例：p = merge(a.begin(),a.end(),b.begin(),b.end(),c); |
| set\_difference | 获得两个集合的差集 |
| set\_intersection | 获得两个集合的交集 |
| set\_symmetric\_difference | 获得两个集合的对称差（并集 – 交集） |
| set\_union | 获得两个集合的并集（应事先有序（用set），稳定，O(m+n)）返回迭代器或指针，上面几个方法类似  p = set\_union(o.begin(),o.end(),t.begin(),t.end(),c); |

**堆操作**

|  |  |
| --- | --- |
| make\_heap | 用给定范围构造出一个堆（cmp是和sort反的）  例：make\_heap(a.begin(),a.end(),cmp); |
| pop\_heap | 从一个堆中删除最大的元素，把它放在结尾（cmp是和sort反的）  例：pop\_heap(a.begin(),a.end()); |
| push\_heap | 向堆中增加一个元素（cmp是和sort反的）  例：scanf("%d",&num); a.push\_back(num); push\_heap(a.begin(),a.end()，cmp); |
| sort\_heap | 将满足堆结构的范围排序（必须先make\_heap）  sort\_heap(a.begin(),a.end(),cmp); |
| pop\_back | 删除末尾元素（真删除），pop后配合该函数可以做到真删除堆顶  例：a.pop\_back(); |

**最大/最小操作**

|  |  |
| --- | --- |
| lexicographical\_compare | 比较两个序列的字典序  if(lexicographical\_compare(a.begin(),a.end(),b.begin(),b.end())){  printf("a小于b");  }else{  printf("a大于b");  } |
| max | 返回两个元素中值最大的元素 |
| max\_element | 返回给定范围中值最大的元素（返回指向最大值的指针或者迭代器）（cmp是反的）  return a < b //找最大值  例：p = max\_element(c + 1,c + 1 + n,cmp); |
| min | 返回两个元素中值最小的元素 |
| min\_element | 返回给定范围中值最小的元素（cmp是正的） |
| next\_permutation | 返回给定范围中的元素组成的下一个按字典序的排列（复杂度O(n)）  以运算符 < 比较，可以加cmp  bool cmp(int a,int b){ //表示第一个序列所有相邻数字满足前者大于后者  return a > b;  }  4 3 2 1 –> 1 2 3 4  例：next\_permutation(a.begin(),a.end(),cmp) |
| prev\_permutation | 返回给定范围中的元素组成的上一个按字典序的排列 |

1. **其他**
2. 【java大整数和大实数】

**import** java.math.BigInteger;

**import** java.math.BigDecimal;

**bitLength**，求大整数二进制长度

大实数保留小数规则

a = a.setScale(3, RoundingMode.HALF\_UP);    //保留3位小数，且四舍五入

ROUND\_CEILING    //向正无穷方向舍入

ROUND\_DOWN    //向零方向舍入

ROUND\_FLOOR    //向负无穷方向舍入

ROUND\_HALF\_DOWN    //向（距离）最近的一边舍入，除非两边（的距离）是相等,如果是这样，向下舍入, 例如1.55 保留一位小数结果为1.5

ROUND\_HALF\_EVEN    //向（距离）最近的一边舍入，除非两边（的距离）是相等,如果是这样，如果保留位数是奇数，使用ROUND\_HALF\_UP，如果是偶数，使用ROUND\_HALF\_DOWN

ROUND\_HALF\_UP    //向（距离）最近的一边舍入，除非两边（的距离）是相等,如果是这样，向上舍入, 1.55保留一位小数结果为1.6

ROUND\_UNNECESSARY    //计算结果是精确的，不需要舍入模式

ROUND\_UP    //向远离0的方向舍入