## 视频内容

1. ICP\IP基础
2. socket编程
3. 进程间通信
4. 实战

## TCP\IP基础

1. OSI七层参考模型（理论标准） & TCP\IP四层模型（实际标准）

|  |  |
| --- | --- |
| 应用层 | http、ftp、pop3 |
| 表示层 | 数据压缩、加密等 |
| 会话层 | 管理会话 |
| 传输层 | tcp\udp，段 |
| 网络层 | Ip,icmp,igmp,报 |
| 数据链路层 | Frame 帧 |
| 物理层 | Byte |

OSI七层模型

|  |  |
| --- | --- |
| 应用层 |  |
| 传输层 |  |
| 网络层 |  |
| 链路层 | Arp、rarp |

TCP/IP四层模型

1. 概念：对等通信、封装、解封、端口

MTU:最大传输单元

路径MTU，传输路径上最小MTU

1. ping过程
   1. 根据域名到dns查询ip
   2. 在本地缓存查询ip对应的mac地址，若存在，直接在icmp中填充目的mac地址，然后发送icmp报文；否则，使用arp广播
   3. 符合目的ip的主机先将源目的ip和源mac地址存到自身缓存，填充arp报文的目的mac地址，返回给发送方
   4. 发送方收到回复，缓存目的ip的对应的mac，使用ping的icmp报文发送
2. IP头
3. TCP头
4. UDP头

## socket编程

1. 地址结构
   1. IPv4地址结构

struct sockaddr\_in **{**

uint8\_t sin\_len**;**

sa\_fimaly\_t sin\_family**;**

in\_port\_t sin\_port**;**

struct in\_addr sin\_addr**;**

char sin\_zone**[**8**];**

**}**

* 1. 通用地址结构

struct sockaddr**{**

uint8\_t sin\_len**;**

sa\_fimaly\_t sin\_family**;**

char sa\_data**[**14**];**

**}**

1. 大小端转换

头文件<arpa/inet.h>

unsigned int i **=** 0x12345678**;**

char**\*** p **=** **reinterpret\_cast<**char**\*>(&**i**);**

printf**(**"%0x %0x %0x %0x\n"**,**p**[**0**],**p**[**1**],**p**[**2**],**p**[**3**]);**//输出78 56 34 12

i **=** htonl**(**i**);**

p **=** **reinterpret\_cast<**char**\*>(&**i**);**

printf**(**"%0x %0x %0x %0x\n"**,**p**[**0**],**p**[**1**],**p**[**2**],**p**[**3**]);**//输出12 34 56 78

1. 点分法地址和网络地址转换函数

头文件包含<netinet/in.h>

**typedef** uint32\_t in\_addr\_t**;**

struct in\_addr **{**

in\_addr\_t s\_addr**;**

**};**

int inet\_aton**(**const char**\*** p**,** struct in\_addr **\*** inp**);**//0表示出错，1表示成功

char**\*** inet\_ntoa**(**truct in\_addr in**);**//返回点分ip

in\_addr\_t inet\_addr**(**const char **\***p**);**//返回uint32

char**\*** p **=** "192.168.188.146"**;**

struct in\_addr in**;**

**if(**inet\_aton**(**p**,&**in**)** **==** 0 **){**

printf**(**"%s\n"**,**"error"**);**

**}**

printf**(**"%u\n%u\n%s\n"**,**in**.**s\_addr**,**inet\_addr**(**p**),**inet\_ntoa**(**in**));**

1. socket回显程序
   1. 客户端：

#include<unistd.h>

#include<sys/socket.h>

#include<sys/types.h>

#include<arpa/inet.h>

#include<netinet/in.h>

#include<stdio.h>

#include<string.h>

#include<stdlib.h>

#include<assert.h>

int main**(){**

int sock **=** 0**;**

assert**((**sock **=** socket**(**AF\_INET**,**SOCK\_STREAM**,**0**))** **!=** **-**1**);**

int n**;**

setsockopt**(**sock**,**SOL\_SOCKET**,**SO\_REUSEADDR**,&**n**,sizeof(**n**));**

struct sockaddr\_in addr\_srv**;**

addr\_srv**.**sin\_family **=** AF\_INET**;**

addr\_srv**.**sin\_port **=** htons**(**8000**);**

addr\_srv**.**sin\_addr**.**s\_addr **=** inet\_addr**(**"127.0.0.1"**);**

assert**(**connect**(**sock**,(**struct sockaddr**\*)&**addr\_srv**,sizeof(**addr\_srv**))** **!=** **-**1**);**

char revbuf**[**1024**]** **=** **{**0**};**

char sedbuf**[**1024**]** **=** **{**0**};**

int ret **=** 0**;**

**while((**fgets**(**sedbuf**,sizeof(**sedbuf**),**stdin**))** **!=** **NULL){**

write**(**sock**,**sedbuf**,**strlen**(**sedbuf**));**

assert**((**ret **=** read**(**sock**,&**revbuf**,sizeof(**revbuf**)))** **!=** **-**1**);**

**if(**ret **==** 0**){**

printf**(**"peer closed\n"**);**

**break;**

**}**

printf**(**"%s"**,**revbuf**);**

memset**(&**revbuf**,**0**,sizeof(**revbuf**));**

memset**(&**sedbuf**,**0**,sizeof(**sedbuf**));**

**}**

close**(**sock**);**

**return** 0**;**

**}**

* 1. 服务端：（可接受多客户端连接）

#include<unistd.h>

#include<sys/socket.h>

#include<sys/types.h>

#include<arpa/inet.h>

#include<netinet/in.h>

#include<stdio.h>

#include<string.h>

#include<stdlib.h>

#include<assert.h>

void do\_server**(**int conn**){**

char revbuf**[**1024**]** **=** **{**0**};**

int ret **=** 0**;**

**while(**1**){**

memset**(&**revbuf**,**0**,sizeof(**revbuf**));**

assert**((**ret **=** read**(**conn**,**revbuf**,sizeof(**revbuf**)))** **!=** **-**1**);**

**if(**ret **==** 0**){**

printf**(**"peer closed\n"**);**

**break;**

**}**

printf**(**"%s"**,**revbuf**);**

write**(**conn**,**revbuf**,**strlen**(**revbuf**));**

**}**

**}**

int main**(){**

int fd\_lst **=** 0**;**

assert**((**fd\_lst **=** socket**(**AF\_INET**,**SOCK\_STREAM**,**0**))** **!=** **-**1**);**

int n**;**

setsockopt**(**fd\_lst**,**SOL\_SOCKET**,**SO\_REUSEADDR**,&**n**,sizeof(**n**));**

struct sockaddr\_in addr\_srv**;**

memset**(&**addr\_srv**,**0**,sizeof(**addr\_srv**));**

addr\_srv**.**sin\_family **=** AF\_INET**;**

addr\_srv**.**sin\_port **=** htons**(**8000**);**

addr\_srv**.**sin\_addr**.**s\_addr **=** inet\_addr**(**"127.0.0.1"**);**

assert**(**bind**(**fd\_lst**,(**struct sockaddr**\*)&**addr\_srv**,sizeof(**addr\_srv**))** **!=** **-**1**);**

assert**(**listen**(**fd\_lst**,**SOMAXCONN**)** **!=** **-**1**);**

int conn **=** 0**;**

struct sockaddr\_in addr\_cli**;**

socklen\_t len **=** **sizeof(**addr\_cli**);**

**while(**1**){**

assert**((**conn **=** accept**(**fd\_lst**,(**struct sockaddr**\*)&**addr\_cli**,&**len**))** **!=** **-**1 **);**

printf**(**"clinet ip: %s, port: %d\n"**,**inet\_ntoa**(**addr\_cli**.**sin\_addr**),**ntohs**(**addr\_cli**.**sin\_port**));**

pid\_t pid**;**

assert**((**pid **=** fork**())** **!=** **-**1**);**

**if(**pid **==** 0**){**

close**(**fd\_lst**);**

do\_server**(**conn**);**

close**(**conn**);**

**break;**

**}**

**else{**

close**(**conn**);**

**continue;**

**}**

**}**

**return** 0**;**

**}**

1. 聊天程序（处理粘包问题）：
   1. 服务端：//会出现父进程死亡，子进程未退出的情况，使用信号的方式关闭子进程

#include <unistd.h>

#include <sys/socket.h>

#include <sys/types.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <sys/prctl.h>

#include <signal.h>

#include <stdio.h>

#include <string.h>

#include <assert.h>

int static st\_sig **=** 0**;**

struct Packet**{**

int len**;**

char buf**[**1024**];**

**};**

void do\_sed**(**int conn**){**

Packet sedbuf**;**

memset**(&**sedbuf**,**0**,sizeof(**sedbuf**));**

**while(**fgets**(**sedbuf**.**buf**,sizeof(**sedbuf**.**buf**),**stdin**)** **!=** **NULL){**

int n **=** strlen**(**sedbuf**.**buf**);**

sedbuf**.**len **=** htons**(**n**);**

write**(**conn**,&**sedbuf**,**n**+**4**);**

memset**(&**sedbuf**,**0**,sizeof(**sedbuf**));**

**}**

**}**

void do\_rev**(**int conn**){**

Packet revbuf**;**

**while(**1**){**

memset**(&**revbuf**,**0**,sizeof(**revbuf**));**

int n **=** 0**;**

int ret **=** read**(**conn**,&**n**,**4**);**

assert**(**ret **!=** **-**1**);**

**if(**ret **==** 0**){**

printf**(**"peer closed\n"**);**

**break;**

**}**

revbuf**.**len **=** ntohs**(**n**);**

ret **=** read**(**conn**,&**revbuf**.**buf**,**revbuf**.**len**);**

assert**(**ret **!=** **-**1**);**

**if(**ret **==** 0**){**

printf**(**"peer closed\n"**);**

**break;**

**}**

printf**(**"%s"**,**revbuf**.**buf**);**

**}**

**}**

void handle**(**int sig**){**

**if(**sig **==** SIGHUP**){**

printf**(**"child received peer closed\n"**);**

st\_sig **=** 1**;**

**}**

**}**

int main**(){**

int fd\_lst **=** 0**;**

assert**((**fd\_lst **=** socket**(**AF\_INET**,**SOCK\_STREAM**,**0**))** **!=** **-**1**);**

int n**;**

setsockopt**(**fd\_lst**,**SOL\_SOCKET**,**SO\_REUSEADDR**,&**n**,sizeof(**n**));**

struct sockaddr\_in srv\_addr**;**

srv\_addr**.**sin\_family **=** AF\_INET**;**

srv\_addr**.**sin\_port **=** htons**(**8000**);**

srv\_addr**.**sin\_addr**.**s\_addr **=** inet\_addr**(**"127.0.0.1"**);**

assert**((**bind**(**fd\_lst**,(**struct sockaddr**\*)&**srv\_addr**,sizeof(**srv\_addr**)))** **!=** **-**1**);**

assert**((**listen**(**fd\_lst**,**SOMAXCONN**))** **!=** **-**1**);**

int conn **=** 0**;**

sockaddr\_in cli\_addr**;**

socklen\_t len **=** **sizeof(**cli\_addr**);**

assert**((**conn **=** accept**(**fd\_lst**,(**struct sockaddr**\*)&**cli\_addr**,&**len**))** **!=** **-**1**);**

printf**(**"Connect from %s : %d\n"**,**inet\_ntoa**(**cli\_addr**.**sin\_addr**),**ntohs**(**cli\_addr**.**sin\_port**));**

pid\_t pid **=** 0 **;**

assert**((**pid **=** fork**())** **!=** **-**1**);**

**if(**pid **==** 0**){**

signal**(**SIGHUP**,**handle**);**

prctl**(**PR\_SET\_PDEATHSIG**,**SIGHUP**);**

sleep**(**1**);**

**if(**st\_sig**){**

printf**(**"child closed\n"**);**

**return** 0**;**

**}**

do\_sed**(**conn**);**

**}**

**else{**

do\_rev**(**conn**);**

**}**

close**(**conn**);**

close**(**fd\_lst**);**

**return** 0**;**

**}**

* 1. 客户端：

#include <unistd.h>

#include <sys/socket.h>

#include <sys/types.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <signal.h>

#include <sys/prctl.h>

#include <stdio.h>

#include <string.h>

#include <assert.h>

#include <stdlib.h>

struct Packet**{**

int len**;**

char buf**[**1024**];**

**};**

void do\_sed**(**int conn**){**

Packet sedbuf**;**

memset**(&**sedbuf**,**0**,sizeof(**sedbuf**));**

**while(**fgets**(**sedbuf**.**buf**,sizeof(**sedbuf**.**buf**),**stdin**)** **!=** **NULL){**

int n **=** strlen**(**sedbuf**.**buf**);**

sedbuf**.**len **=** htons**(**n**);**

write**(**conn**,&**sedbuf**,**n**+**4**);**

memset**(&**sedbuf**,**0**,sizeof(**sedbuf**));**

**}**

**}**

void do\_rev**(**int conn**){**

Packet revbuf**;**

**while(**1**){**

memset**(&**revbuf**,**0**,sizeof(**revbuf**));**

int n **=** 0**;**

int ret **=** read**(**conn**,&**n**,**4**);**

assert**(**ret **!=** **-**1**);**

**if(**ret **==** 0**){**

printf**(**"peer closed\n"**);**

**break;**

**}**

revbuf**.**len **=** ntohs**(**n**);**

ret **=** read**(**conn**,**revbuf**.**buf**,**revbuf**.**len**);**

assert**(**ret **!=** **-**1**);**

**if(**ret **==** 0**){**

printf**(**"peer closed\n"**);**

**break;**

**}**

printf**(**"%s"**,**revbuf**.**buf**);**

**}**

**}**

void handle**(**int sig**){**

**if(**sig **==** SIGHUP**){**

printf**(**"handle \n"**);**

exit**(**0**);**

**}**

**}**

int main**(){**

int sock **=** 0**;**

assert**((**sock **=** socket**(**AF\_INET**,**SOCK\_STREAM**,**0**))** **!=** **-**1**);**

struct sockaddr\_in srv\_addr**;**

srv\_addr**.**sin\_family **=** AF\_INET**;**

srv\_addr**.**sin\_port **=** htons**(**8000**);**

srv\_addr**.**sin\_addr**.**s\_addr **=** inet\_addr**(**"127.0.0.1"**);**

assert**(**connect**(**sock**,(**struct sockaddr**\*)&**srv\_addr**,sizeof(**srv\_addr**))** **!=** **-**1**);**

pid\_t pid **=** 0 **;**

assert**((**pid **=** fork**())** **!=** **-**1**);**

**if(**pid **==** 0**){**

signal**(**SIGHUP**,**handle**);**

prctl**(**PR\_SET\_PDEATHSIG**,**SIGHUP**);**

do\_sed**(**sock**);**

**}**

**else{**

do\_rev**(**sock**);**

**}**

close**(**sock**);**

**return** 0**;**

**}**

1. gethostname() gethostbyname()

#include <unistd.h>

#include <netdb.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <stdio.h>

#include <string.h>

#include <assert.h>

int main**(){**

char name**[**1024**];**

assert**(**gethostname**(**name**,sizeof(**name**))** **!=** **-**1**);**

printf**(**"%s\n"**,**name**);**

struct hostent**\*** he**;**

he **=** gethostbyname**(**name**);**

int len **=** he**->**h\_length**;** //并不代表有几个ip，代表ip总共占用的字节数

int i **=** 0 **;**

**while(**he**->**h\_addr\_list**[**i**]** **!=** **NULL){**

printf**(**"%s\n"**,**inet\_ntoa**(\*(**struct in\_addr**\*)**he**->**h\_addr\_list**[**i**]));**//必须使用 inet\_ntoa 将网络地址转化

**++**i**;**

**}**

**return** 0**;**

**}**

1. tcp的11种状态
   1. SYN\_SEND
   2. LISTEN
   3. SYN\_RECD
   4. ESTIBLISHED
   5. FIN\_WAIT\_1
   6. CLOSED\_WAIT
   7. FIN\_WAIT\_2
   8. LAST\_ACK
   9. TIME\_WAIT
   10. CLOSED
   11. CLOSING(特殊情况下出现，当客户端和服务端同时发送FIN信号，不会出现FIN\_WAIT\_1,FIN\_WAIT\_2状态，取而代之的是CLOSING状态)
2. SIGPIPE

当对接方关闭的情况下，发送信息，对接方会恢复RST，在接收到RST后，还继续给对接方发送信息，就会收到对接方返回的SIGPIPE信号

1. select：

1 #include**<**unistd**.**h**>**

2 #include**<**sys**/**types**.**h**>**

3 #include**<**sys**/**socket**.**h**>**

4 #include**<**netinet**/**in**.**h**>**

5 #include**<**arpa**/**inet**.**h**>**

6 #include**<**sys**/**time**.**h**>**

7 #include**<**errno**.**h**>**

8 #include**<**signal**.**h**>**

9

10 #include**<**stdio**.**h**>**

11 #include**<**string**.**h**>**

12 #include**<**assert**.**h**>**

13

14 void handle**(**int sig**){**

15 printf**(**"sig %d\n"**,**sig**);**

16 **}**

17 int main**(){**

18

19 signal**(**SIGPIPE**,**handle**);**

20 int sock **=** 0**;**

21 assert**((**sock **=** socket**(**AF\_INET**,**SOCK\_STREAM**,**0**))** **!=** **-**1**);**

22 struct sockaddr\_in addr**;**

23 addr**.**sin\_family **=** AF\_INET**;**

24 addr**.**sin\_port **=** htons**(**8000**);**

25 int n **=** 0**;**

26 setsockopt**(**sock**,**SOL\_SOCKET**,**SO\_REUSEADDR**,&**n**,sizeof(**n**));**

27 addr**.**sin\_addr**.**s\_addr **=** inet\_addr**(**"127.0.0.1"**);**

28 assert**(**connect**(**sock**,(**struct sockaddr**\*)&**addr**,sizeof(**addr**))** **!=** **-**1**);**

29 char revbuf**[**1024**]** **=** **{**0**}** **;**

30 char sedbuf**[**1024**]** **=** **{**0**};**

31 fd\_set read\_set**;**

32 FD\_ZERO**(&**read\_set**);**

33 int in\_no **=** fileno**(**stdin**);**

34 int maxfd **=** sock**+**1**;**

35 **while(**1**){**

36 FD\_SET**(**in\_no**,&**read\_set**);**//注意：这两句必须写在while循环内

37 FD\_SET**(**sock**,&**read\_set**);**

38 int ret **=** select**(**maxfd**,&**read\_set**,NULL,NULL,NULL);**//在此处有数据阻塞，直到感兴趣的fd有数据可读

39 **if(**ret **<=** 0**){**

40 printf**(**"select error\n"**);**

41 **return** 0**;**

42 **}**

43 **if(**FD\_ISSET**(**sock**,&**read\_set**)){**

44 int ret **=** read**(**sock**,**revbuf**,sizeof(**revbuf**));**

45 **if(**ret **==** **-**1 **&&** errno **==** EINTR**){**

46 **continue;**

47 **}**

48 **if(**ret **==** **-**1**){**

49 printf**(**"error\n"**);**

50 **break;**

51 **}**

52 **if(**ret **==** 0**){**

53 printf**(**"peer closed\n"**);**

54 char s**[**1024**]** **=** "11111"**;**

55 write**(**sock**,**s**,**strlen**(**s**));**//当对等方关闭，sock会不阻塞，read返回0，该句执行后，srv回应RST

56 write**(**sock**,**s**,**strlen**(**s**));**//收到RST后，继续发送数据，收到SIGPIPE

57 **break;**

58 **}**

59 printf**(**"%s"**,**revbuf**);**

60 **}**

61 **if(**FD\_ISSET**(**in\_no**,&**read\_set**)){**

62 fgets**(**sedbuf**,sizeof(**sedbuf**),**stdin**);**

63 write**(**sock**,**sedbuf**,**strlen**(**sedbuf**));**

64 **}**

65 memset**(**sedbuf**,**0**,sizeof(**sedbuf**));**

66 memset**(**revbuf**,**0**,sizeof(**revbuf**));**

67 **}**

68 close**(**sock**);**

69 **return** 0**;**

70 **}**

1. int shutdown(int sockfd, int how);成功返回0，失败返回-1；how取值：SHUT\_RD,SHUT\_WR,SHUT\_RDWR
   1. 可以选择关闭写或者读或者读写
   2. 和引用计数无关，close只是引用计数减一，为0时关闭
2. select缺陷和poll的使用
   1. select缺点：
      1. 并发数受进程能打开最大文件数目限制

使用ulimit –u查询进程最大打开文件数

ulimit –u N改变当前进程最大打开文件数

![](data:image/png;base64,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)

通过程序改变进程所能打开的最大文件数：

27 /\*

28 getrlimit(int resource,struct rlimit\* rlim);

29 setrlimit(int resource,const struct limit\* rlim)

30 struct rlimit{

31 rlim\_t rlim\_cur;

32 rlim\_t rlim\_max;

33 }

34 resource = RLIMIT\_NOFILE

35 \*/

36 struct rlimit rlim**;**

37 assert**((**getrlimit**(**RLIMIT\_NOFILE**,&**rlim**))!=-**1**);**

38 printf**(**"%d, %d\n"**,(**int**)**rlim**.**rlim\_cur**,(**int**)**rlim**.**rlim\_max**);**

39 rlim**.**rlim\_cur **=** 3072**;**

40 rlim**.**rlim\_max **=** 8088**;**

41 assert**((**setrlimit**(**RLIMIT\_NOFILE**,&**rlim**))** **!=** **-**1**);**

42 printf**(**"%d, %d\n"**,(**int**)**rlim**.**rlim\_cur**,(**int**)**rlim**.**rlim\_max**);**

**输出：**

**1024，2048**

**3072，8088**

* + 1. 并发数受fd\_set容量限制，FD\_SETSIZE

只能通过编译内核改变，宏变量

实验：已将进程所能打开的最大文件数改为了>1024

结果：服务端能处理的连接数数1020（因为0（stdin），1（stdout），2（stderr），3（fd\_lst）已经打开）；客户端能连接1021（较服务端少监听fd\_lst）

* 1. poll使用

服务端：

27 int count **=** 0**;**

28 struct pollfd fds**[**2048**]** **=** **{**0**};**

29 **for(**int i **=** 0 **;** i **<** 2048**;++**i**){**

30 fds**[**i**].**fd **=** **-**1**;**

31 **}**

32 fds**[**0**].**fd **=** fd\_lst**;**

33 fds**[**0**].**events **=** POLLIN **;**

34 int maxi **=** 1**;**

35 **while(**1**){**

36 assert**((**poll**(**fds**,**maxi**,-**1**))>**0**);**

37 memset**(&**cliaddr**,**0**,sizeof(**cliaddr**));**

38 assert**((**conn **=** accept**(**fd\_lst**,(**struct sockaddr**\*)&**cliaddr**,&**len**))** **!=** **-**1**);**

39 printf**(**"count = %d , addr = %s , port = %d\n"**,++**count**,**inet\_ntoa**(**cliaddr**.**sin\_addr**),**ntohs**(**cliaddr**.**sin\_port**)** **);**

40 **}**

最大可连接数大于1024

* 1. epoll

1. UDP编程
   1. UDP特点：
      1. 非连接
      2. 不可靠
      3. 面向消息的，tcp面向字节，所以udp没有粘包问题
      4. 一般情况下比较高效
   2. udp编程模型：
      1. 服务端：socket、bind、不需要listen和accept
      2. 客户端：socket，connect不是必须的
   3. udp回射服务端客户端

|  |
| --- |
| 服务端：  1 #include**<**unistd**.**h**>**  2 #include**<**sys**/**types**.**h**>**  3 #include**<**sys**/**socket**.**h**>**  4 #include**<**netinet**/**in**.**h**>**  5 #include**<**arpa**/**inet**.**h**>**  6 #include**<**errno**.**h**>**  7  8 #include**<**stdio**.**h**>**  9 #include**<**stdlib**.**h**>**  10 #include**<**assert**.**h**>**  11 #include**<**string**.**h**>**  12  13 int main**(){**  14 int listen**;**  15 assert**((**listen **=** socket**(**AF\_INET**,**SOCK\_DGRAM**,**0**))** **!=** **-**1**);**  16 struct sockaddr\_in srvaddr**;**  17 memset**(&**srvaddr**,**0**,sizeof(**srvaddr**));**  18 srvaddr**.**sin\_family **=** AF\_INET**;**  19 srvaddr**.**sin\_port **=** htons**(**8000**);**  20 srvaddr**.**sin\_addr**.**s\_addr **=** inet\_addr**(**"127.0.0.1"**);**  21 assert**((**bind**(**listen**,(**struct sockaddr**\*)&**srvaddr**,sizeof(**srvaddr**)))** **!=** **-**1**);**  22 struct sockaddr\_in cliaddr**;**  23 memset**(&**cliaddr**,**0**,sizeof(**cliaddr**));**  24 socklen\_t len **=** **sizeof(**cliaddr**);**  25 char revbuf**[**1024**]** **=** **{**0**};**  26 int ret **=** 0**;**  27 **while(**1**){**  28 memset**(**revbuf**,**0**,sizeof(**revbuf**));**  29 ret **=** recvfrom**(**listen**,**revbuf**,sizeof(**revbuf**),**0**,(**struct sockaddr**\*)&**cliaddr**,&**len**);**  30 **if(**ret **==** **-**1**){**  31 **if(**errno **==** EINTR**){**  32 **continue;**  33 **}**  34 **else{**  35 printf**(**"revbuf return -1\n"**);**  36 exit**(-**1**);**  37 **}**  38 **}**  39 fputs**(**revbuf**,**stdout**);**  40 ret **=** sendto**(**listen**,**revbuf**,**strlen**(**revbuf**),**0**,(**struct sockaddr**\*)&**cliaddr**,**len**);**  41 **if(**ret **==** **-**1**){**  42 **if(**errno **==** EINTR**){**  43 **continue;**  44 **}**  45 **else{**  46 printf**(**"sendto return -1\n"**);**  47 exit**(-**1**);**  48 **}**  49 **}**  50 **}**  51 **return** 0**;**  52 **}** |
| 客户端：  1 #include**<**unistd**.**h**>**  2 #include**<**sys**/**types**.**h**>**  3 #include**<**sys**/**socket**.**h**>**  4 #include**<**netinet**/**in**.**h**>**  5 #include**<**arpa**/**inet**.**h**>**  6 #include**<**errno**.**h**>**  7  8 #include**<**stdio**.**h**>**  9 #include**<**stdlib**.**h**>**  7  8 #include**<**stdio**.**h**>**  9 #include**<**stdlib**.**h**>**  10 #include**<**assert**.**h**>**  11 #include**<**string**.**h**>**  12  13 int main**(){**  14 int sock**;**  15 assert**((**sock **=** socket**(**AF\_INET**,**SOCK\_DGRAM**,**0**))** **!=** **-**1**);**  16 struct sockaddr\_in srvaddr**;**  17 memset**(&**srvaddr**,**0**,sizeof(**srvaddr**));**  18 srvaddr**.**sin\_family **=** AF\_INET**;**  19 srvaddr**.**sin\_port **=** htons**(**8000**);**  20 srvaddr**.**sin\_addr**.**s\_addr **=** inet\_addr**(**"127.0.0.1"**);**  21 char sedbuf**[**1024**]** **=** **{**0**};**  22 char revbuf**[**1024**]** **=** **{**0**};**  23 **while(**fgets**(**sedbuf**,sizeof(**sedbuf**),**stdin**)!=NULL){**  24 sendto**(**sock**,**sedbuf**,**strlen**(**sedbuf**),**0**,(**struct sockaddr**\*)&**srvaddr**,sizeof(**srvaddr**));**  25 recvfrom**(**sock**,**revbuf**,sizeof(**revbuf**),**0**,NULL,NULL);**  26 fputs**(**revbuf**,**stdout**);**  27 memset**(**sedbuf**,**0**,sizeof(**sedbuf**));**  28 memset**(**revbuf**,**0**,sizeof(**revbuf**));**  29 **}**  30 **return** 0**;**  31 **}** |

* 1. udp注意问题
     1. 有可能丢包、重复、无序
     2. 没有流量控制机制（tcp滑动窗口），服务端缓冲区有可能被覆盖
     3. 有可能被截断。udp面向消息的，如果revbuf小于消息长度，则截断，缓冲区不会保留数据
     4. recvfrom返回0并不代表对等方关闭，而是对等放发送了长度为0的消息
     5. icmp异步错。当服务端没有开启时，客户端进行发送数据，回收到icmp错，但是无连接不能接受异步错，所以客户端一直阻塞在recvfrom，而且不能得到icmp异步错
     6. 外出接口。客户端：192.168.1.110 / 192.168.2.110

服务端：192.168.1.33 /192.268.2.33

当连接x.x.1.33时，客户端外出接口使用x.x.1.100

当连接x.x.2.33时，客户端外出接口使用x.x.2.100

1. UNIX域套接字
   1. 特点：
      1. 本机传输速度是TCP套接字2倍
      2. 可以传递文件描述符
      3. 使用路径表示协议族描述符
   2. socketpair

|  |
| --- |
| 1 #include**<**unistd**.**h**>**  2 #include**<**sys**/**socket**.**h**>**  3 #include**<**sys**/**types**.**h**>**  4 #include**<**sys**/**un**.**h**>**  5 #include**<**arpa**/**inet**.**h**>**  6 #include**<**errno**.**h**>**  7  8 #include**<**stdio**.**h**>**  9 #include**<**assert**.**h**>**  10 #include**<**string**.**h**>**  11 int main**(){**  12 int sv**[**2**]** **=** **{**0**};**  13 assert**(**socketpair**(**AF\_UNIX**,**SOCK\_STREAM**,**0**,**sv**)** **!=** **-**1**);**  14 pid\_t pid **=** 0**;**  15 assert**((**pid **=** fork**())!=-**1**);**  16 **if(**pid **>** 0**){**  17 close**(**sv**[**1**]);**  18 int val **=** 0**;**  19 **while(**1**){**  20 **++**val**;**  21 printf**(**"sending val: %d\n"**,**val**);**  22 write**(**sv**[**0**],&**val**,sizeof(**val**));**  23 read**(**sv**[**0**],&**val**,sizeof(**val**));**  24 printf**(**"receive val: %d\n"**,**val**);**  25 sleep**(**1**);**  26 **}**  27 **}**  28 **else{**  29 int val **=** 0**;**  30 close**(**sv**[**0**]);**  31 **while(**1**){**  32 read**(**sv**[**1**],&**val**,sizeof(**val**));**  33 **++**val**;**  34 write**(**sv**[**1**],&**val**,sizeof(**val**));**  35 **}**  36 **}**  37 **return** 0**;**  38 **}** |

* 1. sendmsg、recvmsg

|  |
| --- |
| struct msghdr**{**  void**\*** msg\_name**;**  socklen\_t msg\_namelen**;**  struct iovec**\*** msg\_iov**;**  size\_t msg\_iovlen**;**  void**\*** msg\_control**;**  size\_t msg\_controllen**;**  int msg\_flags**;**  **};**  struct iovec**{**  void**\*** iov\_base**;**  size\_t iov\_len**;**  **};**  struct cmsghdr**{**  socklen\_t cmsg\_len**;**  int cmsg\_level**;**  int cmsg\_type**;**  /\*char data[]\*/  **};**  **<**fcntl**.**h**>**  CMSG\_FIRSTHDR**(**struct msghdr**\*** mh**);**//返回mh指向的第一个cmsg  CMSG\_NXTHDR**(**struct cmsghdr**\*** cmh**);**//返回下一个cmsg  CMSG\_SPACE**(sizeof(**描述符**));**//根据描述符得到cmsghdr大小  CMSG\_LEN**(sizeof(**描述符**));**//不包括cmsg之间的填充数据  CMSG\_DATA**(**struct cmsghdr**\*** cmsg**);**//指向cmsg种data区 |
| 1 #include**<**unistd**.**h**>**  2 #include**<**sys**/**socket**.**h**>**  3 #include**<**sys**/**types**.**h**>**  4 #include**<**sys**/**un**.**h**>**  5 #include**<**arpa**/**inet**.**h**>**  6 #include**<**errno**.**h**>**  7 #include**<**fcntl**.**h**>**  8  9 #include**<**stdio**.**h**>**  10 #include**<**assert**.**h**>**  11 #include**<**string**.**h**>**  12 void send\_msg**(**int sockfd**,**int fd**){**  13 struct msghdr mh**;**  14 struct iovec iov**;**  15 struct cmsghdr**\*** cmh**;**  16  17 char buf**[**1**]** **=** **{**0**};**  18 iov**.**iov\_base **=** buf**;**  19 iov**.**iov\_len **=** **sizeof(**buf**);**  20  21 char msg\_ctrl**[**CMSG\_SPACE**(sizeof(**fd**))]** **=** **{**0**};**  22 mh**.**msg\_control **=** msg\_ctrl**;**  23 mh**.**msg\_controllen **=** **sizeof(**msg\_ctrl**);**  24 cmh **=** CMSG\_FIRSTHDR**(&**mh**);**  25 cmh**->**cmsg\_len **=** CMSG\_LEN**(sizeof(&**fd**));**  26 cmh**->**cmsg\_level **=** SOL\_SOCKET**;**  27 cmh**->**cmsg\_type **=** SCM\_RIGHTS**;**  28 **\*((**int**\*)**CMSG\_DATA**(**cmh**))** **=** fd**;**  29  30 mh**.**msg\_name **=** **NULL;**  31 mh**.**msg\_namelen **=** 0**;**  32 mh**.**msg\_iov **=** **&**iov**;**  33 mh**.**msg\_iovlen **=** 1**;**  34 mh**.**msg\_flags **=** 0**;**  35 int ret **=** sendmsg**(**sockfd**,&**mh**,**0**);**  36 printf**(**"sendmsg size : %d\n"**,**ret**);**  37 **}**  38 int recv\_msg**(**int sockfd**){**  39 int fd **=** **-**1**;**  40 struct msghdr mh**;**  41 struct cmsghdr**\*** cmh**;**  42 struct iovec iov**;**  43  44 char buf**[**1**]** **=** **{**0**};**  45 iov**.**iov\_base **=** buf**;**  46 iov**.**iov\_len **=** **sizeof(**buf**);**  47  48 char msg\_ctrl**[**CMSG\_SPACE**(sizeof(**fd**))];**  49 mh**.**msg\_control **=** msg\_ctrl**;**  50 mh**.**msg\_controllen **=** **sizeof(**msg\_ctrl**);**  51 cmh **=** CMSG\_FIRSTHDR**(&**mh**);**  52 cmh**->**cmsg\_len **=** CMSG\_LEN**(sizeof(**fd**));**  53 cmh**->**cmsg\_level **=** SOL\_SOCKET**;**  54 cmh**->**cmsg\_type **=** SCM\_RIGHTS**;**  55 **\*((**int**\*)**CMSG\_DATA**(**cmh**))** **=** fd**;**  56  57 mh**.**msg\_name **=** **NULL;**  58 mh**.**msg\_namelen **=** 0**;**  59 mh**.**msg\_iov **=** **&**iov**;**  60 mh**.**msg\_iovlen **=** 1**;**  61 mh**.**msg\_flags **=** 0**;**  62  63 int ret **=** recvmsg**(**sockfd**,&**mh**,**0**);**  64 printf**(**"recv %d\n"**,**ret**);**  65 fd **=** **\*((**int**\*)**CMSG\_DATA**(**cmh**));**  66 assert**(**fd **!=** **-**1**);**  67 **return** fd**;**  68 **}**  69 int main**(){**  70 int sv**[**2**]** **=** **{**0**};**  71 assert**(**socketpair**(**AF\_UNIX**,**SOCK\_STREAM**,**0**,**sv**)** **!=** **-**1**);**  72 pid\_t pid **=** 0**;**  73 assert**((**pid **=** fork**())!=-**1**);**  74 **if(**pid **>** 0**){**  75 close**(**sv**[**1**]);**  76 int fd **=** recv\_msg**(**sv**[**0**]);**  77 char buf**[**1024**]** **=** **{**0**};**  78 read**(**fd**,**buf**,sizeof(**buf**));**  79 fputs**(**buf**,**stdout**);**  80 **}**  81 **else{**  82 close**(**sv**[**0**]);**  83 int fd **=** open**(**"test"**,**O\_RDONLY**);**  84 assert**(**fd**!=-**1**);**  85 send\_msg**(**sv**[**1**],**fd**);**  86 **}**  87 **return** 0**;**  88 **}** |