PROJECT 10

**IMPLEMENTING AN ORDERED LIST WITH A BINARY SEARCH TREE**

Course: CSCI 301

Name: Ziqi Zhao

Section Number: 1

Project Number: 10

Due Date: Wednesday, April 24

1. **Design Document**

**Introduction:**

This program is using a binary search tree to implement an ordered list. A binary search tree (BST) is a binary tree in which the key value at each node is greater than all keys in its left subtree and less than all keys in its right subtree. In this project, the class can implement operations like insertion, removal, present, write out and so on. I create a class named BST, it’s a pointer-based binary search tree.

**Data Structure:**

This program used a class named BST to implement a pointer-based binary search tree into an ordered list. Struct the Node in the project.

**Function:**

BST( ); Constructor function, initialized empty.

~BST( ); Destructor, remove node.

bool empty( ); Boolean function, return true if the tree is empty.

void insert(int) function can insert elements and order the list in ascending.It calls the private function void r\_insert(Node \*& p, int val).

void remove(int) function is used to remove a value from a list. It calls the private function

bool present(int ); Boolean function, use the id as key value to judge whether the node existed.

int length( ) can return the length of a list. It calls the private function.

void menu( ); Menu function, show the explanation and command in the terminal.

**The main program:** The main function use “do”, “while”, “case” and “switch” to read command which the user can type in the prompt. I create a BST tree, character ‘command’, as parameter to call the functions.

1. **Code**

//================================================================

// Name : BST.cpp

// Author : Ziqi Zhao

// Course : CSCI 301

// Section : 1

// Project : 10

// Due Date : Wednesday, April 24

// Description : This is a program used a pointer-based binary search

// tree (BST) to implement an ordered list. The user

// enter command character and do operations with these items-insert

// new items, remove items and print the items.

//================================================================

# include <iostream>

# include <cstdlib>

using namespace std;

/\*

\* Node Declaration

\*/

struct node

{

int data;

node \*left;

node \*right;

};

/\*

\* Class Declaration

\*/

class BST

{

public:

// pointer to store the root of the tree.

node\* root;

bool find(node\*, int);

node\* insert(node\*, int);

node\* remove(node\*, int);

int length(node\*);

void present(node\*);

BST()

{

root = NULL;

}

~BST()

{

root = NULL;

}

};

\* Main Contains Menu

int main()

{

char choice = 'h';

int num;

BST bst;

node \*temp;

bool quit = false;

while (1)

{

switch(choice)

{

case 'e':

{

// calling the destructor and then constructor again

bst.~BST();

bst = BST();

break;

}

case 'i':

{

cin>>num;

// taking input of the number and calling the insert function

bst.root = bst.insert(bst.root, num);

break;

}

case 'r':

{

cin>>num;

// calling the remove funciton to removeete after taking the num in

bst.root = bst.remove(bst.root, num);

break;

}

case 'l':

{

int len = bst.length(bst.root);

// finding the length and then print the found value

cout<<"The list contains "<<len<< " elements"<<endl;;

break;

}

case 'p':

{

cin>>num;

// calling the find method to check if the value is present or not

bool isPresent = bst.find(bst.root, num);

if(isPresent){

cout<<"The value "<<num<<" is present in the list"<<endl;

}else{

cout<<"The value "<<num<<" is not present in the list"<<endl;

}

break;

}

case 'w':

{

cout<<"The list: ";

// printing the list sequentially using the present method of the BST

bst.present(bst.root);

cout<<endl;

break;

}

case 'h':

{

cout<<"e -- Re-initialize the list to be empty."<<endl;

cout<<"i v -- Insert the value v into the list."<<endl;

cout<<"r v -- Remove the value v from the list."<<endl;

cout<<"l -- Report the length of the list."<<endl;

cout<<"p v -- Is the value v present in the list?"<<endl;

cout<<"w -- Write out the list."<<endl;

cout<<"h -- See this menu."<<endl;

cout<<"q -- Quit."<<endl;

break;

}

case 'q':

// quiting the service.

quit = true;

break;

default:

cout<<"Wrong choice"<<endl;

break;

}

if(quit){

break;

}

cin>>choice;

}

}

/\*

\* Find Element in the Tree

\*/

bool BST::find(node\* r, int item)

{

if(r == NULL){

// we are at leaf node

return false;

}else if(r->data == item){

// if we found the item

return true;

}else{

// otherwise check in left and right part of the tree.

return this->find(r->left, item) || this->find(r->right, item);

}

}

\* Inserting Element into the Tree

node\* BST::insert(node \*r, int item)

{

// if we are at root node we need to insert our node there.

if(r == NULL){

node\* temp = new node();

temp->data = item;

temp->left = NULL;

temp->right = NULL;

return temp;

}

// if data item is less than root then we need to go to insert in the left

else if(r->data > item){

r->left = this->insert(r->left, item);

return r;

}

// if new data item is greater than we need to insert it in right of root

else if(r->data < item){

r->right = this->insert(r->right, item);

return r;

}

// if new data item is equal to the current root node then just return

// do not insert.

else{

return r;

}

}

node\* BST::remove(node\* root, int data)

{

// base case

if (root == NULL) return root;

// data to be removeeted is smaller than current root node.

// then we will find our value in the left

if (data < root->data)

root->left = remove(root->left, data);

// data to be removed is greater than current root node.

// then we will find our value in the right

else if (data > root->data)

root->right = remove(root->right, data);

else

{

// node with only one child or no child

//case 1

if (root->left == NULL)

{

struct node \*temp = root->right;

free(root);

return temp;

}

//case 2

else if (root->right == NULL)

{

struct node \*temp = root->left;

free(root);

return temp;

}

// Copy the present successor's content to this node

root->data = temp->data;

// Remove the present successor

root->right = remove(root->right, temp->data);

}

return root;

}

// length of the BST

int BST:: length(node\* root){

if(root==NULL){

return 0;

}else{

return 1 + this->length(root->left) + this->length(root->right);

}

}

// present traversal of the tree.

void BST::present(node\* root){

if(root==NULL) return;

this->present(root->left);

cout<<root->data<<" ";

this->present(root->right);

}

1. **User Document**

This program named **BST.cpp** is use binary search tree to implement ordered list The List is initially empty, the user can insert some values, remove values if it has, judge whether it empty and a specific value in this list, etc. The menu looks like this:

The program’s name is BST.cpp

To compile the program, simply enter:

g++ BST.cpp

To run it, enter:

a.out

Please enter your input after the program prompts the command line:

This program responds to commands the user enters to

manipulate an ordered list of integers, which is

initially empty. In the following commands, v is any

integer.

e -- Re-initialize the list to be empty.

i v -- Insert the value v into the list.

r v -- Remove the value v from the list.

l -- Report the length of the list.

p v -- Is the value v present in the list?

w -- Write out the list.

h -- See this menu.

q -- Quit.

1. **Tests**

csci2>a.out

This program responds to commands the user enters to

manipulate an ordered list of integers, which is

initially empty. In the following commands, v is any

integer.

e -- Re-initialize the list to be empty.

i v -- Insert the value v into the list.

r v -- Remove the value v from the list.

l -- Report the length of the list.

p v -- Is the value v present in the list?

w -- Write out the list.

h -- See this menu.

q -- Quit.

1) // This test shows Re-initialize the list to be empty. If not, write out the list.

csci2>a.out![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUQAAAECCAIAAAAJiTngAAAAAXNSR0IArs4c6QAAFhhJREFUeF7tnb9u20i0hynVuw+wIGwXLuwHuA1hFVZKu9cFbANp7e11AS/gaoGkUG+rDZC4UG+XVgoLegW5SGEHeoJ9AN0zHEmk/lH8J5Ga+Vg5Gc7MOd/hj5wZcQ4rf/7P/31vNz5a9dunkeMf519/Np3W6e2T/ueqo1I5vpGa7rR82Lm+uh+oRiKKVrV2/PcP34p/nkZjMyqV8y/d5r40+uCojj4CkxYtHPcYOkd3VDn+e867aKcohcDuEqimNn00GtxfnoaOS61kOSKKVnX39v7hOPsHR6Hyo4N9x/l4f0ttIRUhYBWBqjMrI3ke1rwiCPz6PXTck0+Bmo8+nbhO//V53hh5CCuVc0AAArMEqqPR02tfyei4Ioca2RaiZXnMP4oZjbu/jyt6eHzXcIedbzLqluf8S2/oeLVzZeHc2H5dPP1blVc7W3qeDNfV8fV8XSuUQ2AHCFT++OOPsEL6rfprrRtnzrwJ59RkeHIvkSm4DNx1L2EL5f//de7ae496Vu9PtoOJu396MHvX94XQ1F78G0/Lgzb76xcINuEsbUIgXwJKzHMtxlwAy9eOaWu+9k56k7W0DfVCsxAwj0D6BbBNsXiTMbXb+KwGxjLs//pDxt1q4M0BAQhEEyidmGWG/HDV6ntNmcx25aep3stg8mMVsYQABCIILBlmwwsCENhFAqV7Mu8iRGyGQBkIIOYyRAEbIJADAcScA0SagEAZCCDmMkQBGyCQA4FAzPL2Ba9D5UCUJiBQEIH5J/Pw969FSyJ0Lr8E+69E6vsAPwgXFEa6hYC8l7H4BlgYi34X0um0eifN8CZEfY7/9mXwgiQ8IQCBAglEzZnVvgv1ZmX96mHJ41qeySi5wMjRNQTmCCgxh4fK4S1EsqHq9jTYpTxX86zm6V1NMIUABMpAQIlZafb0tF6/7gzjmqS3PX+8HwYzZl6ijguP8yCwEQKZfprymrXXen18I3Aa7S/Ltw1vxHAahQAEZglkEnO/Nd4brHZHSG4B70KnFuCAAAS2TyCTmGdzdm3feHqEAAQCAqnF7Ofs2juctkT6PS4rCBRLIKWY58bVsh72eZKyq1h/6B0C1hJQL41EpNEKJ+WaMAoybIUrhlN2WUsTxyFQIAGSExQIn64hkCeBlMPsPE2gLQhAIA8CiDkPirQBgRIQQMwlCAImQCAPAog5D4q0AYESEEDMJQgCJkAgDwKIOQ+KtAGBEhBAzCUIAiZAIA8C5ADLgyJtQKAEBDLlABvnBiMBWAkCiQkQCMQ8uL+UncnTr6hqNJIDTHJ23jmPi3kL5E3PtqQFq/v7mdXHob6z/5HrCQIFEkiZA0xnGpnuZ3aev3Umn24s0Bm6hoDNBNLmAFM7HoO0vLKJSj7E6uwf8PlVmy8mfC+WQMocYL7R4e3My/+jWN/oHQJWEUj705T6JLqkCbrRj2KZWt81XKvA4SwEykYgpZjHn0R3G+1uV30VXS+RLf0cRtk8xh4IGEogpZiFhp9Ve3Jc3jt7rqTeHZBG29ALBbfKTyC9mMO+jRe3X5/L7zAWQsBUAjmIWX2Pqtvc71zfPvF1C1OvE/zaAQLpc4CFEoAFWcF2wGNMhIChBMgBZmhgccs+AjkMs+2DhscQKCMBxFzGqGATBFIQQMwpoFEFAmUkgJjLGBVsgkAKAog5BTSqQKCMBBBzGaOCTRBIQQAxp4BGFQiUkQA5wMoYFWyCQAoCa3KAVSQ5UHD8CCcGiihKYQdVIACBjAQSvAHmv7/pdK6v7gfz72BHFGW0j+oQgEBMAgnmzG8Pj/3F7CJ+PxFFMe3gNAhAICOBqBxg802rvF8rjoiijAZSHQIQiEcgQQ6ws88Nd9j5tmzPckRRPDM4CwIQyEpg/TB7utDV9Iadfx/CuUQiirLaRX0IQCAhgfVinmYHql/3TtpdWdGedhFRlNAMTocABLISWC/mQLqDe7UCdvJpMTn2aHVRVgOpDwEIxCOQQMzxGuQsCECgGAIJxCwz5KZ8kuZxZtqsrY4oKsYteoWAfQQS5QDrt+r/PE2S6cq7YaLtyTFTZB9GPIZA8QQSvAFWvLFYAAEIrCaQYJgNRghAoMwEEHOZo4NtEEhAADEngMWpECgzAcRc5uhgGwQSEEDMCWBxKgTKTAAxlzk62AaBBAQQcwJYnAqBMhNAzGWODrZBIAEBxJwAFqdCoMwEEHOZo4NtEEhAADEngMWpECgzgarKpfv1fM5Eybb588ffZbYb2yAAgTkC/pN5/2Au38Dhnut8vAMLAhDYIQLVX7+H2tyKfhyLrCvHkoZz+PvXDrmBqRCAQPXt/UMnwz76dOKqpEBHQIEABHaRQNVRj+b9gyPncM/ptDqOUrMeZb/toj/YDAFrCVQd9WiW46y233t5fun5anYYZVt7ReD4zhKQBTB5NLsndxei5cFoIGpuyN88mHc2ohhuLYHqaDRQs2bX6b2ocfXbS2/oui7LX9ZeETi+swTIAbazocNwCMwS4A0wrggIGEIAMRsSSNyAAGLmGoCAIQQQsyGBxA0IIGauAQgYQgAxGxJI3IAAYuYagIAhBKLELNunZCPV4m7nLK7L9yJ/To+FfdTSst9lzp1mMZi6ENgVAtWxeAKFjf+SzZCb8GH0dHt6elqvX3fGOy+Xd5LoDbTJPaeSo8ER95Tw/ejredxOVzUY5h+ztZkbor9rdep4RFGOcGiqnASqg/tLUZcSmNLXsHNd1/+8vB8UYrG2p6jexWV9a7hzHpfebmRg0W06rfqY0u3TaC2liAaltXbjQ7dWb/W95vewMle1rG+I+rjuOI12UCuiaK2dnLDrBJgzz0SwUjn/0j7pXdevHpbkZvC/KZ/sS9QRDUpRTT5e35p88vr5W2foNj6fJbqk3h4e+3o/+sIRUZSoC07eFQKxxBwMBf1MJMsHdcsmwIkoRE+nZweQMiBVZmjDuu2G6zheszuZK4xLde/6nJizhpF6tMmwYPnz9qzmDTvfpp+bj+NdVINHMwldZMeLbHJZTOG0phfVyIojoiiO6ZyzawRiiNlr+s8qOVp9t3F3M05FIuqaDjhVkdfMuFQWMZ2Wkep3/5k4GV3K8FbpTY/J9QR8sTTfWOgH6cf7YbCCN3trS9XdwkN1+VN2Zdtnnxuu3GCel5wQUZTKVCqVnUAMMcs8+uphMJLj6XUypJOF7puL4DElRTJGdLyafmDmf6jcJ4kWxQIT8p2Ee83aa92f4sotRKarX5KNimfIqO2mjndxowc7csO6UyOMWMd0nNKUIPyrojOtFlEUq2lO2lkCMcT88R6+ViaeKnm5jfZ0Fdwf6m7s0PPJtgykZxZvN9bfyoanU1wZFavpqncRZ8lqaXOqhSs12Gl31QShq9fc4t2ypgtd9eveSbsbnkREFG0fFz1uk0AMMa82JzSy1ePf8eg3dwfkupcBtf+DVsGSVtnS8jv8GfXkuLx3/Nxry26dK7sUMGoF7OTTXLJkqRBRlJ8HtFQiAqnFrPIAerUMg8zkEGYknXDVN3lvizWUy+Eprb/AlFviw/Hi9uuy6W8e1tOG8QRSinm89Oo1Y77nkCvHhQm0n5Nw1Z0l0Wp2hJ1z42rRnl57SrS4vap9tcLXbe53ruP8cB1uxP+1zOk/zkyb9QkRRbmGg8bKQiBIG6SuJ7VsfTX9YUatcn1XLzXI8FnbKy85yBsT03+KTmamyv2gaJV/81XUeWqFTTqNXyQV5t4q8Y2fztpnfgrWzS5WWWWh8tGbKxxbKP8bNjJmmxENhloLulh7acw2OONsRNHaZjlh1wmQA2zXI4j9EBgTSDnMhh8EIFA2Aoi5bBHBHgikJICYU4KjGgTKRgAxly0i2AOBlAQQc0pwVINA2Qgg5rJFBHsgkJIAYk4JjmoQKBsBxFy2iGAPBFISWPPSiL9pefo+1MxbShFFKW2hGgQgkIFAgjfA/HcPHf3q5VyPEUUZbKMqBCCQgECCYTbpphJw5VQIbJ2AErPKTaH2/AcprZfvhSLd1NbDQ4cQiE9g8mRWe/5VClk/e+vQa35ZTABEuqn4WDkTAtsnEAyzZSud3kzrp6YKMmqQbmr7UaFHCKQgoBbAJnk2JwmcVzSj9wzLCthihvqIohQ2UQUCEEhBIMECGOmmUvClCgS2RiCBmLdmEx1BAAIpCCQQM+mmUvClCgS2RmDNnJl0U1uLBB1BICOBBG+AZeyJ6hCAwEYJJBhmb9QOGocABDISQMwZAVIdAmUhgJjLEgnsgEBGAog5I0CqQ6AsBBBzWSKBHRDISAAxZwRIdQiUhQBiLksksAMCGQkg5owAqQ6BshBAzGWJBHZAICMBxJwRINUhUBYCiLkskcAOCGQkUFWJv76ez7Ui2TYlK1jGpqkOAQhsk4D/ZN4/OK5Uwr0e7rnOx/s27aAvCEAgI4Hqr99D3YSk/lGPY5F15fhg3xn+/pWxaapDAALbJFB9e/9w3L1Dxzn6dOI67smno212T18QgEBeBKqOejSrXJyHe06n1XGUmvUo+y2vPmgHAhDYAoGqox7NcpzV9nsvzy89X80Oo+wtsKcLCORKQBbA5NHsntxdiJYHo4GouSF/82DOlTKNQWALBKqj0UDNml2n96LG1SoDvuu6LH9tgT1dQCBXAuQAyxUnjUGgOAK8AVYce3qGQK4EEHOuOGkMAsURQMzFsadnCORKADHnipPGIFAcAcRcHHt6hkCuBBBzrjhpDALFEUDMxbGnZwjkSiBKzLJ9SjZSLe52zmKAfEry5/RY2EctLftd5txpFoOpC4FdIVAdiydQ2Pgv2Qy5CR9GT7enp6f1+nVnvPNyeSeJ3kCb3HNmtmRnND7inhK+H309j9vpqgbD/OO3ltE7qhtJoDq4vxR1KYEpfQ0713X9z8v7QSEOa3uK6l1c1reGO+dx6e1GBhbdptOqjyndPo3WUopoUFprNz50a/VW32t+l/3kaxvkBAgsJcCceQZLpXL+pX3Su65fPSzJzeB/br7fqv/zNFqvYd1uRINSVPOcfmvS2vO3ztBtfD7jSoVAOgKxxBwMBf1MJNOe1k6AE9kU3dpMqczjfTO0Yd12w3Ucr9mdzBXGpbp3fU7MWcNITQNkWLBcq2c1b9j5Fl/J0ntUg0czCV1kx4tscllM4ZSIISfbTCCGmL2m/6ySo9V3G3c341Qkoq7pgFMVec2MS2UR02kZqX73n4l6CnB6KsNbpTc9JtcT8MXSfOOqH6Qf74fBCt7srS1Vd36Sl/Cx8B+pmqWSjQRiiFnm0VcPg5EcT699nWJIRo/HNxfBY0qKZIzoeDX9wMz/ULlPEi2KBSbkOwn3mrXXuj/FlVuI02h/yTAqVttNHe/iRg925IZ1p0YYHBBISSCGmD/eRckLzSt5uY32dBXcH+pu7NDzybYMpNXTcGPdrG94OsWVUfHDY1+0mNoe1cKVGuy0u2qC0NVrbilvWest5wzjCcQQ82oGoZHtzOg3d2py3cuA2v9Bq2BJq2xp+R3+jHpyXN47fu61ZbfO/LqkJXMJpBazygPo1TIMMpMznZF0Aau+yuXwlFYtYOWXX2m8uP36nBwMNSCgCKQU83jp1WsW8Z7DwgTaz0m46s6SaDU74qKYG1eL9j433KSL26vaVyt83eZ+5zrOD9dcuRBYSiBIG6SuJ7VsfTX9YUatcn1XLzXI4rGuLC85yBsT03+KTmamyv2gaBXu+SrqPLXCJp3GL5IKc2+V+MZPZ+0zPwXrZherrLJQ+ejNFY4tlP8NGxmzzYgGQ60FXXClQiAdAXKApeNGLQiUjkDKYXbp/MAgCFhPADFbfwkAwBQCiNmUSOKH9QQQs/WXAABMIYCYTYkkflhPADFbfwkAwBQCiNmUSOKH9QQQs/WXAABMIYCYTYkkflhPADFbfwkAwBQCiNmUSOKH9QTG72b7OYAm2wti7JewnhsAIFA6AurJnHs2r9J5iUEQsIBAddvZvCxgiosQKIRA5c8///dLMMKe2pAsO3QhptMpBCAQJjAWs3yjgRwXXBkQ2GkCMmcuIJvXTiPDeAiUk0C10Gxe5WSCVRDYSQLjn6ZSZPPaSXcxGgLmEiAHmLmxxTPLCPAGmGUBx11zCSBmc2OLZ5YRQMyWBRx3zSWAmM2NLZ5ZRgAxWxZw3DWXAGI2N7Z4ZhkBxGxZwHHXXAKI2dzY4pllBBCzZQHHXXMJIGZzY4tnlhFAzJYFHHfNJVCVT4H//Ho+56Dsu/j5429zvcYzCBhIwH8y7x8cVyph5w73XOfj3UB3cQkC5hKoqtQE/lHRj2ORdeX4YN8Z/v5lrtd4BgEDCVTf3j8cd+/QcY4+nbiOe/LpyEAvcQkCFhCo+lmD9g+OnMM9p9PqOErNepT9ZoH7uAgBcwhUHfVoluOstt97eX7p+Wp2GGWbE2I8sYWATujnntxdiJYHo4GouSF/82C25QLAT3MIqIR+atbsOr0XNa5+e+kNXddl+cucEOOJLQTIAWZLpPHTeAK8AWZ8iHHQFgKI2ZZI46fxBBCz8SHGQVsIIGZbIo2fxhNAzMaHGAdtIYCYbYk0fhpPADEbH2IctIVAlJhl+5RspFrc7ZyFTUXtn54cC/uopWW/y5w7zWIwdSGwKwSqY/EEChv/JZshN+HD6On29PS0Xr/ujHdeLu8k0Rtok3vOzJbsTRhPmxAoM4Hq4P5S1KUEpvQ17FzX9T8v7weF2K3tKar3QlymUwjkQoA5cy4YaQQCxROIJeZgKO5nIplavXYCnMi/6NZmSmUe75uhDeu2G67jeM1uMBcPGanP2dCsIZGDnAyBjRKIIWav2T7pXdflaPXdxt3NOBWJqKvbdFp1NSxXRV4z41JZxHRaZsXfm16/NZ4CnJ7ePo1GwkWPyfUEfLF0o+BoHAJlIxBDzDKPvnoYjOR4eu3rFEOOLHTfXHjDzjctKin6JoLyavqBmf+hcp8kWhQLTGASnn84aLGUBGKI+eNdlLxgvJKX22hPV8H9oe7Gjme5V0hvMpBWA/2NdUPDENhhAjHEvNq70MhWL4GPR7+585AMCjKg9n/QQtK506VBQwikFrPKA+jVzraJYUbSn7fa9TbdpC8IpCOQUsyiK8kvJCvIsqycruMMtRYm0H5OwlV3FlazM6Cm6i4RSClmcVEGvjLqDf0gFOsdzPGPSZNfk/wp93gavLZIz8+73eZ+5zr8Voksv/3jm7L0p6ldiga2QiADAXKAZYBHVQiUiUD6J3OZvMAWCEDAQcxcBBAwhABiNiSQuAEBxMw1AAFDCCBmQwKJGxBAzFwDEDCEAGI2JJC4AQHEzDUAAUMIIGZDAokbEEDMXAMQMIQAYjYkkLgBAcTMNQABQwggZkMCiRsQQMxcAxAwhABiNiSQuAEBxMw1AAFDCCBmQwKJGxBAzFwDEDCEQOW///5b5cpff/1liJe4AQELCPBktiDIuGgHAcRsR5zx0gICiNmCIOOiHQQQsx1xxksLCJA324Ig46IdBHgy2xFnvLSAAGK2IMi4aAcBxGxHnPHSAgKI2YIg46IdBBCzHXHGSwsIIGYLgoyLdhBAzHbEGS8tIICYLQgyLtpB4P8BeFP6dFfspLYAAAAASUVORK5CYII=)

2) // This test shows Insert and remove value from the list.
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3) // This test shows report the length of the linked list,
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4) // This test shows judge present value v whether in the list.
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1. **Summary**

From this program, I learn how to use a binary search tree (BST) implement an ordered list. A BST is a binary tree in which the value at each node is greater than all the values in its left subtree and less than all the values in its right subtree. It’s a special ADT, the member functions like insert, present have the bog O time-O(logn). Sometimes this solution will reduce the time complexity. Another feature is that in this kind ADT, the functions are almost recursive. Recursive functions operate on pointer-based class objects must have two functions: a public one and a recursive private one that the public one calls. Usually, the base case is that tree is empty and smaller problem is the left and right subtrees.