# IDAPython脚本化软件逆向分析

## 课前准备

1. 学员基础：
   1. 熟悉C/C++
   2. 熟悉x86汇编
   3. 熟悉Python
   4. 具备《**SQLite数据库逆向分析**》
   5. 具备《x86/x64软件逆向分析》更佳
   6. 具备《X86软件逆向分析实战》更佳
2. 演示环境：
   1. Windows 10
   2. Visual Studio Community 2022 /C++桌面开发

<https://visualstudio.microsoft.com/zh-hans/>

* 1. IDA Pro 7.7

<https://hex-rays.com/>

<https://hex-rays.com/ida-pro/>

* 1. WeChat SQLite

<https://pc.weixin.qq.com/>

* 1. PyCharm Community 2022.1

<https://www.jetbrains.com.cn/en-us/pycharm/download/#section=windows>

<https://download.jetbrains.com.cn/python/pycharm-community-2022.1.exe>

* 1. Wing Pro 8

<http://wingware.com/downloads/wingide>

<https://wingware.com/pub/wingpro/8.3.0.1/wingpro-8.3.0.1.exe>

1. 课程源码：[https://github.com/**zmrbak**/IDAPython](https://github.com/zmrbak/IDAPython)
2. 课程类型：演示、实战

## Visual Studio 2022源码编译常见问题及解决

**升级项目**

右击项目，属性，

配置（所有配置），平台（所有平台），

配置属性，常规，

选择Windows SDK 版本，选择平台工具集，

确定。

**编译**

配置：debug/release

平台: x86

右击项目，生成/重新生成

## MSVC编译控制参数(1)

<https://docs.microsoft.com/zh-cn/cpp/build/projects-and-build-systems-cpp?view=msvc-170>

|  |  |
| --- | --- |
| **Debug** | **Release** |
| **/JMC**  启用本机“仅我的代码”  **/permissive-**  使某些非符合代码可编译(功能集可更改)(默认开启)  **/ifcOutput "Debug\"**  建议使用 /ifcOutput <directory> 为每个编译创建一个单独 .ifc 的文件。  **/GS**  启用安全检查  **/analyze-**  启用本机分析  **/W3**  设置警告等级(默认 n=1)    **/Zc:wchar\_t**  C++ 语言合规性，这里的参数可以是: wchar\_t 是本机类型，不是 typedef  **/ZI**  启用“编辑并继续”调试信息  **/Gm-**  启用最小重新生成  **/Od**  禁用优化(默认)  **/sdl**  支持其他安全功能和警告  **/Fd"Debug\vc143.pdb"**  命名 .PDB 文件  **/Zc:inline**  C++ 语言合规性，这里的参数可以是  如果是 COMDAT，则删除未引用的函数或数据, 或仅使用内部链接(默认关闭)  **/fp:precise**  选择浮点模型, "precise" 浮点模型；结果可预测  **/D "WIN32"**  定义宏  **/D "\_DEBUG"**  **/D "\_CONSOLE"**  **/D "\_UNICODE"**  **/D "UNICODE"**  **/errorReport:prompt**  已弃用。请将内部编译器错误报告给 Microsoft  prompt - 提示立即发送报告  **/WX-**  将警告视为错误  **/Zc:forScope**  C++ 语言合规性，这里的参数可以是:  对范围规则强制使用标准 C++  **/RTC1**  启用快速检查(/RTCsu)  **/Gd**  \_\_cdecl 调用约定  **/Oy-**  启用帧指针省略  **/MDd**  与 MSVCRTD.LIB 调试库链接  **/FC**  诊断中使用完整路径名  **/Fa"Debug\"**  命名程序集列表文件  **/EHsc**  GX[-] 启用 C++ EH (与 /EHsc 相同)  EHs 启用 C++ EH (没有 SEH 异常)  EHc 外部 "C" 默认为 nothrow  **/nologo**  取消显示版权信息  **/Fo"Debug\"**  命名对象文件  **/Fp"Debug\ida03.pch"**  命名预编译头文件  **/diagnostics:column**  控制诊断消息的格式：打印列信息 | **/permissive-**  使某些非符合代码可编译(功能集可更改)(默认开启)  **/ifcOutput "Release\"**  建议使用 /ifcOutput <directory> 为每个编译创建一个单独 .ifc 的文件。  **/GS**  启用安全检查  **/GL**  启用链接时代码生成  **/analyze-**  启用本机分析  **/W3**  设置警告等级(默认 n=1)  **/Gy**  分隔链接器函数  **/Zc:wchar\_t**  C++ 语言合规性，这里的参数可以是: wchar\_t 是本机类型，不是 typedef  **/Zi**  启用调试信息  **/Gm-**  启用最小重新生成  **/O2**  最大优化(优选速度)  **/sdl**  支持其他安全功能和警告  **/Fd"Release\vc143.pdb"**  命名 .PDB 文件  **/Zc:inline**  C++ 语言合规性，这里的参数可以是  如果是 COMDAT，则删除未引用的函数或数据, 或仅使用内部链接(默认关闭)  **/fp:precise**  选择浮点模型, "precise" 浮点模型；结果可预测  **/D "WIN32"**  定义宏  **/D "NDEBUG"**  **/D "\_CONSOLE"**  **/D "\_UNICODE"**  **/D "UNICODE"**  **/errorReport:prompt**  已弃用。请将内部编译器错误报告给 Microsoft  prompt - 提示立即发送报告  **/WX-**  将警告视为错误  **/Zc:forScope**  C++ 语言合规性，这里的参数可以是:  对范围规则强制使用标准 C++  **/Gd**  \_\_cdecl 调用约定  **/Oy-**  启用帧指针省略  **/Oi**  启用内部函数  **/MD**  与 MSVCRT.LIB 链接  **/FC**  诊断中使用完整路径名  **/Fa"Release\"**  命名程序集列表文件  **/EHsc**  GX[-] 启用 C++ EH (与 /EHsc 相同)  EHs 启用 C++ EH (没有 SEH 异常)  EHc 外部 "C" 默认为 nothrow  **/nologo**  取消显示版权信息  **/Fo"Release\"**  命名对象文件  **/Fp"Release\ida03.pch"**  命名预编译头文件  **/diagnostics:column**  控制诊断消息的格式：打印列信息 |

%comspec% /k "C:\Program Files\Microsoft Visual Studio\2022\Preview\Common7\Tools\VsDevCmd.bat"

## MSVC编译控制参数(2)

## IDA Pro中的脚本插件（1）

目录结构

cfg 配置文件

dbgsrv 动态调式所需的server文件

**idc** 内置脚本语言IDC所需的核心文件

ids 描述加载的二进制文件共享库内容

loaders 用于加载识别解析文件格式的扩展文件

platforms 平台相关的窗口库

plugins 扩展插件的文件夹

procs 处理器支持模块，机器码转汇编

python IDAPython库

https://github.com/idapython/src

python38 IDA内置的Python程序

sig 模式匹配的签名

themes IDA外观样式

til 类型库信息

github树状插件

<https://www.octotree.io/>

IDAPython API随机文档

IDA\_Pro\_7.7/python/examples/index.html

IDA\_Pro\_7.7/idahelp.chm

启动IDA时Python插件出错

为PATH添加Python路径 IDA\_Pro\_7.7\python38

## IDA Pro中的脚本插件（2）

## 程序的Debug/Release以及符号文件对IDA的影响（1）

编译器会生成与应用程序同名的PDB文件，作为符号文件，有助于IDA对程序中的函数名进行识别。

Debug模式中，编译器为程序添加了一些额外的调试代码，有助于对程序的调试。

Release模式中，编译器对程序做了一些优化，一些函数被内联到其它函数之中，未被引用到的函数会在链接阶段被移除。

## 程序的Debug/Release以及符号文件对IDA的影响（2）

## 使用Wing Pro调试IDAPython脚本

Output窗口快捷键

![](data:image/png;base64,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)

Wing Pro 调试设置

import wingdbstub

import idc

import idautils

wingdbstub.Ensure()

print('Test From Wing Pro 8')

for seg in idautils.Segments():

name = idc.get\_segm\_name(seg)

start = idc.get\_segm\_start(seg)

end = idc.get\_segm\_end(seg)

print(name,start,end)

接受调试连接

开始调试

IDA中，运行脚本

wingdbstub.py

C:\Program Files (x86)\Wing Pro 8

## 使用PyCharm开发IDAPython脚本

运行脚本的方式

Shift+F2 打开脚本编辑窗口，粘贴代码，点击运行。

将代码粘贴到python cli，按两次回车

Alt+F7，选择脚本文件，执行脚本文件

PyCharm配置

创建项目

将IDA\_Pro\_7.7\python包复制到项目中

将IDA\_Pro\_7.7\python包中的3设置为“源 根”

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfMAAAEBCAIAAADjN9sOAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsMBx2+oZAAASQdJREFUeF7tvQl4FNeVsH1LC9qFaXW32AMYurWCDTYBLUjCOLENRhKbx5mJkwlm8fif2HnyffM9BrPZgL9//jwTO/M5LLbnT2LnZ1gsLDC2SWwQaDHEhlgILd1iRyxSt1oGtCKh/s+t211dvaqq1S21WqeefqBVfZdz33vr3FPnnqrLZeXkETyQABJAAkggiAiEBFFbsClIAAkgASRACaBmx3GABJAAEgg2AqjZg61HsT1IAAkgAdTsOAaQABJAAsFGgJOyglpyNEpWu3N/3CErPSZGAkgACSABHxKQqtnDIj+TWGtP5zOo2SWywmRIAAkgAX8QQG+MP6himUgACSCBwSQgz2a/fPkyCGs2m0tKSv71X/+1q6trw4YNP//5z9Vq9dGjR1955ZWrV6/232bvNasXrF2pKt++9zznzKY3benLytIdJU3sJ/hzc3LdG/ur/Uex15z6/OtJNVsPVHFUHv7PDMN7u4812YmXvnyV6sTuLxsTQfhsle0ns1l30JrXt0Im5q7KNe4GSrxIi5N48dhhNpTv2llyKzH35VUZatF5sQBms6HMqRU+lBDEW5ulci7QAQjjxmDyXZ9PDjqy9aFULkaUOuflQlIEuAj0XbZh5wGyYrUgkrgVILlOr0nSOnJudEO4n2KzC0E8luy6j+9iqLrXKr/D937W3md2Wm+Occf+apdyinvZegXVpTiMUr9dGtbr1O6isB/8lquStsLVNeLvq6NPvP1MIE+zg05ft27dpUuXfve73/3mN7+JjY0Fbf7LX/6ypaXlF7/4Bej6hoaG/mt2D9oTfhIUgUWTqpc5a3a4GteoKjbvM4gvDFB2XzZnzDB+IMwKEtmxueTd4yoH7cmy132yzaJb1ypLLNrBppv4QU+VBZsVXAvGj2+yYl2WQZ5s9IKxVJrGvjAVYzsPml107YknSwcdygQ7SBYXkkPiaZKe1+q94wZ5l5BiB9piIOIJiU1FVDe5mqrF3LKURvGERNNnGiGvWj5A1oOCnIJslXRG1OhE054wiYrHDJV/BdlrtSqYkIyeXdN0xXAyfflrcvvXYXw62DTCr2LN7qEWdxcFw+6deC6xOF9WUHhKrWtDTUhsFY84mE1C67zuX4dedqRqnZ8czosNDuHKhQtkiWheh/NmXTGclNWzQMPlVWYZ/yIrDQp3Hk5M4QiNYkNOPN5YgjCJ2k1IVlVV9cUXX2zatEmhUPzkJz959913//SnP8Gvhw8flluUbWi6sU2SVq/PtiYSjNAshb6okfSS1BSFvqSRELVjtTAUlmj1u3aeh2tW0LwsUa+5NnJt/vwaGSYhvdqTjUX7oCYwP/VFb1p0NCuQDln+X9bfSRsyzQadjijtJAfFzWp3LxgBjbbvA5Vk2cRWknYt2bXTaJWH3Tc4Mpmxgjf9CtZvKqA/8fZIsY2/VbBb6UmF+Unp5vPWuxN1qlapK99dViWbGytcnfXipixHYag1J5wzVuxk9xaFyty165Is9zraTa/nQ5KmsvdhYnDgptObsgpzq63TmFBSpRyAorGXmptpKtvaCF0gnAxpOvHue+TlnLRjFjWtTlXpS44TwtFOZAY+nUTTk0jtAXpW3Ln85LSlQAsX2Bb+CqQaOdfwrnzxhHElIqgV8+xtOvsd9+hMHtqa1zVlxXqthqi1dswtloebsQdVrFlhBNXgHb1bx4sNa5elV9ldFA79bZkzXN1/O49AQtIch4v1b+8kdFea3XnNYjbexAe9Rk5YTggjsJGrrrJM2+KbeIP0KxdKrKzVu7zKmFnjYuTwNiUp3g7Dib/wLcAFqXpJmnMC2Zr9/fffHzFiRE9Pzx/+8IcXX3yxtbVVEjuPiUK4pmO73jrGW0/MvWDrcrHvhePGpGhUpgp6UaUlJam0oEn5lHaKYEZOhql8O01jdqwVKvqy3LTZesVKkjw9W1V74FY63BkQHdEs2bB+iX22ulpStf8tInIpuCiW1xoeBINfZckmJrZGZbzlqSXK+WteA7UuGMXMRAXtv8CayyZYVZ0uf3FKOqmCaRGOxGStUl9WJU82sSxMNYvPMLuYpC/bmFy3eR/9JXXFulxDBSHGkp0H9rpyazhyqy0ty1y5JK/WoWRZAG0ipSdpjcYS/m8owWBSpKxYvURrcSK9lGugtaRnaw2lxwTZTEZ2bzQjWWGwXvyCkNR6yteIDauQ8x/voIUTuWMPxlWlaPyLbXbR9y+KLXctxtzXM3Tvbd8hchLSC4pvmruxR7VMsqXtcsVjxI7t+jh9xbpN9pYswwsm5y5DBrNnHUxghwHr+dJgib3sX0+XhvU3/aEtTu5cKrDzBeKqNNmCubnKwFp1OXLgMlQYK4pgSuEswJkVYoOmVjonkK3ZN27cqNPpvvnmm/b2drDTX3rppSNHjty+fXvVqlW7du0yGi3GoxSezmlu1egVOWnkvM1pDheP7gSYoBYnQ26mkuh5b2ymonT3NnDOOty8w08qhdFgp0zs62kyGjKViWazRN/ojGTwq67fTH0FcOUQB5udL5o6OrNIRVHK6pdSit81ZsOs69A00Ko7d9T0IRjkkSkbtH1NpungVlDDbi0d0Jhs1qTG5uvrwOfO3+IBIMvNjphYCFddo19cmGzpAjqP6iuY/S5XNncDgOkC0DgGg4G/DSLV+7ZTm50yS5y/xuJWtjlnXHRo45cHK7SrVj5ndLrBlwuQ18LEaFTnrRaWBIDPlq22EcgPNo1aRY1lmKjeNSqJoRZk5bmZDPzYtBt1dKqo2MVfh46HTPFYdvv7HpvN3lRWyhLAEIVeJuT83m0gNid2CqlVSvjF3UXBmmbQWcqR28XsloIfTm9ZLVnn9adqmNVApCxDcVmOiwkAsoPXtO9LgzXVK4B96yKPNnvfKkWmYG6vsjQ3I6fRaFIuzk0v2cvsLf6wk8pVAtma/Qx/sNJ//etff/TRR5WVlfC9trZ23759/dTspLFWp8ifrz5vWU8Djcn7XthFMiYvQ6HXgz6gtqSpQmybiDpPpVKaaqxZ4HyS1QVhsR8phSTQak4eC9cDgL8HBEc5LK+B9lRkrV23RLQ6Svu07P0iolFrM9dS3fQizAGlOo3K6lW0um5LbnNpeW4EE7xpRI5sVFPnaziOK1yRVskbv24Okc2+ld7K0Du+1/N5rxGhMIkdscoTFVmrqEOmkiTyrhgYTTx9ObIxSWCeJqtWbspysQwODpmiN80LXloM7hd24wWqnM9E/V2VcHe5VmltjmOHwnnwlhSVa9bk09tSOviEQ6aQlhGlIE3Hd28psSyELGFUhCM9Gzz7pbt3f6le9jIvlJ2q3bA+C9T9cRdCuugOmeKxEoT7Hiebnf4KtwgpGrDhMplTBf4E5xKd7C13GMzKcX1R8E45kY0vUzx6S0Gd1JaGUpjlxXubqMte7FWnTgPe31XF0QmAHfZrMKkO16wLdOyUTAndluPwQx82u4TOlSmY26vMlcQwE+wpTtpSsH5jvjgWwyaVywTyNPvkyZNv3rwp1A4LpwsXLkzgj/r6elhflYrSTTp6X3NQ/zLvRQVN+jy/iiUY12q47E+QJTn0wt6x300RiXBjYhSb7OL7Yj6PwWDMUIEH3oNdLyp7TF5+tkpF4AIGTWg0mYip7M26lBVkT20SLKsWkXxwzjSWvLelxDZY05dnZFunEyjJ4lbuWzB5ss3I0eiKK0iy8V2QJM9oojKnpWiUWgXQE985UZv9S34lYy3ToVSrbgPFTaNQ6EVmTwwmV+NKcMhUNllcMVbbUx43KJh20zart8KK1HbZh5DenYdUbAWY+tmldihLBx7eMu1KOqtRA1o45AlpGVGiqulslAN3ErbBMQO8cHpbBeBa2SIynXj/YSN/v2w36tw0Rp54rBDPNjubnJoUxqLapOfSzpcoM0jx7qa8ZfNrDthit9yMPbqUZ+eZ9EY8JiSdUbT6op10uaJy36GU122+YIg8UcGNtofDSTz3ab2X0JMAnv3sksSTKZjbq8y1mGzU0TCtDesL2bKqvVTOCeRp9itXrjjX3MwfnsDJ+Y0uXpUv3bJhvXPUUVXJCZj/6TDi1xlEpVr87LzTw2BSJns0ySXMwKKimdZmlW5ONuoUGUs20Kq30H9g8RJMKktquPOFxauN2vIykyVghh/xvFsZDkmzugzZqva/BzS0yQQ69V3wKmiVsKAHLmN7g9Mim+CXpyKp1WPEPWIvGKSs1hnXJKeNUYpcMTS9DNk8h+sRLV3IZZ1FCCycLqs5yKYimEKNNj9IYu5LheRjNx3KGwHgk1n8vJ3WkCEk1CeMKBsPoKGxrSHTNPs/posolhTJz61fKUSXQhPKTNTdYde51IuakZpY0ujCdJAnHtQpnkhcxsbYJqeqA3tggkyu2FEC62ylqbDOBuGb7HAz9ngVvBjmA+vKlmzxBG5j8pIMBw+wGBsWTaBdkVa1v5raH+8dMq1KEo84x+924oGKVKrgAhboqZUwKqxZvJfQkwCebXZfX7m0W11eZZ5GDt+NJe9tOk7jm6HL9lS58D2IE8jT7J7o+Po3jlPZdbCofIfhLo567OVSwWfiySSHuU6mqMJE0lRWR8A7ZG+zF5oVzDvcZDA0ldEgP9c2O63Uo2Dwu3zZWFPo7dhOGmWvKz5EYCkCXK67OCHYwykiqslpedlOMLBbDasylihI2UGrK0ambMJEAnPP8ym1e0WLqOJb9d7ROQpTHb3nyAGZje6b75ob88mszdKaDdYr31uAwohgPtCsvMQqPiaHhcGIxkvtXvu7EOhrq9K3CAkllJRnrFm1mliDJm0aWaZ4riZIm5/dEjBuNXdASFgXAa+gEOZhXpsLRob1cMHQImpmLrSWDgmZ4glF8y4gTVIWjWSjEUH7qWaHFUjqVgX7A8yOvq84gR5vWPB+NljgYcvR4OC03Lh7K6HL+sV4nWNjaBbt+iyL/eH7K9f5KnM3ct6tSWaxy9ZWCOuIFqmEBwvECeRpdmd/C/h5++41ySmENZktWz/mB8e6TQWcc3yFh/LYlZkinvMdUoMJoK+zrApKEIwFn256s46G2dYYiNbR+uA4kxDYI4TNMBcQaw7HaQvX5jbtLHEQTFgAsN2dyJTNdmnxT1uQ8g/erVI9z4cLsZD240WEaBZv2WDrI6FSSEPr5WcFR2L0VjGDrgmLliuIV7KNURsNqpUb11SwWF0H3qCJYDUy5Hz1u01Uh6bmZBDdB3azjsnYFFJTo89316HgkynVrrTFVXolpINUvCVLl2f3EKXKVAfyqIkymw/AFRYtWRZ+FYt+cWAIptNm49It1phd65I1OFbkjT3xnRatzv4ZPVqxPVLh/lIQb8FaJazxergomFOL+ejliic84/Ny3vs7tr1lxWjpZbindLWI7OKSc6Z3UPWaEIRmd/nLBOj5+hYHmMH6uSWumnopqaFmW/0KIR5GoKUKLwRzdZW5HDkhpKnIsEqYe0C3gJ9NDI2aOE4J5D2pJEETEi+eVBImTyefOK2QPQRoe6jSbvpy8QyqXcSxvcReP+JofViJCI8dCYawIDNbFCpTrRSeZYCf9lRZHmukBog4FNoJpReysbkabN7N8GgU/5ir2AyhUQcnlPazva1WcXWeBWMqrJ+PhgpaQPxoYvrypWQffUSLhlhArIwS1tnsWiHEs9tCyN0PQe+EdNl2h84VnokTHn4WbuNsMTweO9cLhn14tHgOtotCCLF39ZAUrd3X4kGZomcGLR4Yh85hylH8CLcA1sHX2qd4XgB09TSAnYAsKBN0i0vbkXWxlBHo3cCToks9p/EMLSA0e/8b6VACC/zitI5PHxTpzLKeFuu/YOJHLtks5VIw+GngZRO3zoNggy6bZ25CKwYXYJ9ConierybPI3DQB2FgXrkepJKq2WXpOHzXoyxcmBgJIAEk4FsCkjS7b6vE0pAAEkACSMCvBPAtvn7Fi4UjASSABAaBAGr2QYCOVSIBJIAE/EoANbtf8WLhSAAJIIFBIICafRCgY5VIAAkgAb8SQM3uV7xYOBJAAkhgEAhwhYXuXsU0CNJglUgACSABJNB/Ahj12H+GWAISQAJIILAIoDcmsPoDpUECSAAJ9J8Aavb+M8QSkAASQAKBRQA1e2D1B0qDBJAAEug/AdTs/WeIJSABJIAEAosAavbA6g+UBgkgASTQfwKBqNnHjJ8YFRPd/7b5u4ShIqe/OWD5SAAJBBqB0ImTJgeaTN33u2AbqHt3vg80wRzk8SxnyI9/xk19xPIZP4086CZ3bXuXBXjTUDwkgASGNAFJmh12QvmH119cOi/RdLKmyX6DLti4ZG1hcqjuzOU2n22b96CnJzomhphJ9/37voXLN6Qg0UfSepYTdLpN+LARnHoC7IFDWmADOjyQABJAAv4lIEmzm4k6fZ5WSZrrnDR7Ymp2ckL7tbOeNDvsO7V5dWFOdpIwAcA+T//y6k8W5szLnZedkxxS9+2VNvsJo7uzSzl6zL07Lb5tPd+QCe0epZVVowc57TQ7XyinGGOz4gVzfuoj5ouV4krZPLosZ15Ottp5KpUlHiZGAkhgeBKQ5GeH3VT3bnvrjW0fS98YmtGEveLmr3kNthN00FzPr4Id3/VFb26DLcQ4VeaSvEQH+ve773d2tMfFP9T/XmEyPJdm7n9RziX4UE6B2IK1STVbt2/Zuv2gXlO4Is0fYmOZSAAJBDcBSZodrMjn1r+2cf3SdDPVj2Bxv7T+tU2vr9u4PFWgwxQonKTn16+arxY0KWjw90sNIsWanpTEcYbyUpgnKk9UNJnNKm1yIl+y+Pi+2ThSoeA4SRIOYif5Vk5+P3XLDFpZqycKpTOZQWwsVo0EkMCQICDbG3ObpD3/qwU/4J0nnDIpWQlfqDfmUtvkHz6lVbLzXMzEmdQpb+DaL5+pvU1ipjw2c2K0xWkzOiXrsYkx189+Xt3EmVtjp4KfJ7rjupOfp7e3NywsPCIyorOjwxklTCRPrP3l7K6WtFXUcQFendGmk1WNiXDyqTg9eHfoDJS2dGNB8qSnn3wkBiSdR90+37RNzpnY3jn5hX8qpI6gRNOJGgN/b2FxgNCTVh+IxSkfakmcEqJjxToc7uR09sa4GxAO3hgh2fScAuW1v5RcbR8SIwmFRAJIIHAIyLeIeYvbbCjf+ea2TW8W11ltbeaxAR8CfMDHQgiEt/S3mRAeEzfyIQ+laPMtjotNn+i0+ctmkMYvy/XCHcCMZI2+4uM/bv0A7hjqPtn2xq4Tt+nEo8xS1YGQm3aXGzQZcG8BGvz51xcryj9gwm8uJoWvL2N3J+LEJDNfdCNiJ1SfcsoCIdwSpdRu31HSJCsvJkYCSAAJAAHZmn2MUgHZDLraRqolDQajBaPYG7NEKzNOxmh0qcBArXuOfdQVH7C4/qtKy4yalHRCqup0Sk1qIjXDUzT6mirnXjaWnThPzzbW6pjw6UlaY0XRcWvUilAU/c0psatR06ecsoZaSNOJHfwcWZO8buOaHPTGyKKHiZEAEvBGszNqKpXK8r/SgnFMXn6W0li6e5vVZneL95aRhnWDA5mmSOQnCpORnyfsjrCwsJi42Dst8sJj4NahpJxoUxLH5GVo9XVyl3ytEhgNkm1l7+SUMvgq9x1isxQeSAAJIAFZBGTb7Ldq9LDmyWnzYaV0y4Z88MwI9XGcKnv1ejjfh81eVQc+HBXv3JiRk6HmOF0tb0TbHw8lKO+YTGZzr4f2aJMtoSP8vGKx0EFCos3O1RKLbd4nD2rmZ9jic9Kzs4i+WnLcuRQ5+xRBSEBdMdZ1aTo5GWVIIr0WTIkEkEBwE5Ct2cFX8G6xnkFpKisWgl5uHa9gPndwwZdSP7vbA8zqPcV6Ng3AHGDWFe8972iwjwgfERkVfe/u957p60gSi8ZZk2k6uNXimQEJy0warVU7Q7RJtc6YVLAePBujnSJwoHwqz9ZDpsyVrKjN+eTgzhLnewiXkkiUU/oYAuGLDBm2RkmWRHoVmBIJIIGgJxCgeyoljh3XevduW+s9dx0Abv0Fa1eqyrc7zwqQBZ6MzTJ8MADLj33KGfQDCBuIBJBAABKQbbMPQBsiIiNDw8I9qHXPMoBDI0ujLxNWRP0mcT/l9JtcWDASQALDnUAganaFUt3SLHkF074HwVrfsjrTJMTM+LN/+yOnP+XCspEAEhjuBALUGzPcuwXbjwSQABLoB4FAtNn70RzMigSQABJAAvKfVEJmSAAJIAEkEOAE0GYP8A5C8ZAAEkACsgmgZpeNDDMgASSABAKcAGr2AO8gFA8JIAEkIJsAanbZyDADEkACSCDACXAajaY/IsbGxvYnO+ZFAkgACSABnxPg0mc80p9Cw0NDolRT+lMC5kUCSAAJIAHfEkBvjG95YmlIAAkggcEngJp98PsAJUACSAAJ+JYAanbf8sTSkAASCH4C6ugHAd5I1OwB3kEoHhJAAkhANgHU7LKRYQYkgASQQIATwNiYAO8gFA8JDGECUZERM6cnPzxpwqiR8dCMljt3L165fvZcbUdnl6xW/Y9/+Vmf6X/z+z/2mcZXCcAb09QeKrG0USPjgAAkhra33HG7m5DE0iQmGzjNvujZZyTK9OnhzySmxGRIAAkELAHNwz/4cV5meFhow83GiePHgJzXGm6NH5vY3fPg6PFy/cWr0iX3h2YfGRezouBp+FcQ4869tn2ffA7/9imYLM0+a0ZKXubjUObx8m/OVNb0WbhPErjW7Ive/vv2XLflH1//yCtHLDuXSo9n94lmNyc9uWWRY/i8uf7LLcUXXf4EbTCbTWV/3PeV0XGrVZ/gw0KQABJwSQDU+rM/yrl52/D58fLvv7/LVDOY1Q89FP90XubY0arDfzkhS7n7g7NYuUtX6yBJn5qd47gExUPG5pa42Oin8rJ+MIFObFev3/rieNm91nZlwqhm0/dmV9sy+6qZ7jT7wak7Cn5bl/Sr4rUX8l89TBb9rnjqjvy3axe9fWjqzvx3dEL1A6DZp+evXjLNopfrPt3533WcuTdhwS9mGv7rL+dCbPoaNPtm7SVQ8WI0fMr55FPU7L4aMFgOEuibQFRU5Iv/uAT02r5Df3nwgIaRCJodvoeGhq5Y/CPQbu//uaijo7Pv4uxTgNIUTOD+K0em3KEGidY6k6VPzc7s9Ju3mpTKUSPCw4UW3O/uNhpbxo5R+9t+H9AVVHCz9Plx7uZzxbs3/eFsk/Hszn/fucc4+19+vXrLvy3LVk5Z8m9rN/+PNZt+/eT0XrPcwYHpkQAS8B+BmelJ4IQBa52pdYcDTsJPkACSyZUhPDys8On54LuHD3yBP+WW4JCemeqy1HqfNYaHhc2ZNR2SgQZnar3RaIIPfIE/4SR8gQSQrM+ivE4woJqdTtfzl3n4SGpG899BxW/+zS74bPr3A2XNtkzctAWg68UfmAOyEiSViomQABLwFQFYMLx+8zY4YYQCwQ8jXuGEnyABW1eUfsTFRD9f+PSUSeNZFvgCf8JJ6SW4TAnKXYpvXXotPQ8ewCpxb28vy/LpX05+uO8wfOALOwM/QQJIJr1MuSkH1BsDBjuodQ8iPjh2ANzxziuoZuXjLy8iRf/1t1vq2ewLmbci17hvT41ScMv41hvzUHzc80ueiYmOdJC2rb1zT9Fn398doAVuud2J6ZFAIBD45aqfiF0QYp0uXgsF18Tv3vv/Bl7g/q/H9umNgUY9V/DjCWNHNxma/7T/U6GNLyxfpFYlwKy295Oj0hvuhcADbbNLb8zgpgTdXXTkSxh5YjHgTziJan1wuwZrRwJIoE8CQWWzO4fNQPv7ExsDK9pLFi4IDaHz34PeXlDrsLrdJ1NMgASGOYEXVjzb0dm5/9BfPXBYvvjJqMjIP+07LJ0VOF4KFz6hViqELE1G08EjX91ra5deiE9SerbZYY0X3OhzH5sewqsOcMLUXbgMX5KmTl70o3nwBbwxX3977tSZc/1fAXbXHHc2+6Rf7P2uqvK/fzEpd3slfNmaN+nn++DLttzJ//zf7ywcjBXLhEfX/tvalzMfYi1RJxCD0bFREP7I/O/Cx8ERL7dTaZTSV2XQWvjAF1TrcgFi+uFJAB7JAUcEBDgKzQd/gtilAD9BAkgmiw9o8D0HP790pYHlgi/wZ//VOoTHiKPaZYnkMnFYaCgs8DK1Dgdo85+ueBY+TK3DAT9BAkjW/7rkafZPX310+iNuP0Iwu//EEpcMUY9bfj7TdITq698X//X3f/jmVsqPlkxTZP1sxQK18as//FUc++hzkWrrL58o/wY+8MXnhWOBSCAoCZytqoPHkSBuHQIcnRsIJ+EnSADJ5Da/u7vn4OfHYPkRPvAF/pRbgkN6FvXo8MhSP8vs7ukBexwKgahH5tFNVCrgA1/gTzgJXyABJOtnRR6yD+gzqF6voDoo+sKplw/+P3+pJFOf/59PaC98xWLY8Ukl/40SLBkJyCWATyoF4pNKSa8cfOlCgUvb3OEnWU8qSXltgMvYGDaqaITMzx4lpz/+vSjUcXTW8jUJZ9kzqPikktzLD9MjAf8RwLcLMLYB9HYBpr5/Sd4Gx7qo46/81/qSvCfhodQjwklZml3iGJIyAUgsCpMhASQwiATwjWAAP4DeCCZodvG7BMxmLXvZwKec7Zl+6Zp9EIcXVo0EkAAS8CEBKfHsPqzOi6LcxrPnbaORMIRMffWTv5/7jn4gVCbv+E6xWveiPsyCBJAAEkAC/ibgegXVvc0Oyv0fnN8Idqj6O38LiuUjgaFCYHHqI0NFVJTTOwJD2GZnDYbodWaw8zb7/yb/6x+O5/3vV7WDEc/uXQ9gLiSABJCArwlI33bD1zVLLU9q1CN1sr/z1BevvF2b9Orv4H/ri3yZnx1tdqm8Md0wIIA2+zDo5EBvoms/u9m88J1PXkkSvRie43QXSO5TSYTTvSOo9UBvHMqHBJAAEhiWBFzb7KDZfwdvFHAiIt5Nif0INjv8+9cm2+s6hyVGbDQSsBF4Um17qh65IIFBIeBes/ObKNWJAhzNC3/rsKES0+zRcSOLL9q9/yH/YXmvXR6UlmOlSMBXBHD8+4okluMrAnLe4nvhCpk81VcVYzlIAAkgASTgJwJSV1DdVY82u586BosdQgTQZh9CnTVMRJVjsw8TJNhMJIAEkMAQJxBYmn3hsueFzxPPLJ44+WEpeHvNqc+tf23j+qXpomAeljF9OZxfNV89HAPwe82K5DnTlGZzb9S4mXOmT4wy95qjJj4yOznB7zT8XZHQIofh0ZswLfORcVFOw0DKKMI0SCCYCASWZheTjYyOSZ81e2pyqr9x96Yt3fT6OvEE0KvOeWn9a3CSnl+Tk+heU/Dac3bW3B/CJ1Nr2+qFP0+VqSC8izOgcH2nhpzLl8jNlah0AmCNou3ipweJpfkjmddNcykM67KZ46Psu4a2N9O+y/zRFiwTCQwMAX9p9vj4+Oho28XDGgNn4LyshmlTp4sNeeG7uJAQrnrvtrfe2PZxlSiSR0otvWb1/DWvbSnQihPDHcDzqzJURF/05rYinZlTZS7JS3StIxKmzcuYRupPl31NP6XGBEFfhHAm2PhFmdDfXdWltIKl8VBjSMeNs6fOXeuwvcfNnp5rUZv1pyztqidJGXP6b+l7bcg7N81zi9xBYwJkz00gLbYkcHLSo1OjGqpoD9Z3TJihGdxpTHqPY0ok4IGAvzT7E088sXz5CrFyh+9wBs77vD8cvDGCxb1xuc3eZ0rcYobb+WdAg79fahDZpOlJSRxnKC+FeaLyREWT2azSJjub7WD6pU4bBeqvttmiMUOa6882dAita2tuJkrFQHoGvK7Rc0Zo18nvGqKmDabK87pp9nNYx7Xv/lZ+qt4gPhutUEa2XLvOb6RpbLjeOUql9PkIxQKRwEATcKHZ33jjTeHz6qu/crnfVZ9iHj36BaQRlDtT63CGnfffwSxuNW+8c9r8JVrBUFUJVyzHqbJWLQOnfAjXdGzXx5X20ozhN7UyGRvp6UajCf5VKtXOEisTFJ03rjjtxWpzAbebjGTcJGlqImr8dAfXh9jPw24FrDYvdSYwb7JjLjc18iKJPSoJggfJYon3KSoksKo8Z8FANmf5BWB87bMzNBNT56ZPjOISNHOY8HaOLKt44jYyIC4lFLdIXM48jcghxtdrV4jLYQdDs6XZyA+YEK6jvYNERQ3cnZb/LgQseZgT6MNmVygUGRmZXjBqb+/Yv38fU+5KpZKpdTgD570oTUYW3uI2G8p3vrlt05vFdVYHMfPYbNm6HT7gYyFEoXLtYpFRleekoCauXG9RKBP6LBH0VPL4jroK6v0AixK0DL0hmDu+rZI6eU5WnDMq0wVniGJaggGSfXejLXq8Qy6JNbISaMl6k4K3xCVm5GcXF4I5y29T6wnTsmckGCtPV+ivVX9dda3DDHc5VHiSkDrX4gPh3SBEO9d2TyBdQl6eqYJDrM5kufeiPpaJpNa+mS47IibK0WfYZ39hAiQQ+AT69sY8+eSTYisevktslaDcX/jpTwdIrRPCLG6DrraRWmEGg9WmFntjRIa8tKYYjXRLWmmHnQvY2GwaldC337a9o4OM0s6dYVtxVSYkcOAUngMm57wMWInlBEPSVK9nBiZxzgUnJdRoK0HsfOg7Y2cbeCxcCuZSEhBGqcmeRnRfV7pw8fN3PLXMB0LFtnODyJDQ/s6pyWjxoMNcdU13g0yYQQGKDHnnPmwD9ngggaAj0Ldm70+TmXKvr68fCGtdJKhKpeL/snlgxuTlZymNpbu3WW12t826xTtgFErepGf7jYNrxnltFlRhZILK4407LP0ZWkZNnMASdbR1RsaI01tXISBZ7am/lX4NhqstPMPc0XCGt+LZR+zBZ6K7zGVfo4yu6yOjcvwE0mzg9bCzYC4loQyjosC3ES3Vt8HPHO4PWU1jLqBkUk9vTb4TrX64LD8qii2HgKUPq/4dHR7lkAEVkyKBQSPgX80OzQLlfvjTT/3uhLECvFWjhzVP8LDDYumWDfngmRHQgns9e/V6ON+HzV5VBz4cVWY+RMHPyKEue13teef+YQEbE2bYDG0IpgaHuEOoddO1G2wdFaxIg7GTeT94JUIXYDuMpg7wvUSNm5jAu0T+XnWdaX86bdh89Eqti7hDF7l4KYUa3Y0pwUEUM2HahMgW4bbGXUZoV/a0qOu6BhDVpWDuJDFdr/y2slk5w+orFwvENzDZMueBdW+bOeiUYHVh9S2hCBT1wEwYZakEZk3rPUFMQoInhwvcLgjLIVQMF2sng3Z1YsVIwFsCftfs3grmZb6QphPvFutZ5qayYiHo5dbxCuZzBxd8KfWzuz3AI7+nWM+mAZgDzLriveddxwt2NJyDODnmM4FPtrLZ2bImdHHSYtpDel3LKIgg5H0s0yDSjqUHB067kpYAjpcJHRcg2AamjerKG1HTLBHlKqPVAyOS2jmX5UdRjS4baSIJTOCZ4zt0X4tKts8IS52Wdk1oP2v1qLgUzK0kfNO+/foCmUaD4tWkHeY2toIaQ5qrv77QMT7dUgU4bf7Ozxz8IVFCig5A1bcwUbPnTiNWbwx175Bxs3jUyTGeHC50QtVZUFPfkUgML4cgZkMCAUDAxXtj+vSkb9y4QZDct++NgXB1iUyOHNgjMeWgJ4O4kZkxDeU66uQZmMPrGr3O6Kt28dHl6THXTwuxpA4lD7qELluK743x1QDAcnxFILA0u69aFVDl8PEbEI7iwu72k5xe1+h1Rl81pE/NPugSomb3VV9jOX4lEGzeGL/C8q5wfoGRxjJ6l92LXF7X6HVGL4T0LkvgS+hduzAXEvAtAXyLr295YmnDkQB6Y4Zjrwd2m9FmD+z+QemQABJAAvIJoGaXzwxzIAEkgAQCm4BfvDGB3WSUDgn4lwDuA+xfvli6BAJos0uAhEmQABJAAkOKAGr2IdVdKCwSQAJIQAIB1OwSIGESJIAEkMCQIoCafUh1FwqLBJAAEpBAwDcrqBIq8mMS53cS6KrPXait9keVdGeP1zMM7+0+1jRwTx75oyFYJhJAAkFMILA0O+yS2tPT7fBiSHhtX1hY+N27d911g7/fNgPvdl+wdqWqfDu8Ggw1exBfDNg0JBA0BALLGzOQu6cGTRdiQ5AAEkACDgQCy2YXtktlO3U4/Olbm91qiR8i+YvZa9zrPtm2pyoRzHOt7oMdJXQbpd60pZsyzFdU2il8AroJ3w5D3oZMQ7kpO0tLz+iK39hP3T68LW8px2zWHdx6ADbIthj41sRNZe+zYvFAAkgACfiVQKgmKTkyMsrrT/f9rvCISF+J2N3dU1+vT+WPGzduFBQUQsl97sekSUmXKEB9jW0PDTOJmfLYzJkzudKtu/aVlh03qZflp7Sc/ObrrsSFj8bUfXuljeOm5xSE/H33Rwf0YSmPdvx1++8/v3qPqNPnPTqzs/yNnUXH60JSf/RIvO7MxdY0UOuK8g9+86cvTpwsPd6S8tLqFNPJmkb7xLMLMiHx5TZ00EvsLkyGBJCAlwQCyxsDjRjg3VN1xdS4pvCqSsuM/BxRVadTalITqRmeotHXVDmTNZad4GeIxlod22c1PUlrrCg63mhJKhRF/3ZK7GVPYTYkgASQgFQCAafZBeU+8LunMmawp1JJOdGmJI7Jy9Dq6yx6XypPIZ3RgH4X2dAwAxJAAr4hEIianSn3gdk9VZucxkDyW2BbLHTYTJVos3O1xGKb94mamvkZS/L4TbGpCZ+dRfTVVgu+z9yYAAkgASTgWwIBqtl920gPpelIEux5DZ81mSa27EnN9qYTZSaN1qqdQ7imap0xqWD9xjU5o/nNVB0OunXq1kOmzJWsqM355ODOksYB3GpjwHBhRUgACQwJAlxWTl5/BG2/dyc6bmR/Suh/Xu/i2cVR6s4ypC9/LctgiZDpv4RYAhJAAkhgIAkEg2b3jpcHzd6rznl5lbLMasJ7Vz7mQgJIAAkMFoHh7o1xaa1vWZ1pEmJmBqtnsF4kgASQgLcEhq/N7i0xzIcEkAASCHQCaLMHeg+hfEgACSABuQRQs8slhumRABJAAoFOYGh4Y4ovXg90kAEmH27FGWAdguIggQElgDb7gOLGypAAEkACA0AANfsAQMYqkAASQAIDSgA1+4DixsqQABJAAgNAADX7AEDGKpAAEkACA0pgSK6gOi8PwjZ7C56Y/8XRow477XlgGfLjnzn8ar7wd/PFc33iFzbZEHbY6DPLACRwWGTGFdQBYI5VIIGAJRAkNjvsnhoXP3L58hWwDZPXrLmpj4K6d/6IC+TfSZBUs3X7lq3bD+o1hSssr4r0ulLMiASQABLwOYEg0ezCfh39VO598oX3Ph7b9TF7JWRlrZ4olImu3v7YZzmYAAkgASTgPwJBotkB0IApd6EzZiRrDLpafFuv/0YnlowEkIB3BIJHszPlfuTIkQSF4on5T3iHQ0oueBPkS+tfg/ewp9Ruxx2rpRDDNEgACQwwgaDS7OBkX7hwYbPJ9NWxr/zHEfbl2LHtLfCz1ySvg7040BvjP9RYMhJAAt4RCB7NDmodnOxAYf/+fdIjZLyjxnJV7jvE9sLGAwkgASQQUASCRLMPmFqnrpjlqawL6RbYRtzvNKDGMwqDBJAAJRAkmj0sLPze3TsDYK2DK6bIkGHbOhX3O8XrCAkggcAjECRPKnkB1vlJJXeF9B79oxflD3AWfFJpgIFjdUggkAkMX80eyL3ihWyo2b2AhlmQQLASCBJvTLB2D7YLCSABJOAFAdTsXkDDLEgACSCBgCYwJL0xAU00MITDN4IFRj+gFEhgcAigzT443LFWJIAEkID/CKBm9x9bLBkJIAEkMDgEULMPDnesFQkgASTgPwKo2f3HFktGAkgACQwOgaGxgjo4bLBWJIAEkMDQJDB8NfvCZc8LXdbZ3lZfW33t8sXA7ER+fz7YyOkA2/EDDySABJCAZwJB4o2BfVCXFBZ4vVVeZHRM+qzZU5Mtr/rCQYMEkAASGNIEgsRm9+Jdj2Kb3XMXHjmwZ3D7GG32weWPtSOBIUcgSGz2gd8qb8j1NAqMBJDA8CEQJDY76zBZlrvXNjtvQS9O4l3eTWXvw4Z5ibmr1mSaDvJ+8PTlrxWSQ2/sr4Y3ub+8KkPNJ6v7ZNve8xyfMcNQrNfm0/Nwcg9ZtqVAK5TTa1YvWLtSVX6I5FvKF2W0+Nmda4fsIMDaLBV8MZt1TIzhM4KxpUgACTgTCJ04aXJ/uHTf7wqPiOxPCT7M293dc+PGjblz5owcOVKv13suWZOSLrHq+przQkqLdn7v7T98Xnb8hG7kUytnd5We/ttZ0+iCLLX+b7FPvaTV7frj3+6RxAULVSd3fHiktOy4Sb0sP8V0sqaRqNPnPTpTef2j//jwcEvi8oLCXK78jZ1Fx+tCZhckd9EEsVMemzlzJle6ddc+x4xKw8ma2ySNzg32tVeR3J8VcEf5LCdKa5tQrUvsV0yGBIKXQJB4YwSb3e/7oKYnJXGq7NXrYfONLRtezFZxCiXdLg92zjNlrtycryg7WNLIcSFc07H9J0jeapqMt8qth5ElIFV1dWZD2Ql+zmg0mohCZd11T1dsNbqrSsuM9hOQy9ppdk3h66vnq83BO1CxZUgACcggEDyaXZYrRgYhp6RmQ/nON7fBDtfsA94Y59LopnrrX1tCiiHBpt3lhv7UZ5/XufYQrnrvtrc2by0mhes2rl+F+t13sLEkJDBUCQSJZh8wtQ62tk6ZkWt15KQvX5puppbyjBWLFeUf7ConWYW5iXBGrVQZK4qON8JPY1I01AUu+dAmp7G0Y/Lys5T6mipRTle1wywyP80Mdwlf7vygzKhUqSXXhAmRABIIUgJB4mePiooeP27soUOHIEhGYk9552fnOEOVLjTnJz9ZmDMvd142V7brmIFfNVVUfHSg+taVhrDH8pdMaSk5Xgtflj5N00zsaGhPINcsfvYJ7WfPXG7jQPenz3P8fqmN+tk7OrhlSwoh46wJDWw5lE9M/ewGV7VzbVdjc9a9tGReXs7MiQ2Hfl/iwzsEiSwxGRJAAoFFIKhiY2Sh9To2RlYtshJbY2O2QyCNrIyYGAkgASQgJjB8NXsAjgPU7AHYKSgSEhiKBILEzz4U0aPMSAAJIAE/EUCb3U9gsVgkgASQwKARQJt90NBjxUgACSABPxFAze4nsFgsEkACSGDQCPjAGzNhzMhBEx8rRgJIAAkgAScCaLPjoEACSAAJBBsB1OzB1qPYHiSABJAAanYcA0gACSCBYCMQDH72rGdsO5p2dbRdv1B9+/rg72hqNismpCfcqdLfjRg/RZPQqq9s6opWa9IjGk833PX7I6a0dk1Uk76hiyRMSJ8aJ3q1r7mz4ZK+4T6+7DfYrmVsDxKwEQg4mz02Ln7BUwWRUVHe9VJEVMzU9NkTpuKOpmJ+LQ3nTtVWnYZPzbn6Vu/IYi4kgASGDoGAs9lBp/940QoAePTTfZ0dkl7vJbbZPZMv+2zgdjQVbPZ7VuvYbI4aGJs9buLs8SMttwWdTQ3dqnFosw+dSxIlRQI+IBBwNjtoc9Dp0DLQ715b7j4AM5SLuHftbzVXTeB1uXju1KXbMDuizT6UuxNlRwLyCfjgLb4j43y8W15PT8/Vy/qpmlT4wBf403O7Jk6Tuu/dtXrLvndms3ruC7/MjtWfv94GhSszVv1zbtzlyittJO2ZV198au682XOyHw7Rwa9mc+ozrxYoQycXLC1kJ6uuxbjM2+7ouY4amRjd1dTcBX725NEPGpu7SHhMQmJYW2f8tPRxieNVieMjOxvudnG8LT9T0dMB58eOJHeb7/bQLMlj3KQZEx8WnqBVhZu+b6NkzPHTkidGQa4HIgHiHxofEQ/7NMXcb+qI5MWwOtajRiaEt9knlj9sMAcSQAIBTSDgbHZGCyz3E18deeghxZzMJ/zBj+Oavj6tVzycrDTDoZ76sPLSaXivOaj1jJY/b/8/b2//z9++f/nhlU9r2P5zylmKOnryo3LyeP5cVaNzXqPkBcnYibCsyru8r5piJ2ri+I074GDn6+pvdJFo9Whyw30a3YWrtxpbQHGP4PPGPzSqtdFuRRQcQSMjOrq7blzStyt/kEDIqPHT5ySn/xA+KdOnxfoDKJaJBJBAIBEIUM0OfpicJxZ+/73pVPlX/sKlq7uk0EyF7Y5UyZMV+gs6QrRJD3Oqx/5p/f/16rp//dWLjyVwD/F7nBJiPHOKN/YNtZdN/AnnvJKlbL2mt3je7zQ0d40aaX2AVzjPcR2GazfI6BlUEf9AIS5YlLe5NSJhZAShSjy+5c4du+ojRid03W6mp7oaLl2FLy0NuoZO3jkDM8qlu9GQEQ8kgASCmEAganYvFlG96CGOq75wUTlZk6jSaMg3pfW80W1uLv/v324D85x99lS42OMUkrnM64UMLrOYR4ybnDZ7HKmndr0OwhZdHBxnajKQ2FHREaPHx95tFhZpWdII0n7HIVtXg7Fr3LgfaKDkKfGk01eyYjlIAAkEJIGA0+wDo9ZZX+hPVZCHsx9/mFzW0w1LeUs843GtpaOmLVo6zeoqce47x7ySezf2IXCP8Pp39LSECEdzm/4QGR3RdePG7XaaZlSCO/O6q6WZxI9Xx5NmZp6LjnuN4NJxPO5erWqNiGrVg8On/t59vwfUS+aBCZEAEvA9gYDT7GFh4W337kgPeewXEvCuEM2UlopTRqrpwBL/7M8VDz29Drwx8JmqP8AMedeHfV7pYrSSBObynqLquFFl9cyI84OXhox7mPeMj4vocGmzU2nv3zB2jYolzY7muQtRmJ99fKe+IULzw/HxFs++dJkxJRJAAkOLQMDFs3uBLzDj2b1oiNwsELeu7Kq63Ogi6t/2DCp9AjbaKJpCINc4cqHuGlsxwAMJIIEgJBAMmj0Iu0VCk8Ad76CyJWTCJEgACQwLAgHnjRkW1PvdSLC7U7Tju4Uwm34XiAUgASQQTARQsw/J3oSnTCFyZgDeLDYk6aDQSGDYE0DNPuyHAAJAAkgg6AigZg+6LsUGIQEkMOwJ+GAFNToO90Ed9uMIASABJBBIBNBmD6TeQFmQABJAAr4ggJrdFxSxDCSABJBAIBEIQm/MtJS0+przC5fZttAD4EcODNyeG4HUvygLEkACw5FAsNnsoNY1KVJf1+5Fh/eqc15av2q+Gh/Q9wIeZkECSGCACASVZve3Wh+gPsFqkAASQAL9IxA8mn1g1HpI04kd29471oTvSuzfuMPcSAAJ+JNAEPrZGS70s/tz2GDZSAAJBDSB4NHsDqocqNdVVV65fOFBeHTI/bbe7m6Hfug1pz7/eoahWK/Nz1BzXN0n2/aQZVsK6NvZm8re31FC99wAr/rLq+ivtLRPtu09z/FnlGVbD1SSNJq93JSdZZeF1dJrVi9Yu1JVfojkL06yZt9TlQgntboPLIWnLd2cady1s6RR8k57AT2UUDgkgAQChoAPdrgOj/DxDtfewXFYODU2NZ2/a+bS5oc++jSXNI/0dJmbG8Qlm4k6fd6jM5XXP/qPDw+3JC4vKMzlyt/YWXS8LmR2QXLXyZrbJHHBQtXJHR8eKS07blIvy08xnaxpjJ00e1b0NfjCsncKWTLjdWcut1m8NGYSM+WxmTNncqVbd+2zZm85+c3XXYkLH42p+/ZKG8dNzykIOfvhaQM6drzrcMyFBJCAWwLB42cXN/Hene+vX67n4pTkQY/5ficB5Tl6qisGxrKDvMlcVVdnNpSd4Dc7bTSaiEKVSEK4pmP7T5C81ZteX8dseafDaM1SqzO6+FlXfKCK2eNVpWVGfuqpqtMpNamJYNSnpmj0NVU4NJEAEkACvicQhJq96daNstqrjdPmc6MSSVg4uW/ZmOLNn57Pn3NTOkI+wPG1JaR4y9btm3aXG6TndJ8yhKsuKSfalMQxeRlafZ1F7/uiZCwDCSABJCAQCELNflFXy814klNNsnxiR0FrR/XeTP/Bneeyr8voe7VSZawoOk63SB2TolFJyOkQ7a5NTmOZxuTlZyktFvqtGj3RZudqicXel1AsJkECSAAJyCIQhJq9o6Odi4oFCnHGM8/eWbfs3v+Ez+tJv4Uz0RE9MuiAC4VkrN2wHrwxS1QmL2x2HUmCvPBZk2k6uNXimYG4yTKTRkv01fyu2nggASSABHxOIAhjY8q+Otr6w+e5karVXS/+KO2qGFnTncjV/znL5xCdC7TGxmyHcBrnX9OXv5ZlsETIDIAwWAUSQALDjUAQ2uzTktPMZw71XjobFdoJ3Wm4G3H+2sgzF0Z9dS7x/3zqch11QDsdPDZZGn0Z7+TBAwkgASTgDwJBqNkTx47LffzR3m8O9XTTt7uo4ru67od0dIX+56Gp5y4P8qvkwVrfsjrTJMTM+KNLsUwkgASGPYHg8cY4d+WU0W1rn7k4ZlTnhVux+0vH11yPH/bdjQCQABIYFgSCWbMPiw7ERiIBJIAEnAgEoTcGexkJIAEkMMwJoGYf5gMAm48EkEAQEkDNHoSdik1CAkhgmBNAzT7MBwA2HwkggSAkEOiaHd7N6/x63iDsB2wSEkACSMB3BAJds0tvaW/a0o3LU4X0ibmrXspVO2R3eK8LRJezp//h45wYSti4JifRjFueSu8ETIkEkEBAEPBj1GN8fPyCJ+Z/cfRoe7vlbYt9tpiZ50cO7NH8G51y9P/eK5wJ+1//L5zp+b//2V0hoKZTam1P84Nehtc0sj0u4IA/12bZvdTLbCgvM2Wo+Czwa65xN3yBQpZo3b4w3awrfmN/dZ+twARIAAkggcEl4MedN0JDQx6dOSs1NbW+Xt/dLelVXGz3jPqa8wmZVL02l5uFMyFZBXCmt7zYJS943fn8Qm1S8rzcednwGW06eSV6VjLRwRYXLH3blbOmxCRj0dt/+Lzs+AnTmHlc6X981p6arTKWVpHcn2U1f/4Z3Q0jMTXZmkYXljLh2p9p+hMnSy2fGi9eCza4/Yu1IwEkMBwJ+NEbA6b6/v37AOry5Suio6N8Rde15z09SVH+AbxIHT5FOoPBYqnb1Vm5r5gULkun+9hlGN6z7olByIwcjY7tv8EOdS68ln3LhhezVars1fRFj+yzcf3SdPTM+KoXsRwkgAT8ScCPmh3E9pNydwBCX6yYqdDBBnb8BqQqhcnAv25LnfUi857DyflrmLLWLrGqbNDUKTRVWopGmZVjeZE6PdFUsmPbW0U6M2x8yqYK9nlj28e4UYY/hyKWjQSQgM8I+FezM+V+5MiRBIXiiflP+Exqh4LSs7NMFdUpq+kKamKylhiZyQ4bVZepVsIq6BjSeGzXW2I1zTR1DU11fu+2t3YZMsQrqLAYW0gO0f2szanP4SKqv7oNy0UCSMBfBPyu2cEPs3DhwmaT6atjX/mpETOSycF950lNMSho+ibFcptrpWr/W5vLlWtWpFEdvd4WCbNx/ar5alvQy63jFSZtshAGMyNZw2nz6fanG/KTVJls8w30xvip+7BYJIAEfE7Av5od1Do42UFocLhLj5CR28iq/dRP0tjUdMtogoiXEvtto0POf2wNaNEXvWlxsBzU21eSqFQQYrZ6cmA+YAb+pjeL6wzlO/lc6I2R2y+YHgkggcEi4EfNPjBqXQAHseov5yvKxGuhUqAmL6O2OW/p3+bUKmIkeauFVVOxzU7NdlG8vJSyMQ0SQAJIYFAI+DHqMSoqevy4sYcOHZJurUuJehTSiHmBZ3zzT8b//b3dx5osIS6xk+yiHs1EnT4vIzvHEhaZlNB+7eyZ9knZqtpd7x6gcY3VTdzovIKZzWVHSqwxjidLaXxkSvOB//jwSCkf+4hRj4MySLFSJIAEZBLwo81+9+7dooOfSFfrMiW3JadqPZ8c3GpT626Kcu+N4eNnUrUm3MTO617AjEgACQQOAT8+gxo4jURJkAASQALDioAfbfZhxREbiwSQABIIHAKo2QOnL1ASJIAEkIBvCKBm9w1HLAUJIAEkEDgEULMHTl+gJEgACSAB3xDwwQrqmKwNvpEFS0ECSAAJIAFfEECb3RcUsQwkgASQQCARQM0eSL2BsiABJIAEfEEgsLwxOdPd7mcEjT1xDjeu80WfYxlIAAkEO4GAs9lrrpm/b/WGujk2/Kc54UozHCEZOZEZsZKmAXeJ+fMxi8a6LsQ8NuKnWhs6+POVx8IchDabwxYtinllkVtJqMCiXIL8zo13qA4SuBTbQwneAMU8SAAJDFkCAafZxyo4ucrdUbHGhT5MHujv2fUJpHn12Vj2cdbCzt3Hcb3lJV1kZpTLGUI7lrt44wHk0jzmQnErtZFQy68WR5Kzre982ll+LxQmCaF2+OJywuBau0+3jXg6KVQsDBQlnkJ4nR62KCfcbkdXPgOo9RdyQ06X3DcKm0MN2UGJgiMBJNBPAoHojQGbvfqKefoULi7a0rqubtLRRSovubWgXx374O067oVZ5POS+4rHY58ZY+fVMd/t+kgf8kx894e6Xqrix5KLo8Om2mvA3jtd58mI6SM9uYOgnD+X3DfEjWAVGUj4s7ncKfgyLhIEeOdbu71eQSnPudfx6U0O7OvM3HBjSaeer1HzWMy0G+0tmujZ8fRPs7n74u2wqfYCw/kLZ+4dvhH+7LMRYjkh8eeHH2hopfDvCHKmo6KVL4Sp9cOWKvgaox5v63IQqZ9jBbMjASQwVAgEoma/eIvcaQXNHhIWar7XTi7eMt+x7FPtmiqvrK2avT7kH6f1/rnEPOfZMFOJRfFR3Tc24oU4QbPbtDCvBG0qElIKGlmoTMjLzkCCf4zrAaUJ5381K9xBpmZ9O8wf4nKcNbvmZivV+KCOk8wfftsDup6dEYpiMpyKi7LMDVbhmc3OTyc2zU7lGf0Aphyw1plOZ3MGmzY+t6r7oTIiUU4kgAT6T8AHb/GNm5jTfzlYCZMSObFav91Czl8l7SNH3k+beD95fPeUxAfKeO7+g5D2Lrsa48LmxJlPGbkZY0OUCeR0Sdd1zqzTkUd+HKG82X39Pq/m4sLmp0fO0Y6YOzaUtPacIuEvjDWfa4abAG7ipFByq8eSjJC2Lm7O5JBzN6l2ZodWG951+T5LAIr1ibnhitYHp26QzFlhNyra9p/v/rqVm8N1v1PSeUp/v9LIZeZGL50eMT0hRDE2AmrUcA9aYkPar/Q08zZ7wtgRCffu6+9xZEToDCWBippvduvugnk+AqTtmBy1am7ojYrOinuhj6aNSJ9MSwCZoxPC4QsrrTOWNFwxJ/BiX1NGrkkP5yLCpmtpyjka7ubX7SASSEI/N0MWZoTevPKgHV00vhqjWA4SGAoEAk6zd/eQyaMt1jqo9fvTxtxPnWCOGkFCQuADX3rGjoIvoc0iP7pNs5tLSnpnPBv9jDZirjZMwYWM4zWjsrVLT8I0rV27K7qoFo4zn9Z1d06O0N4FvR/ioNlJF4nVhE9otkwJYFkv/IH5tN6iHFVJI9K7ezuIufJeSN7I3iNXeAcRL8BpfjIAu/n61e6vdb0qTajpbOufznRXGglU4Vqzp0XkaUJV8WHPzOLAl/JdN9fe3HNKx2U8G61t6/rKqqBBZiY8P3OEaCdxgmZvaH5gUeK8Kj+tt01RVJj7veeu9qJaHwpXIsqIBHxJIOBWUBNHEXDCQBPBCQMWOtjprLlhTXfgw75T41010j2Gns8O3fvtmW5wjLx9uPWzW66987q6Bw8nOfpSeNXcW37mwcOzRvBhNuD6CL14xrYsqSAPPq/jNXhrNzhS3MmgfTyM3H4wdVacw/onS88Cb36VF6G43QVLrIdvmjku/JnFcWyVFZZeHyY9+huWZPTMrPAETTRd+10UoXWqkobELLJboRVWa93F9vhyBGFZSAAJBB6BgLPZGaL7PeTCTQJOGGqtM81+63uuq+eBItaiHCPDw26YLDxtNju5cIWM14Y063ua48NmRPSCv8Xi/SCWPwX7mtqz1Mp29MZQrX2/t7I7fE1e1BwNuShy1sNPzc29bbwXpZKE/yo3inlIwFvCgQz89x+OMV+4H57HdZfcD42+0nZOGZPB9XQk2NnscA8B9vjXN80a3hvD3bPY3ab4cE5PzXy4ReBdNyAbV3m0/dPWELDZd5V3h46FcsAPY7PZqY8I5Ins2c37gsQfKM3i9gm8YYcSIQEk4FcCgWWzw7NI7PN1DTW0e0dag2OcGHj4yR0vZvY6r3l64MtxYYp4179zN7vghoB94P7AfKuTfX/nRHfCOHK6jsZEwqH/tu3wDd/2YPenJ7oNvi0SS0MCSCC4CASWZvfAtjc2MuxGc0j7fQn8w8CzIXgwhAhI5pwBLey5BIhUod4MCLbhNbV+LPWQuHSquCtH/20XC3AUHVQk5iRxiMiU0Bw+SVz4C89GPU56rfcp9vlG26L1BVeMlxVJFQjTIQEkELgEAivq0YFT5+xpgvsFfgq/Zgy/3NSelURCQ0JNrZF/qxenp0GENMwc4h1D9aJQP+eYQpYLggX/SUMfHLVEqZNQFi8IgeTiAERxYls8Ox+tKNTOwi6lx7NDjCNMGKB5YbL5071wl7cRcBMgFCgOuxTiGpkwNNLRGj3pQM9dwwN3MKJkSAAJ+IhAQGt2WCbtnDVF3FKurcscEwFnIs9cCjVYFlR9hAKLQQJIAAkECYGA9saA7g6/1GhnmPNqHU6iWg+SAYjNQAJIwA8EAlqzQ3tH6G9S89zUyvU8gA91wpy5BCf9gAKLRAJIAAkECYGA9sYECWNsBhJAAkhgYAkEus0+sDSwNiSABJBAMBDwgc0eHefhcdBgYIRtQAJIAAkMLQJosw+t/kJpkQASQAJ9E0DN3jcjTIEEkAASGFoEULMPrf5CaZEAEkACfRNAzd43I0yBBJAAEhhaBFCzD63+QmmRABJAAn0TQM3eNyNMgQSQABIYWgRQsw+t/kJpkQASQAJ9E0DN3jcjTIEEkAASGFoEULMPrf5CaZEAEkACfRNAzd43I0yBBJAAEhhaBFCzD63+QmmRABJAAn0TQM3eNyNMgQSQABIYWgT+f8MdVS6WP0IYAAAAAElFTkSuQmCC)

## 了解IDAPython中的内置函数

idc.py 使用Python封装了的IDC模块

idautils.py IDA中高级实用得到功能模块

idaapi.py IDA中允许访问更低层数据的模块

列出python文件中的函数

E:\IDA\_Pro\_7.7\python\3>type idaapi.py | find "def "

def \_\_init\_\_(self):

def \_get\_module\_cvar(self, modname):

def \_\_getattr\_\_(self, attr):

def \_\_setattr\_\_(self, attr, value):

E:\IDA\_Pro\_7.7\python\3>type idc.py | find "def " >idc.txt

def \_\_warn\_once\_deprecated\_proto\_confusion(what, alternative):

def \_IDC\_GetAttr(obj, attrmap, attroffs):

def \_IDC\_SetAttr(obj, attrmap, attroffs, value):

def has\_value(F): return ((F & FF\_IVL) != 0) # any defined value?

def byte\_value(F):

def is\_loaded(ea):

def is\_code(F): return ((F & MS\_CLS) == FF\_CODE) # is code byte?

def is\_data(F): return ((F & MS\_CLS) == FF\_DATA) # is data byte?

def is\_tail(F): return ((F & MS\_CLS) == FF\_TAIL) # is tail byte?

def is\_unknown(F): return ((F & MS\_CLS) == FF\_UNK) # is unexplored byte?

def is\_head(F): return ((F & FF\_DATA) != 0) # is start of code/data?

def is\_flow(F): return ((F & FF\_FLOW) != 0)

def isExtra(F): return ((F & FF\_LINE) != 0)

def isRef(F): return ((F & FF\_REF) != 0)

def hasName(F): return ((F & FF\_NAME) != 0)

def hasUserName(F): return ((F & FF\_ANYNAME) == FF\_NAME)

def is\_defarg0(F): return ((F & MS\_0TYPE) != FF\_0VOID)

def is\_defarg1(F): return ((F & MS\_1TYPE) != FF\_1VOID)

def isDec0(F): return ((F & MS\_0TYPE) == FF\_0NUMD)

def isDec1(F): return ((F & MS\_1TYPE) == FF\_1NUMD)

def isHex0(F): return ((F & MS\_0TYPE) == FF\_0NUMH)

def isHex1(F): return ((F & MS\_1TYPE) == FF\_1NUMH)

def isOct0(F): return ((F & MS\_0TYPE) == FF\_0NUMO)

def isOct1(F): return ((F & MS\_1TYPE) == FF\_1NUMO)

def isBin0(F): return ((F & MS\_0TYPE) == FF\_0NUMB)

def isBin1(F): return ((F & MS\_1TYPE) == FF\_1NUMB)

def is\_off0(F): return ((F & MS\_0TYPE) == FF\_0OFF)

def is\_off1(F): return ((F & MS\_1TYPE) == FF\_1OFF)

def is\_char0(F): return ((F & MS\_0TYPE) == FF\_0CHAR)

def is\_char1(F): return ((F & MS\_1TYPE) == FF\_1CHAR)

def is\_seg0(F): return ((F & MS\_0TYPE) == FF\_0SEG)

def is\_seg1(F): return ((F & MS\_1TYPE) == FF\_1SEG)

def is\_enum0(F): return ((F & MS\_0TYPE) == FF\_0ENUM)

def is\_enum1(F): return ((F & MS\_1TYPE) == FF\_1ENUM)

def is\_manual0(F): return ((F & MS\_0TYPE) == FF\_0FOP)

def is\_manual1(F): return ((F & MS\_1TYPE) == FF\_1FOP)

def is\_stroff0(F): return ((F & MS\_0TYPE) == FF\_0STRO)

def is\_stroff1(F): return ((F & MS\_1TYPE) == FF\_1STRO)

def is\_stkvar0(F): return ((F & MS\_0TYPE) == FF\_0STK)

def is\_stkvar1(F): return ((F & MS\_1TYPE) == FF\_1STK)

def is\_byte(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_BYTE)

def is\_word(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_WORD)

def is\_dword(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_DWORD)

def is\_qword(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_QWORD)

def is\_oword(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_OWORD)

def is\_tbyte(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_TBYTE)

def is\_float(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_FLOAT)

def is\_double(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_DOUBLE)

def is\_pack\_real(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_PACKREAL)

def is\_strlit(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_STRLIT)

def is\_struct(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_STRUCT)

def is\_align(F): return (is\_data(F) and (F & DT\_TYPE) == FF\_ALIGN)

def value\_is\_string(var): raise NotImplementedError("this function is not needed in Python")

def value\_is\_long(var): raise NotImplementedError("this function is not needed in Python")

def value\_is\_float(var): raise NotImplementedError("this function is not needed in Python")

def value\_is\_func(var): raise NotImplementedError("this function is not needed in Python")

def value\_is\_pvoid(var): raise NotImplementedError("this function is not needed in Python")

def value\_is\_int64(var): raise NotImplementedError("this function is not needed in Python")

def to\_ea(seg, off):

def form(format, \*args):

def substr(s, x1, x2):

def strstr(s1, s2):

def strlen(s):

def xtol(s):

def atoa(ea):

def ltoa(n, radix):

def atol(s):

def rotate\_left(value, count, nbits, offset):

def rotate\_dword(x, count): return rotate\_left(x, count, 32, 0)

def rotate\_word(x, count): return rotate\_left(x, count, 16, 0)

def rotate\_byte(x, count): return rotate\_left(x, count, 8, 0)

def eval\_idc(expr):

def EVAL\_FAILURE(code):

def save\_database(idbname, flags=0):

def validate\_idb\_names(do\_repair = 0):

def call\_system(command):

def qsleep(milliseconds):

def delete\_all\_segments():

def plan\_and\_wait(sEA, eEA, final\_pass=True):

def set\_name(ea, name, flags=ida\_name.SN\_CHECK):

def make\_array(ea, nitems):

def create\_strlit(ea, endea):

def create\_byte(ea):

def create\_word(ea):

def create\_dword(ea):

def create\_qword(ea):

def create\_oword(ea):

def create\_yword(ea):

def create\_float(ea):

def create\_double(ea):

def create\_pack\_real(ea):

def create\_tbyte(ea):

def create\_struct(ea, size, strname):

def define\_local\_var(start, end, location, name):

def set\_array\_params(ea, flags, litems, align):

def op\_plain\_offset(ea, n, base):

def toggle\_bnot(ea, n):

def op\_stroff(ea, n, strid, delta):

def op\_offset\_high16(ea, n, target):

def MakeVar(ea):

def split\_sreg\_range(ea, reg, value, tag=SR\_user):

def AutoMark(ea,qtype):

def gen\_file(filetype, path, ea1, ea2, flags):

def gen\_flow\_graph(outfile, title, ea1, ea2, flags):

def gen\_simple\_call\_chart(outfile, title, flags):

def idadir():

def get\_idb\_path():

def get\_bytes(ea, size, use\_dbg = False):

def \_\_DbgValue(ea, len):

def read\_dbg\_byte(ea):

def read\_dbg\_word(ea):

def read\_dbg\_dword(ea):

def read\_dbg\_qword(ea):

def write\_dbg\_memory(ea, data):

def GetFloat(ea):

def GetDouble(ea):

def get\_name\_ea\_simple(name):

def get\_segm\_by\_sel(base):

def get\_curline():

def read\_selection\_start():

def read\_selection\_end():

def get\_sreg(ea, reg):

def next\_head(ea, maxea=BADADDR):

def prev\_head(ea, minea=0):

def get\_item\_size(ea):

def func\_contains(func\_ea, ea):

def get\_name(ea, gtn\_flags=0):

def demangle\_name(name, disable\_mask):

def generate\_disasm\_line(ea, flags):

def GetDisasm(ea):

def print\_insn\_mnem(ea):

def print\_operand(ea, n):

def get\_operand\_type(ea, n):

def get\_operand\_value(ea, n):

def get\_strlit\_contents(ea, length = -1, strtype = STRTYPE\_C):

def get\_str\_type(ea):

def find\_text(ea, flag, y, x, searchstr):

def find\_binary(ea, flag, searchstr, radix=16):

def process\_config\_line(directive):

def \_import\_module\_flag\_sets(module, prefixes):

def get\_inf\_attr(attr):

def set\_inf\_attr(attr, value):

def SetPrcsr(processor): return set\_processor\_type(processor, SETPROC\_USER)

def batch(batch):

def process\_ui\_action(name, flags=0):

def sel2para(sel):

def find\_selector(val):

def get\_first\_seg():

def get\_next\_seg(ea):

def get\_segm\_start(ea):

def get\_segm\_end(ea):

def get\_segm\_name(ea):

def add\_segm\_ex(startea, endea, base, use32, align, comb, flags):

def AddSeg(startea, endea, base, use32, align, comb):

def set\_segment\_bounds(ea, startea, endea, flags):

def set\_segm\_name(ea, name):

def set\_segm\_class(ea, segclass):

def set\_segm\_alignment(ea, alignment):

def set\_segm\_combination(segea, comb):

def set\_segm\_addressing(ea, bitness):

def selector\_by\_name(segname):

def set\_default\_sreg\_value(ea, reg, value):

def set\_segm\_type(segea, segtype):

def get\_segm\_attr(segea, attr):

def set\_segm\_attr(segea, attr, value):

def move\_segm(ea, to, flags):

def get\_xref\_type():

def fopen(f, mode):

def fclose(handle):

def filelength(handle):

def fseek(handle, offset, origin):

def ftell(handle):

def LoadFile(filepath, pos, ea, size):

def loadfile(filepath, pos, ea, size): return LoadFile(filepath, pos, ea, size)

def SaveFile(filepath, pos, ea, size):

def savefile(filepath, pos, ea, size): return SaveFile(filepath, pos, ea, size)

def fgetc(handle):

def fputc(byte, handle):

def fprintf(handle, format, \*args):

def readshort(handle, mostfirst):

def readlong(handle, mostfirst):

def writeshort(handle, word, mostfirst):

def writelong(handle, dword, mostfirst):

def readstr(handle):

def writestr(handle, s):

def get\_next\_func(ea):

def get\_prev\_func(ea):

def get\_func\_attr(ea, attr):

def set\_func\_attr(ea, attr, value):

def get\_func\_flags(ea):

def set\_func\_flags(ea, flags):

def get\_func\_name(ea):

def get\_func\_cmt(ea, repeatable):

def set\_func\_cmt(ea, cmt, repeatable):

def choose\_func(title):

def get\_func\_off\_str(ea):

def find\_func\_end(ea):

def get\_frame\_id(ea):

def get\_frame\_lvar\_size(ea):

def get\_frame\_regs\_size(ea):

def get\_frame\_args\_size(ea):

def get\_frame\_size(ea):

def set\_frame\_size(ea, lvsize, frregs, argsize):

def get\_spd(ea):

def get\_sp\_delta(ea):

def add\_auto\_stkpnt(func\_ea, ea, delta):

def del\_stkpnt(func\_ea, ea):

def get\_min\_spd\_ea(func\_ea):

def get\_fixup\_target\_type(ea):

def get\_fixup\_target\_flags(ea):

def get\_fixup\_target\_sel(ea):

def get\_fixup\_target\_off(ea):

def get\_fixup\_target\_dis(ea):

def set\_fixup(ea, fixuptype, fixupflags, targetsel, targetoff, displ):

def get\_member\_qty(sid):

def get\_member\_id(sid, member\_offset):

def get\_prev\_offset(sid, offset):

def get\_next\_offset(sid, offset):

def get\_first\_member(sid):

def get\_last\_member(sid):

def get\_member\_offset(sid, member\_name):

def get\_member\_name(sid, member\_offset):

def get\_member\_cmt(sid, member\_offset, repeatable):

def get\_member\_size(sid, member\_offset):

def get\_member\_flag(sid, member\_offset):

def get\_member\_strid(sid, member\_offset):

def is\_union(sid):

def add\_struc(index, name, is\_union):

def del\_struc(sid):

def set\_struc\_idx(sid, index):

def add\_struc\_member(sid, name, offset, flag, typeid, nbytes, target=-1, tdelta=0, reftype=REF\_OFF32):

def del\_struc\_member(sid, member\_offset):

def set\_member\_name(sid, member\_offset, name):

def set\_member\_type(sid, member\_offset, flag, typeid, nitems, target=-1, tdelta=0, reftype=REF\_OFF32):

def set\_member\_cmt(sid, member\_offset, comment, repeatable):

def expand\_struc(sid, offset, delta, recalc):

def get\_fchunk\_attr(ea, attr):

def set\_fchunk\_attr(ea, attr, value):

def get\_next\_fchunk(ea):

def get\_prev\_fchunk(ea):

def append\_func\_tail(funcea, ea1, ea2):

def remove\_fchunk(funcea, tailea):

def set\_tail\_owner(tailea, funcea):

def first\_func\_chunk(funcea):

def next\_func\_chunk(funcea, tailea):

def get\_enum\_member(enum\_id, value, serial, bmask):

def get\_bmask\_name(enum\_id, bmask):

def get\_bmask\_cmt(enum\_id, bmask, repeatable):

def set\_bmask\_name(enum\_id, bmask, name):

def set\_bmask\_cmt(enum\_id, bmask, cmt, repeatable):

def get\_first\_enum\_member(enum\_id, bmask):

def get\_last\_enum\_member(enum\_id, bmask):

def get\_next\_enum\_member(enum\_id, value, bmask):

def get\_prev\_enum\_member(enum\_id, value, bmask):

def get\_enum\_member\_name(const\_id):

def get\_enum\_member\_cmt(const\_id, repeatable):

def add\_enum(idx, name, flag):

def add\_enum\_member(enum\_id, name, value, bmask):

def del\_enum\_member(enum\_id, value, serial, bmask):

def \_\_l2m1(v):

def rename(self, \*args): return 0

def kill(self, \*args): pass

def index(self, \*args): return -1

def altset(self, \*args): return 0

def supset(self, \*args): return 0

def altval(self, \*args): return 0

def supval(self, \*args): return 0

def altdel(self, \*args): return 0

def supdel(self, \*args): return 0

def altfirst(self, \*args): return -1

def supfirst(self, \*args): return -1

def altlast(self, \*args): return -1

def suplast(self, \*args): return -1

def altnext(self, \*args): return -1

def supnext(self, \*args): return -1

def altprev(self, \*args): return -1

def supprev(self, \*args): return -1

def hashset(self, \*args): return 0

def hashval(self, \*args): return 0

def hashstr(self, \*args): return 0

def hashstr\_buf(self, \*args): return 0

def hashset\_idx(self, \*args): return 0

def hashset\_buf(self, \*args): return 0

def hashval\_long(self, \*args): return 0

def hashdel(self, \*args): return 0

def hashfirst(self, \*args): return 0

def hashnext(self, \*args): return 0

def hashprev(self, \*args): return 0

def hashlast(self, \*args): return 0

def \_\_GetArrayById(array\_id):

def create\_array(name):

def get\_array\_id(name):

def rename\_array(array\_id, newname):

def delete\_array(array\_id):

def set\_array\_long(array\_id, idx, value):

def set\_array\_string(array\_id, idx, value):

def get\_array\_element(tag, array\_id, idx):

def del\_array\_element(tag, array\_id, idx):

def get\_first\_index(tag, array\_id):

def get\_last\_index(tag, array\_id):

def get\_next\_index(tag, array\_id, idx):

def get\_prev\_index(tag, array\_id, idx):

def set\_hash\_long(hash\_id, key, value):

def get\_hash\_long(hash\_id, key):

def set\_hash\_string(hash\_id, key, value):

def get\_hash\_string(hash\_id, key):

def del\_hash\_string(hash\_id, key):

def get\_first\_hash\_key(hash\_id):

def get\_last\_hash\_key(hash\_id):

def get\_next\_hash\_key(hash\_id, key):

def get\_prev\_hash\_key(hash\_id, key):

def add\_default\_til(name):

def import\_type(idx, type\_name):

def get\_type(ea):

def SizeOf(typestr):

def get\_tinfo(ea):

def get\_local\_tinfo(ordinal):

def guess\_type(ea):

def apply\_type(ea, py\_type, flags = TINFO\_DEFINITE):

def SetType(ea, newtype):

def parse\_decl(inputtype, flags):

def parse\_decls(inputtype, flags = 0):

def print\_decls(ordinals, flags):

def \_\_init\_\_(self):

def \_print(self, defstr):

def get\_ordinal\_qty():

def set\_local\_type(ordinal, input, flags):

def GetLocalType(ordinal, flags):

def get\_numbered\_type\_name(ordinal):

def update\_hidden\_range(ea, visible):

def \_get\_modules():

def get\_first\_module():

def get\_next\_module(base):

def get\_module\_name(base):

def get\_module\_size(base):

def resume\_process():

def send\_dbg\_command(cmd):

def get\_event\_id():

def get\_event\_pid():

def get\_event\_tid():

def get\_event\_ea():

def is\_event\_handled():

def get\_event\_module\_name():

def get\_event\_module\_base():

def get\_event\_module\_size():

def get\_event\_exit\_code():

def get\_event\_info():

def get\_event\_bpt\_hea():

def get\_event\_exc\_code():

def get\_event\_exc\_ea():

def can\_exc\_continue():

def get\_event\_exc\_info():

def set\_reg\_value(value, name):

def get\_bpt\_ea(n):

def get\_bpt\_attr(ea, bptattr):

def set\_bpt\_attr(address, bptattr, value):

def set\_bpt\_cond(ea, cnd, is\_lowcnd=0):

def enable\_tracing(trace\_level, enable):

def clear\_trace(filename):

def get\_color(ea, what):

def set\_color(ea, what, color):

def force\_bl\_jump(ea):

def force\_bl\_call(ea):

def set\_flag(off, bit, value):

def here(): return get\_screen\_ea()

def is\_mapped(ea): return (prev\_addr(ea+1)==ea)

E:\IDA\_Pro\_7.7\python\3>type idautils.py | find "def " >idautils.txt

def refs(ea, funcfirst, funcnext):

def CodeRefsTo(ea, flow):

def CodeRefsFrom(ea, flow):

def DataRefsTo(ea):

def DataRefsFrom(ea):

def XrefTypeName(typecode):

def XrefsFrom(ea, flags=0):

def XrefsTo(ea, flags=0):

def Threads():

def Heads(start=None, end=None):

def Functions(start=None, end=None):

def Chunks(start):

def Modules():

def Names():

def Segments():

def Entries():

def FuncItems(start):

def Structs():

def StructMembers(sid):

def DecodePrecedingInstruction(ea):

def DecodePreviousInstruction(ea):

def DecodeInstruction(ea):

def GetDataList(ea, count, itemsize=1):

def PutDataList(ea, datalist, itemsize=1):

def MapDataList(ea, length, func, wordsize=1):

def GetInputFileMD5():

def \_\_init\_\_(self, si):

def is\_1\_byte\_encoding(self):

def \_toseq(self, as\_unicode):

def \_\_str\_\_(self):

def \_\_unicode\_\_(self):

def clear\_cache(self):

def \_\_init\_\_(self, default\_setup = False):

def refresh(self):

def setup(self,

def \_get\_item(self, index):

def \_\_iter\_\_(self):

def \_\_getitem\_\_(self, index):

def GetIdbDir():

def GetRegisterList():

def GetInstructionList():

def \_Assemble(ea, line):

def Assemble(ea, line):

def \_copy\_obj(src, dest, skip\_list = None):

def \_\_init\_\_(self, reg, dtype):

def \_\_eq\_\_(self, other):

def \_\_getattr\_\_(self, attr):

def \_\_setattr\_\_(self, attr, value):

def \_\_getattr\_\_(self, name):

def \_\_setattr\_\_(self, name, value):

def \_\_init\_\_(self, actions, flags = 0):

def \_\_len\_\_(self):

def \_\_call\_\_(self):

def ProcessUiActions(actions, flags=0):

def \_\_init\_\_(self):

def \_\_str\_\_(self):

def header(self):

E:\IDA\_Pro\_7.7\python\3>type \*.py | find "def " >all.txt

E:\IDA\_Pro\_7.7\python\3>type all.txt | sort >all\_sort.txt

## 为IDA加载动态链接库符号文件（1）

Visual Studio 2022符号文件位置

工具/选项/调试/符号

C:\Users\lib\AppData\Local\Temp\SymbolCache

WeChatWin.dll

版本： 3.6.0.18

函数数量： 153159

分析出名称：2265

unknown\_libname\_

sub\_

IDA中的最近脚本窗口

1. 运行一次脚本文件（ALT+F7）

File/Script File/选择脚本文件

1. 打开Recent Scripts窗口(ALT+F9)

View/Recent Scripts

1. 拖动Recent Scripts窗口到合适的位置
2. 双击执行里面的脚本

原始idb数据库

functions start with "sub\_" 150745

functions start with "unknown\_" 144

functions named 2314

加载crypt32.pdb之后（**此处仅用于演示。在生产环境中，请使用正确的、对应的pdb文件**）

functions start with "sub\_" 150519

functions start with "unknown\_" 144

functions named 2542

WinDbg Preview

环境变量

IDA\_Pro\_7.7\cfg\pdb.cfg

//\_NT\_SYMBOL\_PATH = "SRV\*c:\\symbols\*http://symbols.mozilla.org/firefox;SRV\*c:\\symbols\*http://msdl.microsoft.com/download/symbols";

\_NT\_SYMBOL\_PATH

SRV\*d:\symbols\*http://symbols.mozilla.org/firefox;SRV\*d:\symbols\*http://msdl.microsoft.com/download/symbols

文件/Settings/Debug settings/Default Cache

d:\symbols

文件/Start debugging/launch executable/选择文件

Home/go

等程序完全加载

Home/break

继续加载符号

如果某些符号没有被加载，则执行指令 .reload /f

import datetime

import idc

import idautils

import idaapi

def clear\_screen():

window = idaapi.find\_widget('Output window')

idaapi.activate\_widget(window, True)

idaapi.process\_ui\_action('msglist:Clear')

print('-' \* 10, datetime.datetime.now(), '-' \* 10)

def function\_statistics():

count\_sub = 0

count\_unknown = 0

count\_named = 0

for func in idautils.Functions():

func\_name = idc.get\_func\_name(func)

if func\_name.startswith('sub\_'):

count\_sub += 1

continue

if func\_name.startswith('unknown\_'):

count\_unknown += 1

continue

count\_named += 1

print('functions start with "sub\_"', count\_sub)

print('functions start with "unknown\_"', count\_unknown)

print('functions named', count\_named)

# 按间距中的绿色按钮以运行脚本。

if \_\_name\_\_ == '\_\_main\_\_':

clear\_screen()

function\_statistics()

## 为IDA加载动态链接库符号文件（2）

## 制作IDAPython插件

# Plugin constants

PLUGIN\_MOD = 0x0001 Plugin changes the database.

PLUGIN\_DRAW = 0x0002 IDA should redraw everything after calling the plugin.

PLUGIN\_SEG = 0x0004 Plugin may be applied only if the current address belongs to a segment.

PLUGIN\_UNL = 0x0008 Unload the plugin immediately after calling 'run'.

PLUGIN\_HIDE = 0x0010 Plugin should not appear in the Edit, Plugins menu.

PLUGIN\_DBG = 0x0020 A debugger plugin.

PLUGIN\_PROC = 0x0040 Load plugin when a processor module is loaded.

PLUGIN\_FIX = 0x0080 Load plugin when IDA starts and keep it in the memory until IDA stops.

PLUGIN\_MULTI = 0x0100 The plugin can work with multiple idbs in parallel

**PLUGIN\_SKIP = 0**

**PLUGIN\_OK = 1**

**PLUGIN\_KEEP = 2**

IDAPython文档

[**https://hex-rays.com/wp-content/static/products/ida/support/idapython\_docs/**](https://hex-rays.com/wp-content/static/products/ida/support/idapython_docs/)

**SDK文档**

[**https://hex-rays.com/products/ida/support/sdkdoc/loader\_8hpp.html**](https://hex-rays.com/products/ida/support/sdkdoc/loader_8hpp.html)

## IDAPython：段的操作（1）

def show\_segments():

for seg in idautils.Segments():

segm\_name = idc.get\_segm\_name(seg)

segm\_start = idc.get\_segm\_start(seg)

segm\_end = idc.get\_segm\_end(seg)

print(segm\_name, '0x%X' % segm\_start, '0x%X' % segm\_end, (segm\_end - segm\_start))

## IDAPython：段的操作（2）

## IDAPython：函数的操作（1）

FUNCATTR\_START = 0 # readonly: function start address

FUNCATTR\_END = 4 # readonly: function end address

FUNCATTR\_FLAGS = 8 # function flags

FUNCATTR\_FRAME = 16 # readonly: function frame id

FUNCATTR\_FRSIZE = 20 # readonly: size of local variables

FUNCATTR\_FRREGS = 24 # readonly: size of saved registers area

FUNCATTR\_ARGSIZE = 28 # readonly: number of bytes purged from the stack

FUNCATTR\_FPD = 32 # frame pointer delta

FUNCATTR\_COLOR = 36 # function color code

FUNCATTR\_OWNER = 16 # readonly: chunk owner (valid only for tail chunks)

FUNCATTR\_REFQTY = 20 # readonly: number of chunk parents (valid only for tail chunks)

FUNC\_NORET = \_scope.FUNC\_NORET # function doesn't return

FUNC\_FAR = \_scope.FUNC\_FAR # far function

FUNC\_LIB = \_scope.FUNC\_LIB # library function

FUNC\_STATIC = \_scope.FUNC\_STATICDEF # static function

FUNC\_FRAME = \_scope.FUNC\_FRAME # function uses frame pointer (BP)

FUNC\_USERFAR = \_scope.FUNC\_USERFAR # user has specified far-ness

# of the function

FUNC\_HIDDEN = \_scope.FUNC\_HIDDEN # a hidden function

FUNC\_THUNK = \_scope.FUNC\_THUNK # thunk (jump) function

FUNC\_BOTTOMBP = \_scope.FUNC\_BOTTOMBP # BP points to the bottom of the stack frame

FUNC\_NORET\_PENDING = \_scope.FUNC\_NORET\_PENDING # Function 'non-return' analysis

# must be performed. This flag is

# verified upon func\_does\_return()

FUNC\_SP\_READY = \_scope.FUNC\_SP\_READY # SP-analysis has been performed

# If this flag is on, the stack

# change points should not be not

# modified anymore. Currently this

# analysis is performed only for PC

FUNC\_PURGED\_OK = \_scope.FUNC\_PURGED\_OK # 'argsize' field has been validated.

# If this bit is clear and 'argsize'

# is 0, then we do not known the real

# number of bytes removed from

# the stack. This bit is handled

# by the processor module.

FUNC\_TAIL = \_scope.FUNC\_TAIL # This is a function tail.

# Other bits must be clear

# (except FUNC\_HIDDEN)

**type idc.py | find "def " | find "fun" | find /v "set" | find /v "add" | find /v "del"**

func\_contains(func\_ea, ea):

get\_next\_func(ea):

get\_prev\_func(ea):

**get\_func\_attr(ea, attr):**

get\_func\_flags(ea):

get\_func\_name(ea):

get\_func\_cmt(ea, repeatable):

choose\_func(title):

get\_func\_off\_str(ea):

find\_func\_end(ea):

get\_min\_spd\_ea(func\_ea):

first\_func\_chunk(funcea):

next\_func\_chunk(funcea, tailea):

## IDAPython：函数的操作（2）

## IDAPython：函数中项

def show\_function\_item():

ea = idc.here()

print(hex(ea))

next\_head = idc.next\_head(ea)

next\_addr = idc.next\_addr(ea)

print(hex(next\_head), hex(next\_addr))

# idaapi.get\_item

# address\_list = idautils.FuncItems(ea)

# print(len(list(items)))

# for address in address\_list:

# dis\_assembly = idc.GetDisasm(address)

# item\_head = idc.get\_item\_head(address)

# item\_end = idc.get\_item\_end(address)

# item\_size = idc.get\_item\_size(address)

# print(hex(address), dis\_assembly)

# print(hex(item\_head), hex(item\_end), item\_size)

## IDAPython：指令的解析

o\_void = ida\_ua.o\_void # No Operand ----------

o\_reg = ida\_ua.o\_reg # General Register (al,ax,es,ds...) reg

o\_mem = ida\_ua.o\_mem # Direct Memory Reference (DATA) addr

o\_phrase = ida\_ua.o\_phrase # Memory Ref [Base Reg + Index Reg] phrase

o\_displ = ida\_ua.o\_displ # Memory Reg [Base Reg + Index Reg + Displacement] phrase+addr

o\_imm = ida\_ua.o\_imm # Immediate Value value

o\_far = ida\_ua.o\_far # Immediate Far Address (CODE) addr

o\_near = ida\_ua.o\_near # Immediate Near Address (CODE) addr

o\_idpspec0 = ida\_ua.o\_idpspec0 # Processor specific type

o\_idpspec1 = ida\_ua.o\_idpspec1 # Processor specific type

o\_idpspec2 = ida\_ua.o\_idpspec2 # Processor specific type

o\_idpspec3 = ida\_ua.o\_idpspec3 # Processor specific type

o\_idpspec4 = ida\_ua.o\_idpspec4 # Processor specific type

o\_idpspec5 = ida\_ua.o\_idpspec5 # Processor specific type

# There can be more processor specific types

# x86

o\_trreg = ida\_ua.o\_idpspec0 # trace register

o\_dbreg = ida\_ua.o\_idpspec1 # debug register

o\_crreg = ida\_ua.o\_idpspec2 # control register

o\_fpreg = ida\_ua.o\_idpspec3 # floating point register

o\_mmxreg = ida\_ua.o\_idpspec4 # mmx register

o\_xmmreg = ida\_ua.o\_idpspec5 # xmm register

**def show\_function\_item():**

**# ea = idc.here()**

**# print(hex(ea))**

**p0 = idaapi.twinpos\_t()**

**p1 = idaapi.twinpos\_t()**

**view = idaapi.get\_current\_viewer()**

**idaapi.read\_selection(view, p0, p1)**

**place0 = p0.place(view)**

**place1 = p1.place(view)**

**print(hex(place0.ea), hex(place1.ea))**

**# print(place0.ea, place1.ea)**

**# ida\_kernwin.idaplace\_t**

**print('o\_void:', idc.o\_void)**

**print('o\_reg:', idc.o\_reg)**

**print('o\_mem:', idc.o\_mem)**

**# read\_selection()**

**start = idc.read\_selection\_start()**

**end = idc.read\_selection\_end()**

**if start == idc.BADADDR: return**

**if end == idc.BADADDR: return**

**while start <= end:**

**print(hex(start), idc.GetDisasm(start))**

**print(idc.print\_insn\_mnem(start).upper())**

**# print(idc.print\_operand(start, 0))**

**# print(idc.print\_operand(start, 1))**

**print(idc.get\_operand\_type(start, 0))**

**print(idc.get\_operand\_value(start, 0))**

**print()**

**start = idc.next\_head(start)**

## IDAPython：字符串的处理

def show\_action():

# idautils.Strings()

s = idautils.Strings()

s.setup(strtypes=[idc.STRTYPE\_C, idc.STRTYPE\_C16])

for i in s:

if str(i).find('.db') >= 0:

# print("%x: len=%d type=%d -> '%s'" % (i.ea, i.length, i.strtype, str(i)))

print(hex(i.ea), str(i))

## IDAPython：名称的处理

def show\_action():

# ea = idc.here()

# print(hex(ea), idaapi.get\_ea\_name(ea))

name\_value = idaapi.get\_name\_value(idc.BADADDR, 'WriteFile')

print(name\_value[0], hex(name\_value[1]))

index = 0

for name\_tuple in idautils.Names():

index += 1

if index > 50: return

# ?\_\_scrt\_uninitialize\_thread\_safe\_statics@@YAXXZ

# print(hex(name\_tuple[0]), name\_tuple[1])

# \_\_scrt\_uninitialize\_thread\_safe\_statics(void)

# print(hex(name\_tuple[0]), idaapi.get\_short\_name(name\_tuple[0], 0))

# void \_\_cdecl \_\_scrt\_uninitialize\_thread\_safe\_statics(void)

# print(hex(name\_tuple[0]), idaapi.get\_long\_name(name\_tuple[0], 0))

# (10004580\_\_scrt\_uninitialize\_thread\_safe\_statics(void)

# print(hex(name\_tuple[0]), idaapi.get\_colored\_short\_name(name\_tuple[0], 0))

# (10004580void \_\_cdecl \_\_scrt\_uninitialize\_thread\_safe\_statics(void)

# print(hex(name\_tuple[0]), idaapi.get\_colored\_long\_name(name\_tuple[0], 0))

# void \_\_cdecl \_\_scrt\_uninitialize\_thread\_safe\_statics(void)

# print(hex(name\_tuple[0]), idaapi.get\_demangled\_name(name\_tuple[0], 0, 0))

# \_\_scrt\_uninitialize\_thread\_safe\_statics(void)

# print(hex(name\_tuple[0]), idaapi.get\_nice\_colored\_name(name\_tuple[0], 0))

# name\_ea = idc.get\_name\_ea(idc.BADADDR, 'WriteFile')

# name\_ea = idc.get\_name\_ea\_simple('WriteFile')

# print(hex(name\_ea), idc.get\_name(name\_ea))