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我觉得这个题挺难。

首先能想到的是这是一个树上的DP。于是要先把树建出来，由于这种输入第一次见。所以建树也花了点时间。建树的算法如下：

BFS，任选一个起始结点s，标记为访问，然后扫A,B数组，找到他的邻居结点，如果没有被访问过，则将其加入到s的孩子列表中，并相应的入队。因为没有环，所以每个结点都只访问一次，标记是为了不要访问父亲结点。

然后是递归，考虑以i为根的子树的放置k个狐狸的方案，分两种情况：

1. i没有fox，那么i只可能有一个子树放置k个狐狸，这样得到了子问题。
2. I上有fox，那么这些子树的根首先必须放置狐狸，然后这些子树放置的狐狸个数之和等于k-1。

但是这样不好DP，首先这个方法需要考虑子树内部是否把fox放在根部。所以是否放在根部需要外部传入，用s来标记，所以把子问题定为：根i已经确定(为状态s)的情况下，子树（不含i）里面放k个狐狸的方案有多少个？

这样可以DP，但是需要枚举x1+x2+…xn=k的所有可能。

题解里有一个比较好的方案，可以通过状态s来同时记录需要考虑的子树从最左边哪个开始。

于是，可以只考虑最左边的子节点ch[s]，他的所有可能，乘上这种可能下，最左为s+1的以i为根的子树的所有放置方案。

所以，用s区分后，原问题变为：

1. S=0时，i上没有fox，就可以对每个子树单独考虑，加和即可。
2. S>0时，表明最左边的结点是ch[s]，枚举这个结点的可能值，和余下的fox个数。乘上该条件下在下一个最左结点的以i为根的子树的放置情况数。

然后需要考虑边界情况，边界情况一直是我处理不好的地方。

F(p , s , n)

有三个参数，边界分别是

1. P是叶子结点
2. S>当前结点的儿子个数
3. N=0

P是子节点时，讨论s和n的情况，是返回1还是0.

S不合法时，讨论p和n的情况。

N不合法时，讨论p和s的情况。

有更好的做法么？