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Lab 2

![](data:image/png;base64,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)

/\*main.cpp\*/

#include <iostream>

#include "sDisk.h"

int main(int argc, char\* argv) {

Sdisk disk1("test1", 16, 32);

std::string block1, block2, block3, block4;

for (int i = 1; i <= 32; i++) block1 = block1 + "1";

for (int i = 1; i <= 32; i++) block2 = block2 + "2";

disk1.PutBlock(4, block1);

disk1.GetBlock(4, block3);

std::cout << "Should be 32 1s : ";

std::cout << block3 << std::endl;

disk1.PutBlock(8, block2);

disk1.GetBlock(8, block4);

std::cout << "Should be 32 2s : ";

std::cout << block4 << std::endl;;

return 0;

}

/\*sDisk.h\*/

#ifndef SDISK\_H

#define SDISK\_H

#include <string>

#include <fstream>

#include <cstdio>

class Sdisk {

public:

Sdisk(std::string diskname, int numberofblocks, int blocksize) :

diskname(diskname), numberofblocks(numberofblocks), blocksize(blocksize) {

if (!LoadDisk()) {

CreateDisk();

}

}

int GetBlock(int blocknumber, std::string& buffer) {

std::ifstream file(diskname.c\_str(), std::fstream::binary || std::fstream::app);

file.seekg((\_\_int64)blocknumber \* (\_\_int64)blocksize);

char\* block = new char[blocksize + 1];

block[blocksize] = '\0';

file.read(block, blocksize);

buffer = std::string(block);

delete[] block;

if (!file.good())

return 0;

return 1;

}

int PutBlock(int blocknumber, std::string buffer) {

std::ofstream file(diskname.c\_str(), std::fstream::binary || std::fstream::out);

file.seekp((\_\_int64)blocknumber \* (\_\_int64)blocksize);

file.write(buffer.c\_str(), blocksize);

if (!file.good())

return 0;

return 1;

}

int GetNumberOfBlocks() { return numberofblocks; }

int GetBlockSize() { return blocksize; }

private:

std::ifstream inFile;

std::string diskname; // file name of software-disk

int numberofblocks; // number of blocks on disk

int blocksize; // block size in bytes

bool LoadDisk() {

return inFile.is\_open();

}

void CreateDisk() {

std::ofstream file(diskname.c\_str(), std::fstream::binary);

std::string buffer(numberofblocks \* blocksize, '#');

file.write(buffer.c\_str(), (\_\_int64)numberofblocks \* (\_\_int64)blocksize);

if (!file.good())

printf("File did not write!\n");

}

};

#endif // !SDISK\_H