# 网络基础

## 网卡

又名网络适配器，定义在第二层数据链路层，作用主要是收发数据。由mac地址标识，6个字节，是物理地址。

## ip

ip用来标识一台主机  逻辑地址

iPv4 ip地址是4字节 32位

ipv6 128位   16字节

子网id   ip中被子网掩码中1连续覆盖的位

主机id   ip中被子网掩码中0连续覆盖的位

子网掩码 用来区分子网id 和主机id

192.168.1.2/24 <=> 192.168.1.2/255.255.255.0

子网id 192.168.1 主机id 2

网段地址 192.168.1.0 标识网段范围

广播地址 192.168.1.255 给网段内的ip地址发广播

网关 可以指定为192.168.1.254 同一网段的ip可以直接进行通信，不同网段的ip需要通过各网段的网关进行通信。

## 端口

作用: 用来标识应用程序(进程)

port: 2个字节 0-65535

0-1023 知名端口

自定义端口 1024 – 65535

## OSI 七层模型

### 物理层

**作用：**物理层确保原始的数据可在各种物理媒体上传输，为上层协议提供了一个传输数据的物理媒体。

**传输单元：**bit比特流

**主要功能设备/接**口**：**光纤，双绞线，中继器，集线器，网线接口

**传输协议：**IEEE 802(关于局域网和城域网的一系列标准)

### 数据链路层

**作用：**数据链路层在不可靠的物理介质上提供可靠的传输。主要作用包括物理（mac）地址寻址、数据的成帧、流量控制、数据的检错、重发。

**传输单元：**frame数据帧

**主要功能设备/接**口**：**网桥、二层交换机

**传输协议：**

* Ethernet（以太网）用于实现链路层的数据传输和MAC地址封装
* HDLC（High-level Data Link Control）高级数据链路控制，是一种面向比特的链路层协议。使用点到点链路连接，P2P 链路。
* PPP（Point-to-Point Protocol）点到点协议，直接连接在两个结点的链路上，是一种专线通信方式。

### 网络层

**作用：**网络层负责对子网间的数据包进行路由选择。此外，网络层还可以实现拥塞控制、网际互连等功能。

**传输单元：**packet数据包

**主要功能设备/接**口**：**路由器、三层交换机

**传输协议：**

* IP协议提供面向无连接不可靠传输功能，主要功能包括寻址、路由选择、分段与组装。
* ARP地址解析协议 通过ip找mac地址
* RARP反向地址解析协议 通过mac找ip

### 传输层

**作用：**传输层是第一个端到端，即进程到进程的层次。传输层负责将上层数据分段并提供端到端的、可靠的或不可靠的传输。

**传输单元：**TCP->segment报文段，UDP->Datagram数据报

**主要功能设备/接**口**：**四层交换机

**传输协议：**

* TCP
* UDP

### 会话层

**作用：**会话层管理主机之间的会话进程，即负责建立、管理、终止进程之间的会话。

**传输单元：**报文

**主要功能设备/接**口**：**--

**传输协议：**SSL安全套接字协议

### 表示层

**作用：**表示层主要解决用户信息的语法表示问题，将信息翻译成同一标准，除此以外还包括信息压缩和解压。

**传输单元：**报文

**主要功能设备/接**口**：**--

**传输协议：**--

### 应用层

**作用：**应用层为操作系统或网络应用程序提供访问网络服务的接口。

**传输单元：**报文

**主要功能设备/接**口**：**--

**传输协议：**

* HTTP超文本传输协议
* FTP文件传输协议
* SMTP简单邮件传输协议

## 网络通信过程

由主机A向主机B发送数据，则主机A的应用层将数据加上应用层协议的头部后传给传输层，传输层再加上TCP/UDP协议头部（原端口号和目标端口号）后传给网络层，网络层再加上IP协议头部（原IP和目标IP）后传给数据链路层，数据链路层再加上MAC头部（原MAC地址和目标MAC地址）后传给物理层，然后传输给主机B，再由B的数据链路层，网络层，传输层，应用层解析数据，得到主机A发送的数据。

## 网络设计模式

B/S browser/server

C/S cilent/server

c/s 性能较好 客户端容易篡改数据 开发周期较长

b/s 性能低 客户端安全 开发周期短

## 进程间通信

* **本机的进程间通信**

无名管道

命名管道

mmap

文件

信号

消息队列

共享内存

* **不同主机的进程间通信**

Socket

## MTU和MSS

* MTU(Maximum Transmit Unit)，最大传输单元，即物理接口（数据链路层）提供给IP层最大一次传输数据的大小，由硬件决定，以以太网为例，MTU=1500字节。
* MSS（Maximum Segment Size），TCP提交给IP层最大分段大小，MSS是TCP用来限制应用层最大的发送字节数。可以在TCP头部选项中发送。
* MSS值为MTU值减去IPv4 Header（20 Byte）和TCP header（20 Byte）。

# TCP和UDP高频考点

## 前言

网络层只把分组发送到目的主机，但是真正通信的并不是主机而是主机中的进程。传输层提供了进程间的逻辑通信，传输层向高层用户屏蔽了下面网络层的核心细节，使应用程序看起来像是在两个传输层实体之间有一条端到端的逻辑通信信道。

## TCP和UDP伪首部

共12字节，包括源IP（4字节），目标IP（4字节），0（1字节），协议（1字节），TCP/UDP头部长度（2字节）。

## UDP报头

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoAAAADbCAMAAADKxdAMAAAAM1BMVEUAAABNTU18fHxoaGhxcXGampqMjIy9vb2ysrKnp6fHx8fZ2dnQ0NDw8PDh4eHp6en////80OamAAAR8ElEQVR42u2dh5qjOgxGbXPdwIX3f9rrBpi6ZJJJmPDr282k4SB0kOUq0kMgHxSCSwABgBAACIEAQAgAhEAAIAQAQiAAEAIAv09sy+nsjVYQ3IcA8G3C2Iy3jrLWAQQA+E6lK60lMaAAAH4MwBb8AcAPAuiIBAPXAlBRou8DIGu+XVfZEMKHGHfV/roegEz0vWZ3ATA4wGAgqr5X1dDgitKVV+xy7f3F+ah0gzRf7gNHK2giXG85+do7Tkgf2/mkWal+TQBtrn4VsfcAkOUnzZdHgm7C7uIAljbht4fmoxXKk/Z7XWDRk/0RADlJ4aol4lYA+i8fCbHE/REAm/KSXK2t9EsAUnJRs7xWhOz/CIDkHgYZ1RPFNXx1FWwaIjwAvCSAhqQeGPvNMW/qhqEWAF4RwL5JsYb86ojDtg0ZBxf+Sgz41QMEjoxBuafMhkZw99X3W+xuon8DQEF8ttA3t4Lz2MBAIK9Gqr5WumW7/6oAFl/QkfbbTXIzGas0jIRAPmJm+TcA7PUtxoJvJ/KvjAWHcFX3ln/7bJj7CKM6RPWSDf2AVfvrogD2+qtnJ91N4mxAysdJ37P210UBhEAAIAQAQiAAEAIAIRAACAGAEMjvA0ggXyx/AcAb33xQFwDCIgAQFoG6ABAA/pa614sIAeBd1b0IhADwzupeAEEAeG91P34NAODN1f30RQCAAPAeANpf/fqnAbSXKOJH6n6YwLcB2PDwYKodwV1cnDDuWdLL6TG+Kf+1Lkq7Io2/AIAr7WrVqhNssppCz/V+i8b3BtDmJe9NZaO4G7DgMoiWUom0EsXE9VBdE8wRDCOOVieTwRzkRbq/WLu+EyMw0zJ/mtmp9qJ5n8bk9+/DCwPYZiOoassFR7zNG4fRyXBxRbKTxRx5AZdTbhRtVqd6BQA3tOvd+GLaHa3Lz7p655O3aXwXAGc7sTtetuBjefsVFy+nKVWI6U2yTVftTeV7tzSHJ5M5mP40gJvqbWm3BtAY3bk2eLy0TM2rN2t8FwDrndg10eWSNhG2IoIPtPlgm0bGD1g0h1KxLvY6vKFDtdy41VlNzuRTAG6pt6ndGkAZozjNrKXpe3HLtHdqfBcAZ3uAD/WHpsv10KKLAXi4vMwNL7Pd7Bi0t/2ROT4WA67VW2sXFWGjExsAlPlBJ12leLPG9wNQjfzZtO9bvswdTdffkS4DmKud/GjiKv6pIOX3zTGuno8h1EcAHNXb0O4IQJ8r1QzgGzW+HYDVJm863bWlp6WEULz1JgGoY4WUKx8VXaEJ1ZImqTprt83RyZnwH243QV6k3pZ2m1VwBlBlVjOAb9T4dgCGS8oJjdfPqlSyS/cwV8N9rGzsd6g9YLj+uYFo5PZZVdttl66Pl+n+Y/U2tdsHMHxBmRHAN2p8OwCbUEWF2qlNt3l6K+36NnWjhmg9BICiigEdj2/KEKp3oerqxJE5JHut7j9Wb0e7DQBjQyW+SCRJ/maNbwdg+mPK1ojprdTZPPaBRZcRjEa0bMK/NhvNtXGcwLE2hFBtc2AOT0tnWatfo/sz6m1o17tmqDCbRSMkq5GevFPjewI4vogPKtzC3VhHBafnaQreY8K2/J5tbV9aJmL0Idv+gA8hvniN7s+ot6HdfgwYHqKWGcA3anw7AFmqk8r22Omtlo7tvN7EPG3xXhahKeLG7v4Qjrtz5hik6V6j+zPqrbT7B4D1u2/T+HYApsRzZdPfXHKsbfhooPAWs72jMQz0qTdQ8kZu+YOp+deszfHz7YTJy9Rba3fYCJnefafGtwHQknKFGPX9MG41ljzWUSHeiVFgk6vgNnYsaDmYpjaHO/QHHX2R7s+ot9ZuH8Dh7TTx4J0a3wXAas2VJoTbecldrKNS5igt+uA9eHwa3V91p2dz8NEc1dB9O7v5u/CK6xfp/ox6a+02GyFpKC4q1XWuq/tU3qLxbTzgzu/EYc9B4s1vmPHJY7Q02qJztTnaWKPxfwbbnBDqX6T7a7Xb94A6IzZLT/cWje8N4Na+08OF7BZBtSwfsH8H21rZV+n+au2mO6pb6Juey7drfG8Aryj30hYAAkAACAABIAAEgAAQAAJAAAgAvwNAnZrlpl4s2sofnhUAvKO6T14Hlzom+Yw5mvpC2zjFTHkACAB/E8CY4LK3aRR87MbkXe95Hvr5R+pBAAh11x8M4435T9nRskmrScvzXO92ZR1g+B9HgvIqrXYYEfJx6Mc3j5wVALyluutPPMlD1T79ya88T8OHPpJpWR4QzKMy3RyyNCIeJ3xHAJUBgADwX+quPxqW/pH6lUkEphcdqWaeycUSqZiemLUZQPbQWSGXxk3zhJBTAPY81rGzme6906HqTTXutMGK4r2N0yoCgFY+BiBcwk3VXfK5DWAXl6IuAByPm5aKOt9L25uAZm8eOysAeGN1ZwxuA9jnlklCke0AWC1h5nIx6wcAAsB9/DZfbgJoQiOEdAOAA26LxfJl3VWLRggA/Le6qwBxD0BaGgrjzMWNKpjHLhkVXqYZuOiGAYD/VJfsEjkHMLV957BuAJi2GnBsWANtACAAPFZ345OmrLwSMwCrVvAE4KoKzgCKahE+AASADwKoy9ZfbQ2gSfsxnfSACcDOdRQeEAAeq7v1gaVxz8Mur/qzw0iIGF8cAtjG/UOyB9SEPXJWv2iSX8hC4J48HgAefOA5JTSP+I5jwa6fLUstAI77Zs4BpLkK7h46q180yUYig7MyzPTpFkc/kaEBAL7qMmwBOIsBLwLgViKDs1LCWE+njbUKmWmmj1cA8IMAjsvkxyejW2i7R8/q90yylcjgQQCn/eL7Ju2qKnVaDc6F+dk5AcALXIbXA3gqTcPZCWcVgKzy58nJp4fWvEr3J7X+lQJeGjjfBcBzaRrOTjgbAPRN3eRI7KVfkepVuj8nPw9x8+z1XqkN9PSiwnhGW6Rp2P4SqV9tTzgLAJr5hjwizrpNPaBCSMZeovtT8kSIO8TudPDwXnbONQk1WqntQ80iAOAjAB6maTg94SwCKBfRrHB+8IDyVbo/JU+EuINrV2nrouHd5P+N8MMV7GTJDyJl7ONgL1T3awE8TtNwcsJZzlY1Jq4SbDLahwA8lavrIMZdBrlxf+KYsjE2qHRqTzlh87k1vtfL8037CzoAeALA4zQNJyectW0GcEzfl7+VAJRl0/n3AnguV9dBjFsHuSGUaDQP7/qqvdGJ3tJyczm+CaB4obpfC+BxmobTE85yI8R1q/NMwbv/wPZsp3J1HcS48yA3x4CiKZVwn5oakTCfM9nkb+WeXscMADxtoOM0DacnnJVuGG7n5zks/mNv3iG1P5mr6yDGnccYaZfVrrGJ41RgADEmDMmKtSxVIoE/nsYcAOBjAO6maTg94awA6KuwJ1//Ntv7/TuknsrVdRDjzq6MIm1AtlQLPN+naSqnist9pBLtECzmaBMAnjbQcZqG0xPOho7odhr5NRliFYfn3Kt0f1i/41xdByHGLMhtGiclz6kaZa4emgjgKrY1jKjAIgA8baDjNA2nJ5yNQ3FyTHSvci3ntaPmZbo/rN9xrq5jAMcg14vg77qUNTPUwOWeTAFfiG7TCu8hK0gT3KwmqIL/LefSNJyecJYAtDFAN5TmVLvD5VdEvk73hwE8ztV1EOPWQa52OVdevA/ru8nTPq/qtqWjWiY3q1sA+G/znEvTcHbCWTAD5yJzqkkca/DZa1rdtIXIzwG4m6vrIMatXLzVQ6Zk17fV8h0fWiGhRuZmGAOKC73TUQDwp7+zTmRwVuiYBDoPkSa353XCVVLC3j0b5lSuroMYtwJQDYlqe2FLOGul5roLADoaaSuD6Xr4EcnKdGMA+JA8M4jp5jWydb0x01Sz7kGcXwbgca6ugxi3AtCPY8GmGS5RGi+J0w5ITN/KplIA4JfJD7U9l6trP8ZdBLkFQEVnUPE2h5POLM43V8HyheoCwL8F4NlcXXsx7jLIzQByFRrBMhdmpeuGhIT1qop0jHOvVhcA/i0Ad4r6cYgbAZQ6Mts1pIzrCKLKUI+QiujXnC8A/GIAnwhxhTVmGGYcpj3aLTdnze+oCwC/AMC/rC4ABICfVJdc6awAIAAEgADwnep++iIAQAAIAAHgx9T9+DUAgHdWl3z+EgDA26pLLoAf8oTcLE/IybQh8ICQuzh8AAgAASAEAAJAAAgAIQAQAgABIAQAQgAgAIQAQAgABIAQAAgBgAAQAgAhABAAQgAgBAACQAgAhABAAAgBgBAACAAhABACAAEgBABCACAAhABACAAEgBAACAGAABAAAkAIAASAABAAQgAgAASAABACAAEgAASAEAAIAAHgbQG0JVXz40e6B0pz5w5/XhsA+KcAjPYiPmYGl81kO9qVBOR9lTR8LY3utUvSsYPScpF8/dtsiaBLyaOV3Pk9w8oT5YqIMY9vWw4SHAD+JQC9SL9MTS+qxM8RQClyCvJmmYN8TN7sie2Jc238zw5KiyLpRl5pSZcAposgx6/6kgZdiZQTXQylkgFANt0eTSZQruhtXf9xAYC7onX4ZRmYIpXLEm6ypFjYz8jq0HjWkRonDkpLSLeuBjkzbNXMeY0Ahtct9TVDdOfKVSfX7gHYG9N/WgDgrjgZYOls3yWE7GhXvwPgkNk+QhW+TaTU8b84KC0ID69VVZkX75qFigAbj89iUdHRxceamkYeAxg9pVIqQltOW9LK5aqPEwgAdyTVccHqVOtkdaoTCo3mfKyCZwBaNqHI+4UH3Cotf5XOUW5FfQtMpEwecA790p+uPGD6I7gdDg4s2ma6Vdina2EAuCfBZJT4YqOhIp2qYG0XjRBRBV3ML6vg7dJ63/heBqdKh1pYGDtEca2u4HBNwnPZ7qGE/QPA6eB02pYEqENsOv8IAF4QwMCKIbLxXTScXAG4dD12CsYMi1QsquDN0iJ/vQivPJ2AMYU/IvzGSc3eVEzI8P36WsXqmi/cM3XxIBl/QkX2HKmihQ4AXhRAYcIvt5L3qmp+CmfaDGD0gtW3q7pTJA+nswe03X5pXawZQ9QX+WWEzepXPxHp1RT/SVK1WDpq48F154zpC99VcMdV6oIJwSPvWbpxKr8pJAC8JIA2drwFO5muDyYSg9lZ8CxK54BOysp7jF4tmD4AmPxjDty6vdJaUyMga5wD5ssTKvHfVHsGt+nzwYbNfKUUswMVkQnRUIChOR9qlRV19rMA8DoARmx09lTBRKVCMw11JbxanlRt9QCga4ama6r0NkobXOOmD5LN5NB2AaRmOFjT8kUnx1MxBUqjRfatsQC9BlABwEsC6EMYRmVoCcTQ3+ZTaGiqGOnWSXULAMXoAclOaf0GgG3pfxFN+sOqYG0FYLoPysG8hKQy9bekg8vAhzThO1oM3TArADmq4IsC2DnFnROBAM/bbMzgVILVLXM6VcHM7JxlBaDyGcCN0vojDyjWb80B9Glsbjy4NKOZWhzc2vQdzksB/2UApxiQegB4SQCjNW1p2zaNqdxOK0s3ipg1ILVZARjavYoO/m6rtJ8D6OT84HwqqZNldXD4jm2H3qNFK7hllzI1AKx9oFYmV1B6OoMAILMDgPNOXGFnAFpCeOtj78t+aQ8CaBVXxB8cLLXTmwCOBHsSR/PGQmzzYQcIAA+FMSpjI1PoCcBg4m0APZ8BWJySn05/XdqDAMaGLz+il9pQvDsCsA8u2U9jceLT/AHAA3Gi7T1zsYePpSEr72zjAgGO5Qkny2Es7WsAF6e/Ku0nAK4m9c0OljEQ9A1tutTz7NwGgL0idDjGq4/zBwD38dPZ4jyF94xE12OibfcBHAbnKgCNZnSvtD0AWy42pmjJzeZqfbAvBxlOSZShei3fWU8m/PAgCAA8ktKNNk5YKrF/+utyHdrusiureQTJLW6XVr6wng/Qrh1gHDLekNZv8xRvEDv/AXWB2X8AEAIAASAEAEIAIACEAEAIAASAABAAQgAgAASAABACAAEgAASAEAAIAAEgAIQAQAAIAAEgBABCACAAhABACAAEgBAACAGAABACACEAEABCACAEAAJACACEAEAACAGAEAAIACEAEAIAASAEAEIAIACEAEAIAASAEAAIAYAAEAACQAgABIAAEABCACAABIAAEAIAFwBCvlhwW0AgS/kf3gHrjf7mzmoAAAAASUVORK5CYII=)

报头长度：8字节

源端口号：发送方端口号

目的端口号：接收方端口号

长度：UDP用户数据报的长度，最小值是8（仅有首部）

校验和：检测UDP用户数据报在传输中是否有错，有错就丢弃。计算方式是把伪首部，头部，数据按16位划分，然后把每个划分按位相加，如果溢出则回卷（相加得到32位数，如果高16位不全为0则溢出，将高16位与低16位相加直到高16位全为0）

## TCP报头

![](data:image/png;base64,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)

1.源端口号：发送方端口号

2.目的端口号：接收方端口号

3.序列号：本报文段的数据的第一个字节的序号

4.确认序号：期望收到对方下一个报文段的第一个数据字节的序号

5.首部长度（数据偏移）：TCP报文段的数据起始处距离TCP报文段的起始处有多远，即首部长度。单位：32位，即以4字节为计算单位。20字节就填5

6.保留：占6位，保留为今后使用，目前应置为0

7.CWR：CWR 标志与后面的 ECE 标志都用于 IP 首部的 ECN 字段，ECE 标志为 1 时，则通知对方已将拥塞窗口缩小

ECE：若其值为 1 则会通知对方，从对方到这边的网络有阻塞。在收到数据包8.的 IP 首部中 ECN 为 1 时将 TCP 首部中的 ECE 设为 1

9.紧急URG: 此位置1，表明紧急指针字段有效，它告诉系统此报文段中有紧急数据，应尽快传送

10.确认ACK: 仅当ACK=1时确认号字段才有效，TCP规定，在连接建立后所有传达的报文段都必须把ACK置1

11.推送PSH：当两个应用进程进行交互式的通信时，有时在一端的应用进程希望在键入一个命令后立即就能够收到对方的响应。在这种情况下，TCP就可以使用推送（push）操作，这时，发送方TCP把PSH置1，并立即创建一个报文段发送出去，接收方收到PSH=1的报文段，就尽快地（即“推送”向前）交付给接收应用进程，而不再等到整个缓存都填满后再向上交付

12.复位RST: 用于复位相应的TCP连接，用来异常的关闭连接

13.同步SYN: 仅在三次握手建立TCP连接时有效。当SYN=1而ACK=0时，表明这是一个连接请求报文段，对方若同意建立连接，则应在相应的报文段中使用SYN=1和ACK=1.因此，SYN置1就表示这是一个连接请求或连接接受报文

14.终止FIN：用来释放一个连接。当FIN=1时，表明此报文段的发送方的数据已经发送完毕，并要求释放连接

15.窗口：指发送本报文段的一方的接收窗口（而不是自己的发送窗口）

16.校验和：校验和字段检验的范围包括伪首部，首部和数据两部分

17.紧急指针：仅在URG=1时才有意义，它指出本报文段中的紧急数据的字节数（紧急数据结束后就是普通数据），即指出了紧急数据的末尾在报文中的位置，注意：即使窗口为零时也可发送紧急数据

18.选项：长度可变，最长可达40字节，当没有使用选项时，TCP首部长度是20字节

## IP报头

![](data:image/png;base64,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)

1.版本：IP协议的版本。通信双方使用过的IP协议的版本必须一致，目前最广泛使用的IP协议版本号为4（即IPv4)

2.首部长度：单位是32位（4字节）

3.服务类型：一般不适用，取值为0

4.总长度：指首部加上数据的总长度，单位为字节

5.标识（identification）：IP软件在存储器中维持一个计数器，每产生一个数据报，计数器就加1，并将此值赋给标识字段

6.标志（flag）：目前只有两位有意义。

7.标志字段中的最低位记为MF。MF=1即表示后面“还有分片”的数据报。MF=0表示这已是若干数据报片中的最后一个。

8.标志字段中间的一位记为DF，意思是“不能分片”，只有当DF=0时才允许分片

9.片偏移：指出较长的分组在分片后，某片在源分组中的相对位置，也就是说，相对于用户数据段的起点，该片从何处开始。片偏移以8字节为偏移单位。

10.生存时间：TTL，表明是数据报在网络中的寿命，即为“跳数限制”，由发出数据报的源点设置这个字段。路由器在转发数据之前就把TTL值减一，当TTL值减为零时，就丢弃这个数据报。

11.协议：指出此数据报携带的数据时使用何种协议，以便使目的主机的IP层知道应将数据部分上交给哪个处理过程，常用的ICMP(1),IGMP(2),TCP(6),UDP(17),IPv6（41）

12.首部校验和：只校验数据报的首部，不包括数据部分。

13.源地址：发送方IP地址

14.目的地址：接收方IP地址

## UDP特点

* UDP是无连接的，尽最大可能交付，没有拥塞控制，面向报文（对于应用程序传下来的报文不合并也不拆分，只是添加 UDP 首部），支持一对一、一对多、多对一和多对多的交互通信。
* UDP的优点：简单，轻量化。
* UDP的缺点：没有流量控制，没有应答确认机制，不能解决丢包、重发、错序问题。
* PS：并不是所有使用UDP协议的应用层都是不可靠的，应用程序可以自己实现可靠的数据传输，通过增加确认和重传机制来实现可靠性，所以使用UDP 协议最大的特点就是速度快。

## TCP特点

* TCP是面向连接的，提供可靠交付，有流量控制，拥塞控制，提供全双工通信，面向字节流（把应用层传下来的报文看成字节流，把字节流组织成大小不等的数据块），每一条 TCP 连接只能是点对点的（一对一）。
* TCP的优点：可靠，稳定，数据有序。
* TCP的缺点：效率低，占用系统资源高，容易被攻击。

## 什么是TCP三次握手？

三次握手是TCP建立连接的过程。

第一次：客户端向服务器发送SYN=1，序列号为x的报文段，客户端发送时状态变为SYN\_SEND。

第二次：服务器向客户端发送SYN=1 ACK=1，序列号为y，确认号为x+1的报文段，服务器发送时状态变为SYN\_RCVD。

第三次：客户端向客户端发送ACK=1，序列号为x+1，确认号为y+1的报文段，客户端发送时状态变为ESTABLISHED，服务器收到后状态变为ESTABLISHED。

## 什么是TCP四次挥手？

四次挥手是TCP断开连接的过程。

第一次：客户端向服务器发送FIN=1，序列号为x的报文段，客户端发送时状态变为FIN\_WAIT\_1。

第二次：服务器向客户端发送ACK=1，确认号为x+1的报文段，服务器发送时状态变为CLOSE\_WAIT，客户端收到后状态变为FIN\_WAIT\_2。

第三次：服务器向客户端发送FIN=1，序列号为y的报文段，服务器发送时状态变为LAST\_ACK。

第四次：客户端向服务端发送ACK=1，确认号为y+1的报文段，客户端发送时状态变为TIME\_WAIT，服务器收到后状态变为CLOSED，客户端等待2MSL（max segment lifetime）后状态变为CLOSED。

## 为什么握手要3次，2次和4次不行吗？

* 如果是2次握手，当客户端发送请求建立连接的报文段因为某些原因在网络结点中滞留过久，以致于过了很久才到达服务器，实际上这是一个早已失效的报文段，但服务器收到这个报文段会误以为这是客户端发出的新的建立连接的请求，便会向客户端发送确认的报文段，但客户端由于没有请求建立连接，不会理睬这个确认建立连接的报文段，此时服务器却误以为和客户端已经建立了连接，会白白浪费服务器资源。
* 如果是2次握手，客户端收到服务器确认的报文段，可以得知客户端和服务器的发送接收能力没有问题，但服务器只能得知客户端的发送能力和服务器的接收能力没有问题，但无法得知客户端的接收能力和服务器的发送能力有没有问题。但3次握手，服务器就可以得知客户端的发送接收能力，服务器的发送接收能力没问题。这样就能够建立稳定的连接，不需要第4次握手了。

## 为什么握手是3次，挥手需要4次？

因为当服务器收到客户端的SYN连接请求报文后，可以直接发送SYN+ACK报文段。其中ACK报文段是用来应答的，SYN报文段是用来同步的。但是关闭连接时，当服务器收到FIN报文段时，很可能还有数据没有发送，所以只能先回复一个ACK报文段，告诉客户端，"你发的FIN报文段我收到了"。只有等到服务器所有的数据都发送完了，才能发送FIN报文段，因此不能一起发送。故需要四步握手。

## 为什么Server端易受到SYN攻击？

SYN攻击就是客户端在短时间内伪造大量不存在的IP地址，并向服务器不断地发送SYN请求，服务器则回复确认，并等待客户端确认，由于源地址不存在，因此服务器需要不断重发直至超时，这些伪造的SYN请求将长时间占用未连接队列，导致正常的SYN请求因为队列满而被丢弃，从而引起网络拥塞甚至系统瘫痪。

解决方法：对SYN请求进行监视，如果发现某个IP发起了较多的攻击报文，直接将这个IP列入黑名单。

## 为什么TIME\_WAIT状态需要经过2MSL(max segment lifetime最大报文段生存时间)才能返回到CLOSE状态？

* 如果客户端最后一个ACK报文段丢失，服务器会重发一个FIN报文段，这时如果是CLOSE状态就无法接收报文段了，所以需要2MSL的时间来接收服务器重发的FIN报文段。
* 等待2MSL的时间可以让网络中这次连接的报文段消失，达到不影响后续连接的目的。

## 解释FIN\_WAIT, TIME\_WAIT, CLOSE\_WAIT, LAST\_ACK

* FIN\_WAIT\_1是客户端发送FIN后等待服务器确认的状态。
* CLOSE\_WAIT是服务器接收到FIN后进入的状态，该状态一般发送未发送完的数据。
* FIN\_WAIT\_2是客户端收到ACK后等待服务器发送FIN的状态，该状态半关闭，无法发送数据，但能接收数据，该状态接收服务器发送最后的数据。
* LAST\_ACK是当服务器把所有数据都发送完，应用层调用close时，向客户端发送FIN后进入的状态。
* TIME\_WAIT是当客户端收到服务器发送的FIN，并向服务器发送ACK后进入的状态，存在的意义在于防止发送的ACK丢失和清除网络中这次连接产生的数据报。

## TCP 短连接和长连接的区别

### 短连接

Client 向 Server 发送消息，Server 回应 Client，然后一次读写就完成了，这时候双方任何一个都可以发起 close 操作，不过一般都是 Client 先发起 close 操作。短连接一般只会在 Client/Server 间传递一次读写操作。

优点：管理起来比较简单，建立存在的连接都是有用的连接，不需要额外的控制手段。

应用场景：并发量大，但每个用户无需频繁操作情况下需用短连接，如WEB网站的http服务。

### 长连接

Client 与 Server 完成一次读写之后，它们之间的连接并不会主动关闭，后续的读写操作会继续使用这个连接。

在长连接的应用场景下，Client 端一般不会主动关闭它们之间的连接，Client 与 Server 之间的连接如果一直不关闭的话，随着客户端连接越来越多，Server 压力也越来越大，这时候 Server 端需要采取一些策略，如关闭一些长时间没有读写事件发生的连接，这样可以避免一些恶意连接导致 Server 端服务受损；如果条件再允许可以以客户端为颗粒度，限制每个客户端的最大长连接数，从而避免某个客户端连累后端的服务。

优点：可以省去较多的建立连接和断开连接的时间和资源

应用场景：并发量不大，但每个用户操作频繁情况下用长连接，如数据库的连接。

## 解释RTO，RTT和超时重传

RTT（Round Trip Time）

数据从发送到接收到对方响应之间的时间间隔，即数据报在网络中一个往返用时。

RTO（Retransmission Time Out）

重传超时时间，即重传间隔，从数据发送时刻算起，超过这个时间便执行重传。

* 通常每次重传RTO是前一次重传间隔的两倍，计量单位通常是RTT。例：1RTT，2RTT，4RTT，8RTT......
* 重传次数到达上限之后停止重传

### 超时重传

超时重传保证了TCP的可靠性

发送端发送报文后若长时间未收到确认的报文则需要重发该报文。可能有以下几种情况：

* 发送的数据没能到达接收端，所以对方没有响应。
* 接收端接收到数据，但是ACK报文在返回过程中丢失。
* 接收端拒绝或丢弃数据。

## TCP粘包、拆包及解决办法

### nagle算法

* 如果包长度达到MSS，则允许发送。
* 若所有发出去的数据包均被确认，则允许发送。
* 上述条件都未满足，但发生了超时（一般设置延迟ACK，一般为200ms），则立即发送。

**作用**：是为了减少广域网的小分组数目，从而减小网络拥塞的出现。

**应用场景**：

* 对于实时性要求很高的交互上，我们不能使用nagle算法，比如FPS射击类PVP对抗类游戏。
* 对于发送接收的业务，但是每次发送的包体又是很小的，对于业务的实时性不是非常强的，我们可以使用nagle算法，将小包组成大包统一发送，减少交互次数。

### 什么是粘包、拆包？

如果通讯的一端一次性连续发送多条数据包，tcp协议会将多个数据包打包成一个tcp报文发送出去，这就是所谓的粘包。而如果通讯的一端发送的数据包超过一次tcp报文所能传输的最大值时，就会将一个数据包拆成多个最大tcp长度的tcp报文分开传输，这就叫做拆包。

### 为什么常说 TCP 有粘包和拆包的问题而不说 UDP ？

* 待发送数据大于 MSS（最大报文长度），TCP 在传输前将进行拆包。
* 如果使用nagle算法，要发送的数据大于 TCP 发送缓冲区剩余空间大小，将会发生拆包。
* 如果使用nagle算法，要发送的数据小于 TCP 发送缓冲区的大小，TCP 将多次写入缓冲区的数据一次发送出去，将会发生粘包。
* 接收数据端的应用层没有及时读取接收缓冲区中的数据，将发生粘包。

### 解决方法

* 消息定长：发送端将每个数据包封装为固定长度（不够的可以通过补 0 填充），这样接收端每次接收缓冲区中读取固定长度的数据就自然而然的把每个数据包拆分开来。
* 设置消息边界：服务端从网络流中按消息边界分离出消息内容。在包尾增加回车换行符进行分割，例如 FTP 协议。
* 将消息分为消息头和消息体：消息头中包含表示消息总长度（或者消息体长度）的字段。

## TCP滑动窗口

窗口是缓存的一部分，用来暂时存放字节流。发送方和接收方各有一个窗口，接收方通过 TCP 报文段中的窗口字段告诉发送方自己的窗口大小，发送方根据这个值和其它信息设置自己的窗口大小。

发送窗口内的字节都允许被发送，接收窗口内的字节都允许被接收。如果发送窗口最左边的字节已经收到了确认，发送窗口就向右滑动；如果接收窗口最左边的字节已经被收到，然后发送了确认并交付主机，接收窗口就向右滑动。

如果发送方收到了一个字节的确认，那么由于有序性可知，这个字节之前的字节都已经被接收方收到。

## TCP流量控制

流量控制是为了控制发送方发送速率，保证接收方来得及接收。

接收方发送的确认报文中的窗口字段可以用来控制发送方窗口大小，从而影响发送方的发送速率。将窗口字段设置为 0，则发送方不能发送数据。

### 流量控制引发的死锁？怎么避免死锁的发生？

当发送者收到了一个窗口为0的应答，发送者便停止发送，等待接收者的下一个应答。但是如果接收者发送的下一个窗口不为0的应答在传输过程丢失，发送者一直等待下去，而接收者以为发送者已经收到该应答，等待接收新数据，这样双方就相互等待，从而产生死锁。

为了避免流量控制引发的死锁，TCP使用了持续计时器。每当发送者收到一个零窗口的应答后就启动该计时器。时间一到便主动发送报文询问接收者的窗口大小。若接收者仍然返回零窗口，则重置该计时器继续等待；若窗口不为0，则表示应答报文丢失了，此时重置发送窗口后开始发送，这样就避免了死锁的产生。

## 拥塞控制

如果网络出现拥塞，分组将会丢失，此时发送方会继续重传，从而导致网络拥塞程度更高。因此当出现拥塞时，应当控制发送方的速率。这一点和流量控制很像，但是出发点不同。流量控制是为了让接收方能来得及接收，而拥塞控制是为了降低整个网络的拥塞程度。

TCP 主要通过四个算法来进行拥塞控制：慢开始、拥塞避免、快重传、快恢复。发送方维持一个叫做拥塞窗口cwnd（congestion window）的状态变量。拥塞窗口与发送方窗口的区别：拥塞窗口只是一个状态变量，实际决定发送方能发送多少数据的是发送方窗口。

### 慢开始和拥塞避免

发送的最初执行慢开始，令 cwnd = 1，发送方只能发送 1 个报文段；当收到确认后，将 cwnd 加倍，因此之后发送方能够发送的报文段数量为：2、4、8 ...

注意到慢开始每个轮次都将 cwnd 加倍，这样会让 cwnd 增长速度非常快，从而使得发送方发送的速度增长速度过快，网络拥塞的可能性也就更高。设置一个慢开始阈值 ssthresh（Slow start threshold），当 cwnd >= ssthresh 时，进入拥塞避免，每个轮次只将 cwnd 加 1。

如果出现了超时，则令 ssthresh=cwnd/2，然后重新执行慢开始。

### 快重传和快恢复

在接收方，要求每次接收到报文段都应该对最后一个已收到的有序报文段进行确认。例如已经接收到 M1 和 M2，此时收到 M4，应当发送对 M2 的确认。

在发送方，如果收到三个重复确认，那么可以知道下一个报文段丢失，此时执行快重传，立即重传下一个报文段。例如收到三个 M2，则 M3 丢失，立即重传 M3。

在这种情况下，只是丢失个别报文段，而不是网络拥塞。因此执行快恢复，令 ssthresh=cwnd/2，cwnd=ssthresh，注意到此时直接进入拥塞避免。

慢开始和快恢复的快慢指的是 cwnd 的设定值，而不是 cwnd 的增长速率。慢开始 cwnd 设定为 1，而快恢复 cwnd 设定为 ssthresh。

## 如何区分流量控制和拥塞控制？

* 流量控制属于通信双方协商；拥塞控制涉及通信链路全局。
* 流量控制需要通信双方各维护一个发送窗、一个接收窗，对任意一方，接收窗大小由自身决定，发送窗大小由接收方响应的TCP报文段中窗口值确定；拥塞控制的拥塞窗口大小变化由试探性发送一定数据量数据探查网络状况后而自适应调整。
* 实际最终发送窗口 = min{流量发送窗口，拥塞窗口}。

## TCP如何提供可靠数据传输的？

建立连接：通信前确认通信实体存在。

序号和确认号机制：确保了数据的有序性，TCP传输的字节都有序号，而在接收方的窗口中，只有按顺序的字节才会被确认，例如接收窗口中有编号为30，31，33，34的字节，那么只会发送30和31的确认，发送方会多次收到31的重复确认，这样发送方就会得知32丢失，会重发32号字节（TCP如何保证有序性）。

数据校验：校验全部数据，确保了数据的正确性。

超时重传：确保数据可以到达。

流量控制和拥塞控制：提供流量控制，避免过量发送。

## 提高网络利用率

### nagle算法

* 如果包长度达到MSS，则允许发送。
* 若所有发出去的数据包均被确认，则允许发送。
* 上述条件都未满足，但发生了超时（一般设置延迟ACK，一般为200ms），则立即发送。

**作用**：是为了减少广域网的小分组数目，从而减小网络拥塞的出现。

**应用场景**：

* 对于实时性要求很高的交互上，我们不能使用nagle算法，比如FPS射击类PVP对抗类游戏。
* 对于发送接收的业务，但是每次发送的包体又是很小的，对于业务的实时性不是非常强的，我们可以使用nagle算法，将小包组成大包统一发送，减少交互次数。

### 延迟确认应答

接收方收到数据之后可以并不立即返回确认应答，而是延迟一段时间的机制。

* 在没有收到2\*最大段长度的数据为止不做确认应答。
* 其他情况下，最大延迟 0.5秒 发送确认应答。
* TCP文件传输中，大多数是每两个数据段返回一次确认应答。

### 捎带应答

在一个TCP 包中既发送数据又发送确认应答的一种机制，由此，网络利用率会提高，计算机的负荷也会减轻，但是这种应答必须等到应用处理完数据并将作为回执的数据返回为止。

# select, poll, epoll

## 什么是多路复用？

多路: 指的是多个socket网络连接

复用: 指的是复用一个线程

多路复用主要有三种技术：select，poll，epoll。

epoll是最新的, 也是目前最好的多路复用技术。

与多进程和多线程技术相比，I/O多路复用技术的最大优势是系统开销小，系统不必创建进程/线程，也不必维护这些进程/线程，从而大大减小了系统的开销。

I/O多路复用就是通过一种机制，一个进程可以监视多个描述符，一旦某个读写描述符就绪，能够通知程序进行相应的读写操作。判断同步还是异步的标准是io操作是否阻塞了当前的进程或线程。阻塞就是同步，没阻塞就是异步。但select，poll，epoll本质上都是同步I/O，也就是说这个I/O过程是阻塞的，而异步I/O则需要使用多进程，多线程等方式实现。

## select

int select(int nfds, fd\_set \*readfds, fd\_set \*writefds, fd\_set \*exceptfds, struct timeval \*timeout);

参数:

nfds：最大文件描述符+1

readfds：需要监听的读的文件描述符存放集合

writefds：需要监听的写的文件描述符存放集合 NULL

exceptfds：需要监听的异常的文件描述符存放集合 NULL

timeout：固定的时间,限时等待 NULL 永久监听

返回值：返回的是变化的文件描述符的个数

注意：变化的文件描述符会存在监听的集合中，未变化的文件描述符会从集合中删除。

**优点**: 跨平台

**缺点**:

* 文件描述符1024的限制，由于 FD\_SETSIZE的限制，如果修改需要重新编译内核。
* 只是返回变化的文件描述符的个数，具体哪个那个变化需要遍历
* 每次都需要将需要监听的文件描述集合由应用层符拷贝到内核
* 大量并发，少量活跃，select效率低

假设现在 4-1023个文件描述符需要监听，但是只有 5,1002 发来消息- 无解，只能轮询遍历。

## poll

int poll(struct pollfd \*fds, nfds\_t nfds, int timeout);

功能: 监听多个文件描述符的属性变化

参数:

Fds：监听的数组的首元素地址

Nfds：数组有效元素的最大下标+1

Timeout：超时时间 -1是永久监听 >=0 限时等待

数组元素:

struct pollfd {

/\* file descriptor \*/ 需要监听的文件描述符

int fd;

/\* requested events \*/需要监听文件描述符什么事件 EPOLLIN 读事件 EPOLLOUT写事件

short events;

/\* returned events \*/ 返回监听到的事件 EPOLLIN 读事件 EPOLLOUT写事

short revents;

};

**poll相对与sellect的优缺点**

**优点:**

* 没有文件描述符1024的限制
* 请求和返回是分离的

**缺点和select一样:**

* 每次都需要将需要监听的文件描述符从应用层拷贝到内核
* 每次都需要将数组中的元素遍历一遍才知道那个变化了
* 大量并发，少量活跃，效率低

## epoll

### 为什么使用红黑树？

epoll有几个核心诉求，将要监听的文件描述符和需要监听的事件添加到内核中，这对应插入操作；将失效的文件描述符从内核中删除，这对应删除操作，当fd触发事件后，内核需要迅速找到fd并触发与其绑定的回调函数（将其放入双向链表中以便最后输出），这对应查找操作，二叉平衡树能很高效地解决上述问题，红黑树相对于二叉平衡树的插入删除做了改进。

### 为什么不使用hash表？

hash表最大的问题在于当文件描述符逐渐变多时，hash在冲突严重时需要扩容，而并发量巨大的时候扩容需要重新计算所有hash值，代价非常大。

### 为什么不使用二叉堆？

二叉堆仅满足父结点大于等于或小于等于子结点的值，并没有做到排序，因此查询的时间复杂度是O(n)，不适合epoll使用。

### 创建红黑树

int epoll\_create(int size);

参数:

size：监听的文件描述符的上限，2.6版本之后写1即可

返回：返回树的句柄

### 上树 下树 修改节点

nt epoll\_ctl(int epfd, int op, int fd, struct epoll\_event \*event);

参数:

epfd：树的句柄

op：EPOLL\_CTL\_ADD上树 EPOLL\_CTL\_DEL下树 EPOLL\_CTL\_MOD修改

fd：上树，下树的文件描述符

event：上树的节点

typedef union epoll\_data {

void \*ptr;

int fd;

uint32\_t u32;

uint64\_t u64;

} epoll\_data\_t;

struct epoll\_event {

/\* Epoll events \*/ 需要监听的事件

uint32\_t events;

/\* User data variable \*/ 需要监听的文件描述符

epoll\_data\_t data;

};

将cfd上树

int epfd = epoll\_create(1);

struct epoll\_event ev;

ev. data.fd = cfd;

ev.events = EPOLLIN;

epoll\_ctl(epfd, EPOLL\_CTL\_ADD,cfd, &ev);

### 监听

int epoll\_wait(int epfd, struct epoll\_event \*events,

int maxevents, int timeout);

功能：监听树上文件描述符的变化

epfd：数的句柄

events：接收变化的节点的数组的首地址

maxevents：数组元素的个数

timeout：-1 永久监听 大于等于0 限时等待

返回值: 返回的是变化的文件描述符个数

### epoll工作方式

#### 水平触发 LT

* 读缓冲区有数据就会触发epoll\_wait
* 写缓冲区可以写就会触发epoll\_wait

#### 边沿触发 ET

* 读缓冲区数据发生变化会触发epoll\_wait，也就是数据来一次只触发一次
* 写缓冲区从有到无就会触发epoll\_wait

因为设置为水平触发,只要缓存区有数据epoll\_wait就会被触发,epoll\_wait是一个系统调用，尽量少调用。所以尽量使用边沿触发，边沿出触发数据来一次只触发一次，这个时候要求一次性将数据读完（while循环读，读到最后read默认带阻塞，不能让read阻塞，因为不能再去监听，设置cfd为非阻塞，read读到最后一次返回值为-1。判断errno的值为EAGAIN,代表数据读干净）。

工作中边沿触发+非阻塞=高速模式。

# 网络API

## htonl

host to network long

将32位的本机字节顺序转换为网络字节顺序（大端）

常用于IP

## ntohl

network to host long

将32位的网络字节顺序（大端）转换为本机字节顺序

常用于IP

## htons

host to network short

将16位的本机字节顺序转换为网络字节顺序（大端）

常用于Post

## ntohs

network to host short

将16位的网络字节顺序（大端）转换为本机字节顺序

常用于Post

## inet\_pton

presentation（表达）to numeric（数值）

将点分十进制串("192.168.1.2")转成32位网络大端的数据

## inet\_ntop

numeric（数值）to presentation（表达）

将32位网络大端的数据转成点分十进制串("192.168.1.2")

## 半关闭

主动方发生在FIN\_WAIT\_2状态,这个状态时,主动方不可以在应用层发送数据了,但是应用层还可以接收数据,这个状态称为半关闭。

#include <sys/socket.h>

int shutdown(int sockfd, int how);

sockfd：需要关闭的socket的描述符

how：允许为shutdown操作选择以下几种方式:

SHUT\_RD(0)：关闭sockfd上的读功能，此选项将不允许sockfd进行读操作。

该套接字不再接收数据，任何当前在套接字接受缓冲区的数据将被无声的丢弃掉。

SHUT\_WR(1)：关闭sockfd的写功能，此选项将不允许sockfd进行写操作。进程不能在对此套接字发出写操作。

SHUT\_RDWR(2)：关闭sockfd的读写功能。相当于调用shutdown两次：首先是以SHUT\_RD，然后以SHUT\_WR。

## 心跳包

如果对方异常断开，本机检测不到，一直等待，浪费资源。

需要设置tcp的保持连接，作用就是每隔一定的时间间隔发送探测分节，如果连续发送多个探测分节对方还未回，就将次连接断开。

int keepAlive = 1;

setsockopt(listenfd,SOL\_SOCKET,SO\_KEEPALIVE,(void\*)&keepAlive, sizeof(keepAlive));

心跳包：最小粒度

乒乓包：携带比较多的数据的心跳包

## 端口复用

默认的情况下，如果一个网络应用程序的一个socket绑定了一个端口，别的socket就无法使用这个端口。

端口复用是多个应用程序使用相同的端口进行通信，绑定同一端口的socket都能发送消息，但只有最后一个绑定的socket才能接收消息。

int opt = 1;

setsockopt(fd,SOL\_SOCKET,SO\_REUSEADDR,&opt,sizeof(opt));