**DESCRIPTION**

Below are the detailed explanation of each of the numerical methods:

**Non-linear Equations**

**Algorithm-01: Bi-Section Method**

(bi\_section.hpp)

Bi-section method is a method that is used for finding solution for **Non-linear** equations. My implementation of the bi-section finds the roots of a polynomial equation with a specific degree, coefficients and error/tolerance level.

“BiSection” is the class inherited from the class “NonLinear”.

* **Initial Range Calculation:**

An initial maximum value, xmax, is determined by estimating the range where roots might exist. This is calculated by the formula-
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in interval (-|xmax|, |xmax|), where, the polynomial is-
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* **Calculation Method:**
  + After finding the initial range, for all i(i is incremented by 0.5 for more precision), when -|xmax| <= i <= |xmax|, f(i) & f(i + 1) was checked whether f(i) \* f(i + 1) <= 0.
    - If the condition is satisfied, a = i & b = i + 1
    - Otherwise the loop continues
  + After finding a & b, there is another internal do-while loop to find the approximate root,

*c = (a + b) / 2;*

*If (f(c) == 0): root = c;*

*else if (f(c) \* f(a) < 0) b = c;*

*else a = c;*

* + This process continues until (b – a <= error) or 100 iterations complete. Within this constraint, the answer is found for different equations with little to no error.
  + Finally, all the roots are recorded and showed in runtime.

**Algorithm-02: False position Method**

(false\_position.hpp)

False position method is another method that is used for finding solution for **Non-linear** equations. My implementation of the false position finds the roots of a polynomial equation with a specific degree, coefficients and error/tolerance level.

“FalsePosition” is the class inherited from the class “NonLinear”.

**Implementation:**

* **Initial Range Calculation:**

An initial maximum value, xmax, is determined by estimating the range where roots might exist. This is calculated by the formula-
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in interval (-|xmax|, |xmax|), where, the polynomial is-
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* **Calculation Method:**
  + After finding the initial range, for all i(i is incremented by 0.5 for more precision), when -|xmax| <= i <= |xmax|, f(i) & f(i + 1) was checked whether f(i) \* f(i + 1) <= 0.
    - If the condition is satisfied, a = i & b = i + 1
    - Otherwise the loop continues
  + After finding a & b, there is another internal do-while loop to find the approximate root,

*c =(a \* f(b) – b \* f(a))/(f(b) – f(a));*

*If (f(c) == 0): root = c;*

*else if (f(c) \* f(a) < 0) b = c;*

*else a = c;*

* + This process continues until (b – a <= error) or 100 iterations complete. Within this constraint, the answer is found for different equations with little to no error.
  + Finally, all the roots are recorded and showed in runtime.

**Algorithm-03: Secant Method**

(secant.hpp)

Secant method is another method that is used for finding solution for **Non-linear** equations. My implementation of the secant finds the roots of a polynomial equation with a specific degree, coefficients and error/tolerance level.

“Secant” is the class inherited from the class “NonLinear”.

* **Initial Range Calculation:**

An initial maximum value, xmax, is determined by estimating the range where roots might exist. This is calculated by the formula-
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in interval (-|xmax|, |xmax|), where, the polynomial is-
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* **Calculation Method:**
  + The traversal starts from the –xmax. Each time two values, x0 and x1 are considered, where x0 is initially –xmax, and x1 = -xmax + 0.5(for better precision).
  + Secant Iteration:
    - First f(x0) and f(x1) is calculated.
    - Then, x2 is calculated using the formula-

**x2 = x1 – ((f(x1) \* (x1 – x0)) / (f(x1) – f(x0));**

which is the standard Secant formula.

* + - Then, f(x2) is calculated
    - Finally, x0 is replaced by x1 & x1 is replaced by x2 simultaneously.
    - If (|x1 – x0| <= error), the loop breaks
  + Root Comparison:
    - Before adding x1 as a root, it checks if it’s close to any previously found roots(within 0.5 units for better precision) to avoid duplicates.
    - If x1 is sufficiently distinct from previous roots, it is added to “roots” vector and the loop moves to the next root.
  + This process continues until it reaches xmax. Within this constraint, the answer is found for different equations with little to no error.
  + To display the roots, the “roots” vector is traversed.

Finally, all the roots are showed in runtime.

**Algorithm-04: Newton-Raphson Method**

(newton\_raphson.hpp)

Newton-Raphson method is another method that is used for finding solution for **Non-linear** equations. My implementation of the Newton-Raphson finds the roots of a polynomial equation with a specific degree, coefficients and error/tolerance level.

“NewtonRaphson” is the class inherited from the class “NonLinear”.

**Implementation:**

* **Derivative function(fp(x)):**
  + The derivative function calculates f’(x).
  + Initializes a variable named total.
  + Iterates through all the terms with their derivatives, along with the value of x, and adds them to total.
  + Returns total.
* **Initial Range Calculation:**

An initial maximum value, xmax, is determined by estimating the range where roots might exist. This is calculated by the formula-
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in interval (-|xmax|, |xmax|), where, the polynomial is-

![](data:image/png;base64,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)

* **Calculation Method:**
  + The traversal starts from the –xmax. Each time a value, x0 and is considered, where x0 is initially –xmax, and in each iteration the value increases by 0.5 with the previous value(for better precision).
  + Newton-Raphson Iteration:
    - First f(x0) is calculated.
    - Then, f’(x0) is calculated.
    - If, f’(x0) becomes 0, the loop breaks;
    - Then, a variable x1 is calculated using the formula-

**x1 = x0 – (f(x0) / f’(x0));**

which is the standard Newton-Raphson formula

* + - Finally, x0 is replaced by x1.
    - The loop continues for 100 iterations, for almost all of the non-linear equations, the roots are found under 100 iterations.
  + Root Comparison:
    - Before adding x1 as a root, it checks if it’s close to any previously found roots(within 0.5 units for better precision) to avoid duplicates.
    - If x1 is sufficiently distinct from previous roots, it is added to “roots” vector and the loop moves to the next root.
  + This process continues until it reaches xmax. Within this constraint, the answer is found for different equations with little to no error.
  + To display the roots, the “roots” vector is traversed.

Finally, all the roots are showed in runtime.

**Linear Equations**

**Algorithm-05: Jacobi iterative Method**

(Jacobi\_iterative.hpp)

Jacobi iterative method is a method that is used for finding solution for **Linear** equations.

“JacobiIterative” is the class inherited from the class “Linear”.

* **Row Swapping for Dominant Diagonal:**
  + To ensure convergence, first the matrix needs to be diagonally dominant.
  + This part aims to reorder the rows so that each row’s diagonal element is the largest in its column.
  + This loop compares the diagonal elements of different rows(i and j), and if a larger element is found below the current diagonal element, it swaps the rows.
  + This reordering helps make the matrix diagonally dominant, which is critical for Jacobi iterative method.
* **Initialization of Vectors:**
  + vector xp holds the values from the previous iteration, initialized to 0.
  + vector xn stores the newly calculated values of the unknowns.
  + vector ex stores the differences between xn and xp in each case for convergence checking.
* **Calculation Method:**
  + The iteration runs up to 100 times(or fewer if the convergence is achieved)
  + Jacobi Iteration:
    - For unknown xi,
      * xn[i] is initialized with the isolated term(ci/aii) for the current equation.
      * Then, the weighted contributions of other unknowns from the previous iteration, xp[j], multiplied by the corresponding coefficient aij, along with the division of aii are subtracted from it.
    - After updating xn for each unknown:
      * **Error Calculation:**
        + The error vector ex[i] holds the difference between the new and the old values of each unknown. Convergence would typically be checked here using ex[i] <= error.
      * **Update xp:**
        + The values in xp are updated with xn for the next iteration, which the main logic of Jacobi iterative method.
* **Solution Assignment and Display:**
  + Once iterations are complete, xp is assigned to this->x, which is the solution vector.
  + The showX() method displays the final solution after iterations.

Finally, all the roots are showed in runtime.

**Algorithm-06: Gauss-Seidel iterative Method**

(gauss\_seidel\_iterative.hpp)

Gauss-Seidel iterative method is another method that is used for finding solution for **Linear** equations.

“GaussSeidelIterative” is the class inherited from the class “Linear”.

* **Row Swapping for Dominant Diagonal:**
  + To ensure convergence, first the matrix needs to be diagonally dominant.
  + This part aims to reorder the rows so that each row’s diagonal element is the largest in its column.
  + This loop compares the diagonal elements of different rows(i and j), and if a larger element is found below the current diagonal element, it swaps the rows.
  + This reordering helps make the matrix diagonally dominant, which is critical for Jacobi iterative method.
* **Initialization of Vectors:**
  + vector xp holds the values from the previous iteration, initialized to 0.
  + vector xn stores the newly calculated values of the unknowns.
  + vector ex stores the differences between xn and xp in each case for convergence checking.
* **Calculation Method:**
  + The iteration runs up to 100 times(or fewer if the convergence is achieved)
  + Gauss-Seidel Iteration:
    - For unknown xi,
      * xn[i] is initialized with the isolated term(ci/aii) for the current equation.
      * Then, the weighted contributions of other unknowns from the previous iteration, xp[j], multiplied by the corresponding coefficient aij, along with the division of aii are subtracted from it.
      * **Error Calculation:**
        + The error vector ex[i] holds the difference between the new and the old values of each unknown. Convergence would typically be checked here using ex[i] <= error. But in this case it produces wrong answer sometimes. Thereby, going through 100 iterations seems to be the most optimal.
      * **Update xp:**
        + The values in xp are updated with xn for the next iteration immediately, which the main logic of Gauss-Seidel iterative method.
* **Solution Assignment and Display:**
  + Once iterations are complete, xp is assigned to this->x, which is the solution vector.
  + The showX() method displays the final solution after iterations.

Finally, all the roots are showed in runtime.

**Algorithm-07: Gauss elimination Method**

(gauss\_jordan\_elimination.hpp)

Gauss elimination method is another method that is used for finding solution for **Linear** equations.

* **swapp Function:**
  + Ensures that each diagonal entry of the matrix mat is non-zero, making the matrix easier to work with in elimination steps. If a diagonal entry is zero, it swaps rows with another row in the column with a non-zero entry.
* **gauss\_elimination Function:**
  + Performs Gaussian elimination to convert the matrix to an upper triangular form.
  + After the elimination phase, it performs back-substitution to find the solution vector.
  + **Output:** Prints the solution vector.

Finally, all the roots are showed in runtime.

**Algorithm-08: Gauss-Jordan elimination Method**

(gauss\_jordan\_elimination.hpp)

Gauss-Jordan elimination method is the extension method of Gauss elimination method that is used for finding solution for **Linear** equations.

* **swapp Function:**
  + Ensures that each diagonal entry of the matrix mat is non-zero, making the matrix easier to work with in elimination steps. If a diagonal entry is zero, it swaps rows with another row in the column with a non-zero entry.
* **gauss\_eli Function:**
  + Performs Gaussian elimination to convert the matrix to an upper triangular form without back-substitution.
* **gauss\_jordan Function:**
  + This function performs Gauss-Jordan elimination, converting the matrix into row-reduced echelon form (RREF) with zeros both above and below each pivot.
  + Returns the matrix after Gauss-Jordan elimination.
* **rref Function:**
  + Converts each pivot row in the matrix mat into leading 1s, creating a reduced row-echelon form.
  + This function normalizes each row in the matrix by dividing each element in the row by the pivot value.
  + Returns the matrix in reduced row-echelon form.
* **check\_solution Funcion:**
  + Examines the nature of the solutions by checking each row of the matrix.
  + If a row has all zeros in the coefficient part but a non-zero constant term, it indicates no solutions.
  + If a row has all zeros including the constant term, it indicates infinite solutions.
  + **Output:** Prints whether the system has a unique solution, infinite solutions, or no solution.

Finally, all the roots are showed in runtime.

**Algorithm-09: LU factorization Method**

(lu\_factorization.hpp)

LU factorization method is another method that is used for finding solution for **Linear** equations.

“LUFactorization” is the class inherited from the class “Linear”.

* **LU Decomposition (luDecomposition):**
  + This method decomposes the input matrix into a lower triangular matrix L and an upper triangular matrix U.
  + It iterates through rows and columns to update L and U based on the values in coefficients.
* **Forward Substitution (forwardSubstitution):**
  + This method is used to solve Ly = b for y.
  + It computes the intermediate solution vector y by iterating from the first row to the last, using previously computed values of y in each step.
* **Backward Substitution (backwardSubstitution):**
  + This method solves Ux = y for x after obtaining y.
  + This It iterates from the last row to the first, using previously computed values of x in each step.
* **Calculate (calculate):**
  + The calculate() method calls forwardSubstitution and backwardSubstitution in sequence and then displays the final solution vector x.

Finally, all the roots are showed in runtime.

**Differential Equations**

**Algorithm-10: Runge-Kutta Method**

(runge\_kutta.hpp)

This code implements the 4th-order Runge-Kutta method to solve differential equations numerically. It provides four different differential equations as options, each corresponding to a specific function (rk, rk2, rk3, and rk4), and allows the user to choose one. The main DE function prompts the user to input initial conditions, interval boundaries, and step size before applying the Runge-Kutta algorithm.

**Key parts:**

* **Function Definitions (rk, rk2, rk3, rk4):**
  + Each function returns the derivative dy/dx based on the chosen equation type.
  + **rk: dy/dx = x−y**
  + **rk2: dy/dx = sin(x)**
  + **rk3: dy/dx = cos(x)**
  + **rk4: dy/dx = x2 + 2xy**
* **Main** **Runge-Kutta Implementation (DE function):**
  + The user selects an equation type (1 through 4) and inputs the step size h, initial values of x and y, and interval [a, b].
  + For each step:
    - Four slopes k1, k2, k3, and k4 are calculated for the current x and y.
    - These slopes are combined to find the next value of y, according to the Runge-Kutta formula:

ynext = y + (1 / 6) \* (k1 + 2k2 + 2k3 + k4)

* + - Results are displayed for each step with updated x and y values.
* **Program Output:**
  + The program prints the values of x and y for each step, allowing users to observe the solution progression across the interval.

Finally, all the roots are showed in runtime.

**Algorithm-11: Matrix Inversion**

(matrix\_inversion.hpp)

The “MatrixInversion” is the class inherited from the class “Linear”,

implements the Gauss-Jordan method for inverting a square matrix.

**Key Components:**.

* **Augmenting with the Identity Matrix**
  + For each row i, the constructor appends an identity matrix column to the input matrix. This makes the augmented matrix [A | I], where A is the original matrix and I is the identity matrix.
* **Swapping Rows to Handle Zeros (swapp function)**
  + If a pivot element (mat[i][i]) is zero, the method searches the rows below it for a non-zero element in the same column and swaps rows to ensure a non-zero pivot.
* **Gaussian Elimination (gauss\_eli function)**
  + This function performs forward elimination, transforming the matrix into an upper triangular form by making all elements below each pivot zero.
* **Gauss-Jordan Elimination (gauss\_jordan function)**
  + This function performs backward elimination on the upper triangular matrix, ensuring that all elements above each pivot are zero, creating a diagonal matrix.
* **Row Reduction to Reduced Row Echelon Form (rref function)**
  + Each pivot row is normalized to make the diagonal elements 1. This final matrix is in the form [I | A⁻¹], with I on the left and the inverse A⁻¹ on the right.
* **Displaying the Inverse (showInverseMatrix function)**
  + This function prints the inverse matrix portion from the augmented matrix, which is in columns order to 2 \* order - 1.
* **Calculation (calculate function)**
  + This function orchestrates the steps: Gaussian elimination, Gauss-Jordan elimination, and RREF normalization, then displays the result