Анализ качества кода в репозиториях

Аннотация

В настоящее время рещением одной из основных задач в обеспечении качества программных разработок как крупных аутсорисинговых компаний, так и фриланс программистов является обеспечение качества исходного программного кода. В статье представлена статистика по имеющимся публичным репозиторям, определены виды ошибок, снижающих качество кода, предложены пути улучшения.

Остро стоит проблема определения наиболее эффективной методики, которая может быть применена для анализа исходного кода независимо от используемого языка программирования. В качестве одной из методики была выбрана и рассмотрена методика, основанная на расчете показателя волатильности исходного кода репозитория, которая позволяет решить проблему объективной оценки качества исходного кода. Для проверки работоспособности выбранной методики получены качественные показатели, указывающие на снижение качества исходного программного кода путем анализа базы данных общедоступных репозиториев github.

На основе полученных исходных данных проанализирована эффективность применения методики, использующей показатель волатильности репозитория. Также показано, что данная методика применима для анализа качества кода произвольного github репозитория. Результаты применения методики показывают, что, основываясь на показателе волатильности репозитория можно обнаружить блоки программного кода, значительно снижающих качество программного кода репозитория, что позволяет своевременно проводить меры по его улучшению.

Введение

Научная новизна данной работы состоит в том, что представленная модернизированная методика анализа исходного программного кода, основанная на показателях волатильности, предоставляющая собой объективную оценку. К сожалению, многие имеющиеся на рынке методики оценки качества программного кода не могут полностью решить задачу объективного анализа качества исходного кода, выпооненного на произвольном языке прграммирования.

1. Возможность интеграции представленной методики в существующие системы управления и сбора программного кода (Build pipelines)

Имеющиеся общеиспользуемые системы управления версиями исходного кода, проверки и сборки готового решения поддерживают внедрение внешних процедур в качестве одного из исполняемых шагов финальной сборки. Исходя из этого, необходимо определить механизмы интеграции для полной автоматизации процесса. Рассмотрим процесс интеграции методики расчета показателей волатильности в такие сложные по своему построению системы как Jenkins и Gitlab. При этом основой будет являться автоматизация расчета После создания модели оценки качества исходного кода возникает вопрос тестирования, а именно сбор информации о качестве исходного кода имеющихся проектов.

1. Анализ причин снижения качества исходного кода репозитория
2. Метрики используемые для анализа качества кода.
   1. Соответствие правилам

В компании должны существовать правила написания кода, например:

* + 1. Синтаксические правила. К ним можно отнести стиль именования переменных (camelCase, через подчеркивание), констант (uppercase), методов, стиль написания фигурных скобок и нужны ли они если в блоке только одна строка кода. Когда программист пишет код, он его легко читает, потому что он знает свой собственный стиль. Но стоит ему дать код где используется венгерская нотация и скобки с новой строки, ему придется тратить дополнительное внимание на восприятие нового стиля. Особенно веселит ситуация когда несколько совсем разных стилей используются в одном проекте или даже модуле.
    2. правила поддержки кода — правила, которые должны сигнализировать что код слишком сложный и его будет трудно сопровождать. К примеру, индекс сложности метода или класса слишком большой или слишком много строк кода в методе, наличие дубликатов в коде или “magic numders”.
    3. очистка и оптимизация кода — самые простые правила в том смысле, что редко кто-то будет утверждать что выражения очень нужны, даже когда они нигде не используются. Сюда можно отнести лишние импорты, переменные и методы которые уже не используются, но по какой-то причине их оставили в наследство.
  1. Дубликаты: отображает насколько легко можно будет вносить изменения в код, рассчитывается в процентах как соотношение строк дубликатов ко всем строкам кода, чем меньше дубликатов тем лучше качество кода.
  2. Комментирование расчситывается по двум важным метрикам:
     1. отношение комментариев ко всему коду — из этой метрики можно сделать вывод насколько детальные комментарии и насколько они могут быть полезными.
     2. комментирование публичных методов — отношение комментированных публичных методов к общему их количеству. Количество публичных методов без комментария должно стремится к нулю.
  3. Покрытие тестами: считывается как отношение количества покрытых тестами элементов кода к количеству всех существующих, выделяют следующие типы покрытия:
     1. покрытие файлов — файл покрыт если тест попал в файл и исполнил хотя бы одну строку кода из файла.
     2. покрытие классов — аналогично с покрытием файлов, только покрытие классов.
     3. покрытие методов — тот же способ исчисления метрики.
     4. покрытие строк — одна из наиболее используемых метрик по покрытию. Тот же способ исчисления.
     5. покрытие ветвлений — тот же способ, соответственно за элемент берется ветвление. Добиться хорошего показателя по этой метрики стоит наибольших усилий.
     6. суммарное покрытие — метрика покрытия при которой в расчетах принимается во внимание не один элемент а несколько. Наиболее часто используют суммарное покрытие строк и ветвлений.

Заключение

В статье изложены результаты анализа качества исходного программного кода имеющихся публичных репозиториев. Представлена статистика показателей волатильности Подробно рассмотрен процесс интеграции методики с имеющимися в открытом доступе и наиболее часто используемых как крупными аутсорсинговыми компаниями, так и независимыми фрилансерами системами управления версиями и сборки программного кода. Результаты применения данной модели показали, что зная показатели волатильности можно объективно оценвать качество работы над исходным кодом разработчиками. Показана эффективность данной методики в сравнении с другими имеющимися на рынке и рекомендации по применению. Результаты исследования показывают, что предложенная методика может быть применена в качестве объективной оценки качества исходного программного кода независмо от языка программирования.
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