# 一、实验题目与要求

1. Matrix-chain product.
2. Longest Common Subsequence.
3. Lognest Common Substring.
4. Max Sum.
5. Shortest path in multistage graphs. Find the shortest path from 0 to 15 for the given graph.

# 二、算法思想

## Matrix-chain product

使用动态规划优化链式矩阵乘法的乘法次数时，需要构造一个 *n*×*n* 的二维矩阵，该矩阵为对称矩阵，索引为 (*i, j*) 的元素表示从第 *i* 个矩阵到第 *j* 个矩阵的最少乘法次数；还需要构造一个 (*n −* 1)×(*n −* 1) 的二维对称矩阵，该矩阵中索引为 (*i, j*) 的元素表示第 *i* 个矩阵到第 *j* 个矩阵的链式乘法中，需要断开的位置，以得到最少的乘法次数。

![](data:image/png;base64,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)根据上述描述，矩阵 *m* 的元素值应为



按照上述规则计算得到两个矩阵后，能直接读出该链式乘法的最小乘法开销。为了得到该 链式矩阵乘法的具体结合方式，需要使用第二个矩阵递归逆推：读取 *m*[*i, j*] 的值为 *k*，则 [*i, k*] 和 [*k* + 1*, j*] 各自分开，随后递归求解。

## Longest Common Subsequence

给定两个字符串 *s*1 和 *s*2，为了计算它们的公共最长子序列，需要创建一个 (*m* + 1)×(*n* + 1) 的矩阵，其中 *m* 和 *n* 分别为 *s*1 和 *s*2 的长度。之所以需要加 1，是为了在计算首行首列元素的最长公共子序列时不会导致数组越界。

对于矩阵 (*i, j*) 的元素，值的确定方式为


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二维矩阵的所有元素都计算完成后，需要从整个矩阵的右下角（最后一个元素开始）逆向 推回：若 *xi* = *yj*，则 *xi* 和 *yj* 是最长公共子序列的一部分；否则则在 (*i, j −* 1) 和 (*i −* 1*, j*) 中选择较大的一方继续执行算法。

## Lognest Common Substring

相比于最长公共子序列，最长公共子串需要修改动态规划矩阵的计算方式：若元素比较不 相等，则从 0 开始计算：

![](data:image/png;base64,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)

此外，最长公共子序列只需要读取动态规划数组的最后一个元素即可获得该子序列的长 度，而最长公共子串则需要在生成动态规划数组时时刻记录出现过的最长子串的长度以及范 围，以便于得到最长公共子串。

## Max Sum

对于动态规划数组 *dp*，令 *dp*[*i*] 表示以索引为 *i* 的数为序列结尾时最长的子段和，则*dp*[*i*] = max(*dp*[*i −* 1] + *a*[*i*]*, a*[*i*])。该方程的含义为，若包含前一个元素的最大子段和（*dp*[*i −* 1]） 再加上当前元素，能构成更大的子段和，则这样做；否则忽略前面所有元素，仅包含当前元素即可。

按照 *dp* 数组的含义，该数组的最后一项仍然不是结果，因此需要在计算过程中时刻统计最大子段和以及该子段的范围。

## Shortest path in multistage graphs

若要使用动态规划算法计算给定图中的最短路径，则同样需要设定一维动态数组 *dp*，其中 *dp*[*i*] 表示从起始节点到索引为 *i* 的节点的最短路径长，该数组的计算需要从后向前进行： 从节点 *i* 起，对于它的每个直接后继结点 *j*，计算 *i* 到 *j* 的距离以及 *j* 到目的位置的最短距离的和，从中选择最短的路径作为 *dp*[*i*] 的结果。

为了同时能获得最短路径具体经过的节点，还需要在上述迭代过程中保存最短路径对应的 下一个节点。

# 三、算法步骤与核心代码

## Matrix-chain product

该算法实现于 矩阵链乘法.py中。

首先用动态规划进行乘法优先级的选择：

|  |
| --- |
| **def** matrix\_chain\_order**(**p**):**  n **= len(**p**) - 1**  m **= [[0 for** i **in range(**n**)] for** i **in range(**n**)]**  s **= [[0 for** i **in range(**n**)] for** i **in range(**n**)]**  **for** l **in range(2,** n**+1):**  **for** i **in range(1,** n**-**l**+2):**  j **=** i **+** l **-1**  m**[**i**-1][**j**-1] = float(**'inf'**)**  **for** k **in range(**i**,** j**):**  q **=** m**[**i**-1][**k**-1] +** m**[**k**][**j**-1] +** p**[**i**-1] \*** p**[**k**] \*** p**[**j**]**  **if** q **<** m**[**i**-1][**j**-1]:**  m**[**i**-1][**j**-1] =** q  s**[**i**-1][**j**-1] =** k  **return** m**,** s |

然后以此为顺序实现矩阵括号及矩阵的打印（以A­i­来表示）：

|  |
| --- |
| **def** print\_optimal\_parens**(**s**,** i**,** j**):**  **if** i **==** j**:**  **print(**'A'**,** i**,** sep**=**''**,**end**=**''**)**  **else:**  **print(**'('**,** end**=**''**)**  print\_optimal\_parens**(**s**,** i**, int(**s**[**i**-1][**j**-1]))**  print\_optimal\_parens**(**s**, int(**s**[**i**-1][**j**-1])+1,** j**)**  **print(**')'**,** end**=**''**)** |

## Longest Common Subsequence

该算法实现于最长公共子序列.py中。

该算法的动态规划转移方程在上文中已经给出，对应于该转移方程的代码实现为

|  |
| --- |
| **if** s1**[**x**] ==** s2**[**y**]:**  dp**[**x**][**y**] = 1 +** best**(**x **+ 1,** y **+ 1)**  **else:**  dp**[**x**][**y**] = max(**best**(**x **+ 1,** y**),** best**(**x**,** y **+ 1))** |

加上特殊、边界情况处理后的完整递归函数为：

|  |
| --- |
| **def** best**(**x**,** y**):**  **if** dp**[**x**][**y**] != -1: return** dp**[**x**][**y**]**  **if** x **==** l1 **or** y **==** l2**:**  **return 0**  **if** s1**[**x**] ==** s2**[**y**]:**  dp**[**x**][**y**] = 1 +** best**(**x **+ 1,** y **+ 1)**  **else:**  dp**[**x**][**y**] = max(**best**(**x **+ 1,** y**),** best**(**x**,** y **+ 1))**  **return** dp**[**x**][**y**]** |

## Lognest Common Substring

该算法实现于最长公共子串.py中。我认为这和第二题是一样的，所以解答见上即可，不再赘述。

## Max Sum

该算法实现于最大子数组的和.py中。

计算最大字段和时，根据上文给出的 \_dp 数组计算方式，由于 \_dp[i] 只依赖于 \_dp[i-1]， 因此可以不比存放所有元素，只存放上一个元素即可。同最长公共子串相同，该问题中动态规划数组的最后一个元素仍然不是问题的解，因此需要在遍历生成数组的每一个元素时，记录当前位置前的最大子段和和子段位置：

|  |
| --- |
| array**=list(map(int,input(**"请依次输入序列值："**).**split**()))**  dp **= [**i **for** i **in** array**]**  ans**=**array**[0]**  **for** i **in range(1, len(**array**)):**  dp**[**i**] = max(**dp**[**i **- 1] +** array**[**i**],** array**[**i**])**  **print(**"最大和为：{}"**.**format**(max(**dp**)))** |

## Shortest path in multistage graphs

该算法实现于首尾最短路.py中。

实际上此题就是多源最短路径的特殊情况（即只需要计算首尾节点的最短距离即可），用的也还是Floyd算法：

|  |
| --- |
| **for** k **in range(**n**):**  **for** i **in range(**n**):**  **for** j **in range(**n**):**  graph**[**i**][**j**] = min(**graph**[**i**][**j**],** graph**[**i**][**k**] +** graph**[**k**][**j**])** |

# 四、总结

本次实现的算法很多都没有标准库中对应的原型，因此我自己设计了接口的格式，如矩阵 链乘算法以语法树的形式返回、最短路径以图的形式返回。