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## Set up

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.0 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.1 ✔ tibble 3.2.0  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.1   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the ]8;;http://conflicted.r-lib.org/conflicted package]8;; to force all conflicts to become errors

library(readxl)  
library(dplyr)  
library(scales)

##   
## Attaching package: 'scales'  
##   
## The following object is masked from 'package:purrr':  
##   
## discard  
##   
## The following object is masked from 'package:readr':  
##   
## col\_factor

library(gghalves)  
library(ggplot2)  
library(lubridate)  
library(gridExtra)

##   
## Attaching package: 'gridExtra'  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine

library(ncdf4)  
library(tibbletime)

##   
## Attaching package: 'tibbletime'  
##   
## The following object is masked from 'package:stats':  
##   
## filter

library(GGally)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

#check which ones are needed later  
library(parallel)  
library(neuralnet)

##   
## Attaching package: 'neuralnet'  
##   
## The following object is masked from 'package:dplyr':  
##   
## compute

library(randomForest)

## randomForest 4.7-1.1  
## Type rfNews() to see new features/changes/bug fixes.  
##   
## Attaching package: 'randomForest'  
##   
## The following object is masked from 'package:gridExtra':  
##   
## combine  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine  
##   
## The following object is masked from 'package:ggplot2':  
##   
## margin

library(xgboost)

##   
## Attaching package: 'xgboost'  
##   
## The following object is masked from 'package:dplyr':  
##   
## slice

library(keras)  
library(tensorflow)  
library(rnn)  
library(caret)

## Loading required package: lattice  
##   
## Attaching package: 'caret'  
##   
## The following object is masked from 'package:tensorflow':  
##   
## train  
##   
## The following object is masked from 'package:purrr':  
##   
## lift

library(tseries)

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

library(forecast)  
library(pracma)

##   
## Attaching package: 'pracma'  
##   
## The following object is masked from 'package:purrr':  
##   
## cross

library(car)

## Loading required package: carData  
##   
## Attaching package: 'car'  
##   
## The following object is masked from 'package:pracma':  
##   
## logit  
##   
## The following object is masked from 'package:dplyr':  
##   
## recode  
##   
## The following object is masked from 'package:purrr':  
##   
## some

# 1. Introduction

Singapore’s climate is affected by many different driving factors, like the El Niño-Southern Oscillation (ENSO), the Indian Ocean Dipole, the Madden-Julian Oscillation, etc., with varying timescales and impacts on Singapore. In this report, we will attempt to understand how ENSO affects Singapore.

We will look at 4 spatial datasets, specifically focusing on monthly data for a region in the Pacific Ocean from 1982-2020, that are used an indicators for the strength of ENSO: Sea Surface Temperature, Subsurface Sea Temperature, Low Level Wind Speed, and Outgoing Longwave Radiation (as a measure of cloudiness). We will also look at Singapore’s rainfall and surface air temperature over the corresponding period, taken from the Changi weather station, to understand how they relate to the ENSO indicators.

# 2. Data Description

Datasets for the ENSO indicators were obtained from the following sources.

* Sea Surface Temperature - OISST.v2, <https://www.cpc.ncep.noaa.gov/data/indices/sstoi.indices>
* Subsurface Sea Temperature - EN4, (<https://climatedataguide.ucar.edu/climate-data/en4-subsurface-temperature-and-salinity-global-oceans>)
* Low Level Wind Speed - ICOADS, (<https://psl.noaa.gov/data/gridded/data.coads.1deg.html>)
* Outgoing Longwave Radiation - CDR (<https://www.ncei.noaa.gov/products/climate-data-records/outgoing-longwave-radiation-monthly>)

These spatial datasets generally contained global data, but of interest to our project is data that lies within the Nino3.4 region (Latitude: 5N-5S, Longitude:170W-120W).

Datasets for Singapore were obtained from data.gov.sg

* Rainfall - <https://data.gov.sg/dataset/rainfall-monthly-total>
* Surface Air Temperature (SAT) - <https://data.gov.sg/dataset/surface-air-temperature-monthly-mean>

Before proceeding to data analysis, we had to clean and process the data. We will outline the general procedure for doing so, though any exceptions will be mentioned in Section 3. The main goal of the processing is to calculate a baseline value for each month based on a reference period (i.e., what is the average value for Jan, Feb, Mar… Dec from Jan 1980 - Dec 2010), which we can use to calculate the anomaly of the data from Jan 2011 - Dec 2022 (i.e. how much the data for a month differs from the average value for that month)

* Data was stored in a .nc file, read using nc\_open from library ncdf4
* 3 dimensions, corresponding to latitude (1 degree), longitude (1 degree), time (monthly)
* For each time value:
* Find all the values with latitude and longitude that fall within the Nino3.4 region
* Check if there are any NA values, if there are, interpolate to fill them
* Calculate the mean of those values
* Extract the means corresponding to the reference period (Jan 1982 - Dec 2010), and calculate the baseline mean for each month (Jan, Feb, Mar… Dec)
* Calculate the difference between the means for the study period (Jan 2011 - Dec 2022) and the baseline means

# 3. Description and Cleaning of Dataset

We obtained data from various sources, spanning a timeframe of 1982-2022. We segmented our data into 2 portions, 1980-2010 as a baseline to evaluate anomalies, and 2011-2023 as a test to be evaluated based on our baseline to check if they are anomalous. We plotted the data through a histogram, and boxplot to determine the suitability of using the data.

### 3.1.1: Singapore Monthly Surface Air Temperature (sat)

#creating a time vector for the period of data we will use. 1982-2022 (41 years)  
time.all <- seq(as.Date('1982-01-01'),as.Date('2022-12-01'),by='month')  
  
#creating a time vector for the study period we will use. 2011-2022 (12 years)  
time.study <- seq(as.Date('2011-01-01'),as.Date('2022-12-01'),by='month')  
  
#creating a time vector for the reference period we will use. 1982-2010 (29 years)  
time.ref <- seq(as.Date('1982-01-01'),as.Date('2010-12-01'),by='month')  
  
sat.all <- read.csv('data/surface-air-temperature-monthly-mean.csv')  
  
sat.all[,1]<-as.Date(paste(sat.all[,1], "-01", sep=""))  
  
sat.all <- sat.all[sat.all$month >= as.Date('1982-01-01') & sat.all$month <= as.Date('2022-12-31'),]  
  
#getting reference range..  
sat.refVal <- sat.all$mean\_temp[sat.all$month >= as.Date('1982-01-01') & sat.all$month <= as.Date('2010-12-31')]  
  
#calculate avg temp/month in ref period to act as a baseline for anomalies..  
sat.baseline <- sapply(1:12, function(i){  
 #avg.temp <- round(mean(sat.ref[which(month(sat.ref$month)==m),]$mean\_temp),4)  
 sat.refVal[seq(i,length(sat.refVal),12)] %>% mean()  
})  
  
sat.studyVal <- sat.all$mean\_temp[sat.all$month >= as.Date('2011-01-01') & sat.all$month <= as.Date('2022-12-31')]  
  
#calculating sat anomalies from 2011 onwards..  
sat.studyAnom = sat.studyVal - rep(sat.baseline,(2023-2011))  
  
ggplot(sat.all)+  
 geom\_histogram(aes(x=mean\_temp),bins = 20,color='black')+  
 labs(x = 'Temperature (\u00B0C)', y='Frequency') +  
 ggtitle("Singapore Monthly Surface Air Temperature from 1982-2022")
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boxplot(sat.all$mean\_temp,  
 main='Singapore Monthly Surface Air Temperature from 1982-2022',  
 ylab = 'Temperature (\u00B0C)')
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ggplot(data.frame(sat.studyAnom))+  
 geom\_histogram(aes(x=sat.studyAnom),bins = 20,color='black')+  
 labs(x = 'Temperature (\u00B0C)', y='Frequency') +  
 ggtitle("Singapore Surface Air Temperature Anomaly from 1982-2022")
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For the monthly histogram, we see a unimodal distribution with no apparent outliers. The temperature values seem to be logical as well, ranging roughly from 25 to 30 degrees.

From the monthly boxplot, we also see no apparent outliers. Thus, we conclude that the data is suitable for further processing as it is.

From here, we filtered out the data to create our reference and anomaly data sets. The anomaly data is plotted with both a histogram to show the distribution. The anomaly histogram is generally unimodal.

### 3.1.2: Singapore Monthly Rainfall (rainf)

#reading rainfall data..  
rainf.all <- read.csv('data/rainfall-monthly-total.csv')  
  
rainf.all[,1]<-as.Date(paste(rainf.all[,1], "-01", sep=""))  
  
rainf.all <- rainf.all[rainf.all$month >= as.Date('1982-01-01') & rainf.all$month <= as.Date('2022-12-31'),]  
  
#getting reference range for rainfall..  
rainf.refVal <- rainf.all$total\_rainfall[rainf.all$month >= as.Date('1982-01-01') & rainf.all$month <= as.Date('2010-12-31')]  
  
#calculate avg rainf/month in ref period to act as a baseline for anomalies..  
rainf.baseline<- sapply(1:12, function(i){  
 #avg.temp <- round(mean(sat.ref[which(month(sat.ref$month)==m),]$mean\_temp),4)  
 rainf.refVal[seq(i,length(rainf.refVal),12)] %>% mean()  
})  
  
#find rainfall data period of interest, 2011 onwards..  
rainf.studyVal <- rainf.all$total\_rainfall[rainf.all$month >= as.Date('2011-01-01') & rainf.all$month <= as.Date('2022-12-31')]  
  
#caluclating rainfall anomalies from 2011..  
rainf.studyAnom<- rainf.studyVal - rep(rainf.baseline,(2023-2011))  
  
ggplot(rainf.all)+  
 geom\_histogram(aes(x=total\_rainfall),bins = 70,color='black')+  
 labs(x = 'Rainfall (mm)', y='Frequency') +  
 ggtitle("Singapore Monthly Rainfall from 1982-2022")
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#find outlier month and print  
outlier.month <- rainf.all$month[which.max(rainf.all$total\_rainfall)]  
print('Potential outlier at the date:')

## [1] "Potential outlier at the date:"

print(outlier.month)

## [1] "2006-12-01"

boxplot(rainf.all$total\_rainfall,  
 main='Singapore Monthly Rainfall from 1982-2022',  
 ylab = 'Rainfall (mm)')
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ggplot(data.frame(rainf.studyAnom))+  
 geom\_histogram(aes(x=rainf.studyAnom),bins = 70,color='black')+  
 labs(x = 'Rainfall (mm)', y='Frequency') +  
 ggtitle("Singapore Rainfall Anomaly from 1982-2022")
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From the histogram, the distribution is generally unimodal, but we see clear right skew, with extreme values on the right greater than 450 mm which could potentially be outliers.

From the boxplot, we again see a similar right skew and potential outliers with extreme values greater than about 450 mm.

However,according to Meteorological Service Singapore (MSS), December 2006 had a record rainfall level. This verified that this data point was not an outlier, thus we can safely regard the other values lower than this data point as logical values. <http://www.weather.gov.sg/climate-historical-extremes/>

Therefore, we concluded that this data set is safe to use in future processings. Again, we filtered out the data to create the reference and anomaly data sets. The anomaly data was plotted with a histogram to show its distribution. The distribution is generally unimodal with a large right skew.

### 3.1.3: SST Summary Statistics for SST

#read sst data  
sst <- read.table('data/sstoi.indices.txt',header=T)  
  
sst.all <- data.frame(month = as.Date(paste(sst$YR,sst$MON,'01',sep='-')),  
 sst = sst$NINO3.4)  
  
sst.all <- sst.all[!duplicated(sst.all$month),]  
  
sst.hist <- ggplot(data=sst.all, aes(x=sst))+  
 geom\_histogram(color='black',bins=50)+  
 xlab('SST (\u00B0C)')+  
 ylab('Frequency')+  
 ggtitle('Pacific monthly SST data from Jan 1982 to Feb 2023')  
   
sst.hist #generally unimodal, normal dist.
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#find outlier month and print  
outlier.month <- sst.all$month[which.max(sst.all$sst)]  
print('Potential outlier at the date:')

## [1] "Potential outlier at the date:"

print(outlier.month)

## [1] "2015-11-01"

boxplot(sst.all$sst,   
 main = 'Pacific monthly SST data from Jan 1982 to Feb 2023',  
 ylab = 'SST (\u00B0C)')
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#finding ref range 1980-2010  
sst.ref <- sst.all[sst.all$month >= '1982-01-01' & sst.all$month < '2011-01-01',]  
  
sst.studyVal <- sst.all[sst.all$month >= '2011-01-01' & sst.all$month < '2023-01-01',2]  
  
sst.refVal <- sst.ref[,2]  
  
#sst baseline per month   
sst.baselines <- sapply(1:12, function(m){  
 baseline <- mean(sst.ref[which(month(sst.ref$month)==m),2])  
})  
  
# finding anomaly with fixed dates. assume data was with respect to first day of the month  
# note the data has anomaly values but wrt to 1990-2020. So we calc our own  
sst.studyAnom <- sst.studyVal - rep(sst.baselines,(144/12))  
  
sst.histAnom <- ggplot(data.frame(sst.studyAnom), aes(x=sst.studyAnom))+  
 geom\_histogram(color='black',bins=50)+  
 xlab('SST (\u00B0C)')+  
 ylab('Frequency')+  
 ggtitle('Pacific SST Anomaly data from Jan 1982 to Feb 2023')  
   
sst.histAnom #generally unimodal, normal dist.
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From the histogram, the distribution is generally unimodal and quite normal. We observe a potential outlier on the right of the plot.

From the boxplot, we see no skewness of the data, and no potential outliers. However, we will check the outlying point from the histogram.

Upon further research, we discovered that the European Centre for Medium-Range Weather Forecasts (ECMWF) had reported an El Nino peak during November 2015, supporting this high temperature recorded during that same month. Thus, this data has no outliers and we will proceed with the data. <https://www.ecmwf.int/en/about/media-centre/news/2015/records-tumble-el-nino-peaks>

Finally, we segmented our data to form the reference and anomaly data sets. We the plotted the anomaly data on a histogram. The distribution of the anomaly histogram is generally bimodal. This seems to make sense since ENSO will have cycles of low and high temperatures, resulting in negative and positive anomalies.

### 3.1.4: Reading Low level wind data

wind.nc = nc\_open('data/wspd.mean.nc')  
  
#3D array, lat, lon, time dimensions  
wind.data = ncvar\_get(wind.nc, 'wspd')  
  
#calculating baseline values from 1980-2010  
wind.time = ncvar\_get(wind.nc,"time") #data starts from 1800/01, end at 2023/01  
# startMonth = (1980-1800)\*12+1 #1980/01  
# endMonth = (2011-1800)\*12 #2010/12  
  
wind.lat = ncvar\_get(wind.nc,'lat')  
wind.lon = ncvar\_get(wind.nc,'lon')  
wind.latIndices = which(wind.lat<=5 & wind.lat>=-5)  
wind.lonIndices = which(wind.lon<=240 & wind.lon>=190)  
  
#get the mean of the wind values within the Nino3.4 region  
wind.ninoArea = function(index) {  
 wind.slice = wind.data[,,index]  
 wind.slice = zoo::na.approx(wind.slice)  
 return(wind.slice[wind.lonIndices,wind.latIndices])  
}  
  
#all wind values  
wind.all = lapply(((1982-1800)\*12+1):((2023-1800)\*12),wind.ninoArea)  
wind.allDF = data.frame(values=as.vector(do.call(rbind,wind.all)))  
  
ggplot(data=wind.allDF) +  
 geom\_histogram(aes(x=values),bins=50,color='black')+  
 ggtitle('Monthly Wind Speed in the Pacific from 1982-2022')+  
 xlab('Wind Speed (m/s)')
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boxplot(wind.allDF$values,  
 main='Monthly Wind Speed in Pacific from 2011-2022',  
 ylab = 'Wind Speed (m/s)')
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wind.allMeans = sapply(wind.all, mean)  
  
wind.endRefIndex = ((2011-1982)\*12)  
#get the means corresponding to reference period  
wind.refVal = wind.allMeans[1:wind.endRefIndex]#sapply(startMonth:endMonth, ninoAreaMean)  
  
#calculate a baseline temperature for each month based on the reference period  
wind.baselines = sapply(1:12,function(i) {  
 monthValues = wind.refVal[seq(i,length(wind.refVal),12)]  
 return(mean(monthValues))  
})  
  
#calculating anomaly (temperature for a given month - corresponding baseline)  
  
wind.studyVal = wind.allMeans[(wind.endRefIndex+1):length(wind.allMeans)]  
wind.studyAnom = wind.studyVal - rep(wind.baselines,(2023-2011))  
  
wind.studyDF <- data.frame(wind.studyAnom, month=time.study)  
  
ggplot(wind.studyDF)+  
 geom\_histogram(aes(x=wind.studyAnom),bins = 30,color='black')+  
 ggtitle('Monthly Wind Speed Anomaly in Pacific from 2011-2022')+  
 xlab('Wind Anomaly (m/s)')
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From the monthly histogram, we see a unimodal normal distribution of windspeeds with no outliers.

From the boxplot, there is some suggestion of extreme values that could be outliers.

However, upon further research, these extreme values seem to be very reasonable as open ocean winds can be very strong, thus we decided to take these values as valid points. This is supported by the data in the link below: <https://iridl.ldeo.columbia.edu/maproom/Global/Atm_Circulation/Tropical_Wind_PacOcean.html?T=Oct%202022>

Finally, we obtained our reference and anomaly data and plotted the anomaly using a histogram. The histogram is generally unimodal.

### 3.1.5: Reading Sub Surface Temp data

months <- 01:12  
  
years <- 1982:2022  
  
substemp.folder <- 'data/subsurfacetempfiles/'  
  
substemp.file <- paste0(substemp.folder, 'EN.4.2.2.f.analysis.g10.')  
  
#extracting subsurface data from netcdf files  
substemp <- lapply(1:length(years),function(i){  
   
 monthly <- lapply(1:length(months),function(k){  
   
 if(months[k]<10){  
 data <- nc\_open(paste(substemp.file,years[i],'0',months[k],'.nc',sep=''))  
 }  
 else{  
 data <- nc\_open(paste(substemp.file,years[i],months[k],'.nc',sep=''))  
 }  
  
   
 })  
   
})  
  
#finding the temp at each month and each year  
substemp.all <- lapply(1:length(substemp),function(j){  
   
 monthly <- lapply(1:length(months),function(n){  
   
 #finding all the temperature data  
 data.temp <- (ncvar\_get(substemp[[j]][[n]],'temperature'))  
   
 data.temp <- zoo::na.approx(data.temp)  
   
 data.temp <- data.temp - 273.15  
   
 #monthly temp in the area of interest, lon 190-240 (-170,-120), lat 78-88 (-5,5)  
 all.temp <- data.temp[190:240,78:88]  
 #temp <- data.temp[190:240,78:88,]  
   
 })  
   
})  
  
substemp.all <- unlist(substemp.all,recursive=F)  
  
substemp.all.plot <- unlist(substemp.all) #561924 NA values  
  
#plotting timeseries for substemp  
substemp.ts.plot <- data.frame(month = seq(as.Date('1982-01-01'),  
 as.Date('2022-12-01'),  
 by='month'),  
 substemp.all = substemp.all.plot)  
  
substemp.hist <- ggplot(data=data.frame(substemp.all.plot),aes(x=substemp.all.plot))+  
 geom\_histogram(color='black', bins=50)+  
 ggtitle('Monthly Mean Sub Surf Temp in Pacific (1982-2022)')+  
 xlab('Mean Temp (\u00B0C)')  
  
substemp.hist
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substemp.box <- boxplot(substemp.all.plot,  
 main='Monthly Mean Sub Surf Temp in Pacific (1982-2022)',  
 ylab = 'Mean Temp (\u00B0C)')
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#finding the mean temp at each month and each year  
substemp.mean <- sapply(1:length(substemp),function(j){  
   
 monthly <- sapply(1:length(months),function(n){  
   
 #finding all the temperature data  
 data.temp <- (ncvar\_get(substemp[[j]][[n]],'temperature'))  
   
 data.temp <- zoo::na.approx(data.temp)  
   
 data.temp <- data.temp - 273.15  
   
 #monthly temp in the area of interest, lon 190-240 (-170,-120), lat 78-88 (-5,5)  
 all.temp <- mean(data.temp[190:240,78:88])  
 #temp <- data.temp[190:240,78:88,]  
   
 })  
   
})  
  
rm(substemp) #remove substemp to save space  
  
substemp.refVal <- substemp.mean[,1:(2010-1982+1)] #29 columns for 29 years (1982-2010)  
  
colnames(substemp.refVal) <- seq(1982,2010)  
  
substemp.studyVal <- substemp.mean[,(2011-1982+1):ncol(substemp.mean)] #29 columns for 29 years (1982-2010)  
  
colnames(substemp.studyVal) <- seq(2011,2022)  
  
#calc baseline from refVal  
substemp.baselines <- sapply(1:nrow(substemp.refVal),function(i){  
 monthly.mean <- mean(substemp.refVal[i,])  
})  
  
#calc studyAnom  
substemp.studyAnom <- c(substemp.studyVal-rep(substemp.baselines,(2022-2011+1)))  
  
substemp.histAnom <- ggplot(data=data.frame(x=substemp.studyAnom),  
 aes(x=x))+  
 geom\_histogram(color='black', bins=50)+  
 ggtitle('Monthly Sub Surf Temp Anomaly in Pacific (2011-2022)')+  
 xlab('Temp Anomalies (\u00B0C)')  
  
substemp.histAnom
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The data was obtained from National Center for Atmospheric Research and saved in the form of multiple nc files, where each file corresponded to 1 year of data. We had to create a loop to extract each files consecutively and save the data into a variable, which was a 3D array with longitiude, latitude, and month. From there, we had to extract the data that we needed from the specific latitudes and longitudes that we needed (nino 3.4), as well as the time frame that we wanted (1982-2022). However, we did find that this data had NA values in it, and therefore thought to interpolate the data for those missing data points. We plotted the monthly data as a histogram and boxplot.

From the monthly histogram, we see a unimodal normal distribution with a very slight left skew, with no potential outliers.

From the boxplot, we see that the extreme values could be potential outliers. However, these values are still within the accepted range for this type of data, thus we decided to keep it.

We then obtained our reference and anomaly data sets, plotting the anomaly data on a histogram. The anomaly histogram is multimodal with a right skew. However, we note that the original data had no outliers, thus this distribution is not erroneous.

### 3.1.6: Monthly OLR (Okla) in the Pacific

nc\_data <- nc\_open("data/olr-monthly\_v02r07\_197901\_202303.nc")  
  
lat <- ncvar\_get(nc\_data, "lat")  
  
nlat <- dim(lat)  
  
lon <- ncvar\_get(nc\_data, "lon")  
  
nlon <- dim(lon)  
  
time <- ncvar\_get(nc\_data, "time")  
  
tunits <- ncatt\_get(nc\_data, "time", "units")   
nt <- dim(time)   
  
cloudiness <- ncvar\_get(nc\_data, "olr")   
  
fillvalue <- ncatt\_get(nc\_data, "olr", "\_FillValue")  
  
cloudiness[cloudiness==fillvalue$value] <- NA  
  
# Convert the number of hours to POSIXct format, specifying the origin as "1800-01-01"  
datetime <- as.Date(time, origin="1979-01-01")  
  
lat\_range <- c(-5, 5)  
lon\_range <- c(190, 240)  
  
lat\_idx <- which(lat >= lat\_range[1] & lat <= lat\_range[2])  
lon\_idx <- which(lon >= lon\_range[1] & lon <= lon\_range[2])  
  
id.all <- which(datetime >= '1982-01-01' & datetime < '2023-01-1')  
okla.all <- cloudiness[lon\_idx,lat\_idx,id.all]  
  
okla.all.mean <- sapply(1:dim(okla.all)[3],function(i){  
 val <- mean(okla.all[,,i])  
})  
  
okla.all.mean <- data.frame(okla = okla.all.mean,  
 month = seq(as.Date('1982-01-01'),  
 as.Date('2022-12-01'),  
 by='month'))  
colnames(okla.all.mean) <- c('okla','month')  
  
# plotting hist and box for okla values  
okla.hist <- ggplot(data=data.frame(x=c(okla.all)),aes(x=x))+  
 geom\_histogram(color='black',bins=50)+  
 ggtitle('Monthly OLR in the pacific (1980-2022)')  
okla.hist
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okla.box <- boxplot(c(okla.all),  
 main='Monthly OLR in the Pacific (1980-2022)',  
 xlab = 'OLR')
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id.ref <- which(datetime >= '1982-01-01' & datetime < '2011-01-1')  
okla.refVal <- sapply(1:(length(id.ref)/12),function(i){  
 monthly <- sapply(1:12,function(j){  
 val <- mean(cloudiness[lon\_idx,lat\_idx,i\*j])  
 })  
})  
  
id.study <- which(datetime >= '2011-01-01' & datetime < '2023-01-1')  
okla.studyVal <- sapply(1:length(id.study),function(i){  
 val <- mean(cloudiness[lon\_idx,lat\_idx,i])  
})  
  
#get baseline values  
okla.baselines <- sapply(1:12,function(i){  
 val <- mean(okla.refVal[i,])  
})  
  
#get anom values  
okla.studyAnom <- okla.studyVal - rep(okla.baselines,144/12)  
  
#plotting hist and box of okla anomalies  
okla.histAnom <- ggplot(data=data.frame(okla.studyAnom),aes(x=okla.studyAnom))+  
 geom\_histogram(color='black',bins=50)+  
 ggtitle('Monthly OLR anomaly in the pacific (1980-2022)')+  
 xlab('OLR Anomalies')  
okla.histAnom

![](data:image/png;base64,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)

The data was obtained from National Oceanic and Atmospheric Administration and was saved in the form of an nc file. We used the function nc\_open to access the file. The data saved in the file is 3 dimensional as it contains the data recorded by latitude, longitude, and time. Therefore, we had to extract values first based on the latitude and longitude of our area of interest, and averaging the values of the data points within this area to convert the dataset from 3D to 2D. We plotted our monthly OLR data using a histogram and a boxplot.

From our monthly histogram, we observe a unimodal distribution with a heavy left skew.

From our boxplot, we also see a heavy left skew with potential outliers on the left. Based on literature, there was a strong El Nino event during that period, which would result in higher cloud cover, thus low OLR values. These values of low OLR are thus justified and likely accurate data for strong El Nino events. We therefore decide to include them in our analysis. <https://www.ecmwf.int/en/about/media-centre/news/2015/records-tumble-el-nino-peaks>

We obtained the reference and anomaly data for OLR and plotted the anomaly with a histogram. The distribution is generally unimodal with a similar left skew.

### 3.1.7: Compilation of all variables

enso.df <- data.frame(month = time.study,   
 sat.sg=sat.studyAnom, # Normally distributed  
 rainf.sg=rainf.studyAnom, #  
 sst.pcf=sst.studyAnom,  
 substemp.pcf=substemp.studyAnom,  
 okla.pcf=okla.studyAnom,  
 wind.pcf=wind.studyAnom)  
  
enso.df.nd <- enso.df[,2:ncol(enso.df)]

We now compiled all our anomaly data into one cohesive data set for ease of processing. We made 2 data sets, 1 with the date column included and one without.

## 3.2: Time Shift of predictor variables

There may be time lag between the Pacific and Singapore variables due to the distance between them. To investigate what this time lag may be, we calculated the correlation between each pacific variable and singapore variable for a series of offsets (i.e. Jan data from Pacific against Feb data from Singapore), up to a maximum of 12 months. We identified the offset that maximised correlation as the best timeshift value for that combination of Pacific-Singapore variables.

### 3.2.1: Time Shift of SST

# timeshifting to find best correlation for sst & sg sat, consider only forward shift since we using pacific data to predict sg data  
corr.ts.sat.sst <- sapply(1:12,function(i){  
   
 ts.sst <- sst.studyAnom[i:length(sst.studyAnom)]  
 ts.sat <- sat.studyAnom[1:(length(sat.studyAnom)-i+1)]  
 cor.ts <- cor(ts.sst,ts.sat)  
 month.cor <- c(i,cor.ts)  
 return (month.cor)  
})  
  
corr.ts.sat.sst.df <- data.frame(month = corr.ts.sat.sst[1,],  
 corr.sst.sat = corr.ts.sat.sst[2,])  
  
sst.timeshift.sat <- which.max(abs(corr.ts.sat.sst.df$corr.sst.sat)) -1  
  
# timeshifting to find best correlation for sst & sg rainf, consider only forward shift since we using pacific data to predict sg data  
corr.ts.rainf.sst <- sapply(1:12,function(i){  
   
 ts.sst <- sst.studyAnom[i:length(sst.studyAnom)]  
 ts.rainf <- rainf.studyAnom[1:(length(rainf.studyAnom)-i+1)]  
 cor.ts <- cor(ts.sst,ts.rainf)  
 month.cor <- c(i,cor.ts)  
 return (month.cor)  
})  
  
corr.ts.rainf.sst.df <- data.frame(month = corr.ts.rainf.sst[1,],  
 corr.sst.rainf = corr.ts.rainf.sst[2,])  
  
sst.timeshift.rainf <- which.max(abs(corr.ts.rainf.sst.df$corr.sst.rainf))-1  
  
paste('The best timeshift for SST with Rainfall is',sst.timeshift.rainf)

## [1] "The best timeshift for SST with Rainfall is 0"

paste('The best timeshift for SST with SAT is',sst.timeshift.sat)

## [1] "The best timeshift for SST with SAT is 0"

### 3.2.2: Time Shift of Wind

#timeshift for wind and sat  
cors = rep(0,13)  
for (i in 0:12) {  
 windanomaly = wind.studyAnom[1:(144-i)] #1:144 to 1:132  
 sat\_anom = sat.studyAnom[(1+i):(144)] #1:144 to 13:144  
 cors[i]=cor(windanomaly,sat\_anom)  
}  
  
#should use the wind data to predict SG temperature x months in the future  
#i.e. jan win data is used to predict x SG temp  
wind.timeshift.sat = which.max(abs(cors))  
  
#time shift for wind and rainf  
cors = rep(0,13)  
for (i in 0:12) {  
 windanomaly = wind.studyAnom[1:(144-i)] #1:144 to 1:132  
 rainf\_anom = rainf.studyAnom[(1+i):(144)] #1:144 to 13:144  
 cors[i]=cor(windanomaly,rainf\_anom)  
}  
  
#same process as for sat  
wind.timeshift.rainf = which.max(abs(cors))  
  
paste('The best timeshift for Wind with Rainfall is',wind.timeshift.rainf)

## [1] "The best timeshift for Wind with Rainfall is 7"

paste('The best timeshift for Wind with SAT is',wind.timeshift.sat)

## [1] "The best timeshift for Wind with SAT is 4"

### 3.2.3: Time Shift of Sub Surf Temp

# timeshifting to find best correlation for substemp & sg sat, consider only forward shift since we using pacific data to predict sg data  
corr.ts.sat.substemp <- sapply(1:12,function(i){  
   
 ts.substemp <- substemp.studyAnom[i:length(substemp.studyAnom)]  
 ts.sat <- sat.studyAnom[1:(length(sat.studyAnom)-i+1)]  
 cor.ts <- cor(ts.substemp,ts.sat)  
 month.cor <- c(i,cor.ts)  
 return (month.cor)  
})  
  
corr.ts.sat.substemp.df <- data.frame(month = corr.ts.sat.substemp[1,],  
 corr.substemp.sat = corr.ts.sat.substemp[2,])  
  
substemp.timeshift.sat <- which.max(abs(corr.ts.sat.substemp.df$corr.substemp.sat))-1  
  
# timeshifting to find best correlation for substemp & sg rainf, consider only forward shift since we using pacific data to predict sg data  
corr.ts.rainf.substemp <- sapply(1:12,function(i){  
   
 ts.substemp <- substemp.studyAnom[i:length(substemp.studyAnom)]  
 ts.rainf <- rainf.studyAnom[1:(length(rainf.studyAnom)-i+1)]  
 cor.ts <- cor(ts.substemp,ts.rainf)  
 month.cor <- c(i,cor.ts)  
 return (month.cor)  
})  
  
corr.ts.rainf.substemp.df <- data.frame(month = corr.ts.rainf.substemp[1,],  
 corr.substemp.rainf = corr.ts.rainf.substemp[2,])  
  
substemp.timeshift.rainf <- which.max(abs(corr.ts.rainf.substemp.df$corr.substemp.rainf))  
  
paste('The best timeshift for Sub Surface Temp with Rainfall is',substemp.timeshift.rainf)

## [1] "The best timeshift for Sub Surface Temp with Rainfall is 1"

paste('The best timeshift for Sub Surface Temp with SAT is',substemp.timeshift.sat)

## [1] "The best timeshift for Sub Surface Temp with SAT is 0"

### 3.2.4: Time Shift of OLR (Okla)

cor(rainf.studyAnom, okla.studyAnom)

## [1] 0.1982311

cor(sat.studyAnom, okla.studyAnom)

## [1] -0.1569565

cors = rep(0,11)  
for (i in -12:0) {  
 df\_plot <- data.frame(cloudanomaly = okla.studyAnom[1:(length(okla.studyAnom)+i)],  
 sat\_anom = sat.studyAnom[(-i+1):length(sat.studyAnom)])  
 cors[i+11]=cor(as.numeric(df\_plot$cloudanomaly),as.numeric(df\_plot$sat\_anom))  
}  
  
okla.timeshift.sat = which.max(abs(cors))  
  
cors2 = rep(0,11)  
for (i in -12:0) {  
 df\_plot <- data.frame(cloudanomaly = okla.studyAnom[1:(length(okla.studyAnom)+i)],  
 rain\_anom = rainf.studyAnom[(-i+1):length(rainf.studyAnom)])  
 cors2[i+11]=cor(as.numeric(df\_plot$cloudanomaly),as.numeric(df\_plot$rain\_anom))  
}  
  
okla.timeshift.rainf = which.max(abs(cors2))  
  
paste('The best timeshift for OLR with Rainfall is',okla.timeshift.rainf)

## [1] "The best timeshift for OLR with Rainfall is 11"

paste('The best timeshift for OLR with SAT is',okla.timeshift.sat)

## [1] "The best timeshift for OLR with SAT is 3"

### 3.2.5: Compilation of Time Shifted Data

maxshift = max(c(wind.timeshift.rainf,  
 wind.timeshift.sat,  
 substemp.timeshift.rainf,  
 okla.timeshift.sat,  
 okla.timeshift.rainf))  
  
n = nrow(enso.df)  
  
rainf.timeshift.df = data.frame(rainf.sg = enso.df$rainf.sg[(1+maxshift):n],  
 sst.pcf = enso.df$sst.pcf[(1+maxshift):n],  
 substemp.pcf = enso.df$substemp.pcf[(1+(maxshift-substemp.timeshift.rainf)):(n-substemp.timeshift.rainf)],  
 okla.pcf = enso.df$okla.pcf[(1+maxshift-okla.timeshift.rainf):(n-okla.timeshift.rainf)],  
 wind.pcf = enso.df$wind.pcf[(1+maxshift-wind.timeshift.rainf):(n-wind.timeshift.rainf)])  
  
   
sat.timeshift.df = data.frame(sat.sg = enso.df$sat.sg[(1+maxshift):n],  
 sst.pcf = enso.df$sst.pcf[(1+maxshift):n],#not timeshifted,  
 substemp.pcf = enso.df$substemp.pcf[(1+maxshift):n],#not timeshifted  
 okla.pcf = enso.df$okla.pcf[(1+maxshift-okla.timeshift.sat):(n-okla.timeshift.sat)],  
 wind.pcf = enso.df$wind.pcf[(1+maxshift-wind.timeshift.sat):(n-wind.timeshift.sat)])

We then compiled our timeshifted data into 2 data.frames, one for timeshifting with Rainfall and the other for timeshifting with SAT.

# 4. Statistical Analysis

Before we began our project, we wanted to validate that ENSO in general has an effect on SG rainfall/SAT. First, we calculated the correlation between the general ENSO index and the SG data.

## 4.1: Relationship between ENSO & SG Rainfall/SAT

#monthly data from 1/1979 to 03/2023  
ensoIndex = read.csv('data/meiv2.csv',sep=",",header=F)  
  
startIndex = (2011-1979)\*12+1; endIndex = (2023-1979)\*12  
  
#i want only 1/1982 to 12/2022  
ensoIndex = ensoIndex[startIndex:endIndex]  
  
ensoRainCor = cor(as.vector(t(ensoIndex)),rainf.studyAnom)  
paste("The correlation between ENSO Index and Rainfall Anomaly: ", ensoRainCor)

## [1] "The correlation between ENSO Index and Rainfall Anomaly: -0.270008827128347"

ensoSatCor = cor(as.vector(t(ensoIndex)),sat.studyAnom)  
paste("The correlation between ENSO Index and SAT Anomaly: ", ensoSatCor)

## [1] "The correlation between ENSO Index and SAT Anomaly: 0.476739655225748"

Absolute correlation between ENSO and Rainfall is relatively low, so it might not be an effective predictor.

Absolute correlation between ENSO and SAT is relatively higher, so it might be an effective predictor.

To further confirm the relationship, we also split our rainfall/SAT anomaly data into 2 categories - ENSO index >=0 vs ENSO index < 0. We will compare the categories, to determine if there is a significant difference between data in the 2 categories.

ensoPos = ensoIndex>=0  
ensoNeg = ensoIndex<0  
  
  
#find enso variable: split sg rainfall and SAT into 2 groups based on enso>0 or enso<0  
  
ensoPos\_sgRainf = rainf.studyAnom[ensoPos]  
ensoNeg\_sgRainf = rainf.studyAnom[ensoNeg]  
  
ensoPos\_sgSAT = sat.studyAnom[ensoPos]  
ensoNeg\_sgSAT = sat.studyAnom[ensoNeg]  
  
#then welch 2-sample test to see if got effect  
var.test(ensoPos\_sgRainf, ensoNeg\_sgRainf)

##   
## F test to compare two variances  
##   
## data: ensoPos\_sgRainf and ensoNeg\_sgRainf  
## F = 0.64558, num df = 45, denom df = 97, p-value = 0.1035  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.3988797 1.0952968  
## sample estimates:  
## ratio of variances   
## 0.6455836

#p-value ~0.5, can be considered same variance?  
t.test(ensoPos\_sgRainf, ensoNeg\_sgRainf,var.equal=TRUE)

##   
## Two Sample t-test  
##   
## data: ensoPos\_sgRainf and ensoNeg\_sgRainf  
## t = -3.4487, df = 142, p-value = 0.0007418  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -87.22321 -23.66236  
## sample estimates:  
## mean of x mean of y   
## -51.062069 4.380718

#then welch 2-sample test to see if got effect  
var.test(ensoPos\_sgSAT, ensoNeg\_sgSAT)

##   
## F test to compare two variances  
##   
## data: ensoPos\_sgSAT and ensoNeg\_sgSAT  
## F = 1.3548, num df = 45, denom df = 97, p-value = 0.2159  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.8370743 2.2985495  
## sample estimates:  
## ratio of variances   
## 1.354798

#p-value ~0.5, can be considered same variance?  
t.test(ensoPos\_sgSAT, ensoNeg\_sgSAT,var.equal=FALSE)

##   
## Welch Two Sample t-test  
##   
## data: ensoPos\_sgSAT and ensoNeg\_sgSAT  
## t = 6.7155, df = 77.28, p-value = 2.821e-09  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 0.3686748 0.6794419  
## sample estimates:  
## mean of x mean of y   
## 0.7153673 0.1913089

There is no significant difference between the 2 categories for rainfall, which confirms that using ENSO to understand how rainfall changes might not be effective.

There is a significant difference between the 2 categories for SAT, which also confirms that it might be an effective predictor.

From here, we can go on further to explore exactly how each of the variables used to determine the strength of ENSO affect Singapore’s rainfall/SAT for a more detailed analysis, rather than rely on just the ENSO index. We would expect that the relationship between the Pacific variables and rainfall is weaker, while the relationship between the Pacific variables and SAT is stronger.

## 4.2: Pairs Plot between all variables (After Time Shift)

lowerFn <- function(data, mapping, method = "lm", ...) {  
 p <- ggplot(data = data, mapping = mapping) +  
 geom\_point(colour = "black",size=0.3,alpha=0.5) +  
 geom\_smooth(method = method, color = "red", alpha=0.7,linewidth=0.5,...)  
 p  
}  
  
  
ggpairs(sat.timeshift.df,columns = 1:ncol(sat.timeshift.df),  
 upper = list(continuous = 'cor', combo = "box\_no\_facet"),  
 lower = list(continuous = wrap(lowerFn, method='lm')),  
 diag = list(continuous = wrap('barDiag',color='black',bins=25)),  
 title='Distribution and Correlation of Predictor Variables')+  
 theme(axis.text.x = element\_text(angle=90),  
 axis.text = element\_text(size=7))
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ggpairs(rainf.timeshift.df,columns = 1:ncol(rainf.timeshift.df),  
 upper = list(continuous = 'cor', combo = "box\_no\_facet"),  
 lower = list(continuous = wrap(lowerFn, method='lm')),  
 diag = list(continuous = wrap('barDiag',color='black',bins=25)),  
 title='Distribution and Correlation of Predictor Variables')+  
 theme(axis.text.x = element\_text(angle=90),  
 axis.text = element\_text(size=7))
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From the pairs plots, none of the pacific variables correlate well with rainfall, while sst.pcf and substemp.pcf show moderate correlation with SAT, supporting our preliminary analysis. We could also consider transforming the variables here so they fit more linearly with rainfall/SAT, which could improve our correlation, but we decided not to for 2 reasons. Firstly, the scatters do not show any clear trends to suggest any transformations. Secondly, we timeshifted the data based on correlation values - if we also wanted to transform based on correlation values, to be rigorous, we would have to calculate correlation values for every type of transformation, to find the ideal for both, but we will leave that to further research.

## 4.3: ANOVA Analysis for decadal data

We wanted to understand if there were patterns on the scale of years that would affect our ability to model the effects of ENSO.

To do so, we decided to split the data into decadal periods, and test for any significant differences in the means and variances using ANOVA and Levene’s test.

#ANOVA  
#all data for 1982-2021 only (40 years).  
all.data <- data.frame(month = time.all,  
 sat.sg=c(sat.refVal,sat.studyVal),  
 rainf.sg=c(rainf.refVal,rainf.studyVal),  
 sst.pcf=c(sst.refVal,sst.studyVal),  
 substemp.pcf=c(substemp.refVal,substemp.studyVal),  
 okla.pcf=c(okla.refVal,okla.studyVal),  
 wind.pcf=c(wind.refVal,wind.studyVal))  
  
all.data <- all.data[1:480,]  
  
all.data$decade <- factor(c(rep(1,120),  
 rep(2,120),  
 rep(3,120),  
 rep(4,120)))  
  
var.sat<-leveneTest(sat.sg~decade,data=all.data) #p > 0.05 so var are same (H0: var is same)  
aov.sat <- summary(aov(sat.sg ~ decade, data=all.data))  
p.sat <- aov.sat[[1]]$`Pr(>F)`[1]  
  
var.rainf<-leveneTest(rainf.sg~decade,data=all.data) #p > 0.05 so var are same (H0: var is same)  
aov.rainf <- summary(aov(rainf.sg ~ decade, data=all.data))  
p.rainf <- aov.rainf[[1]]$`Pr(>F)`[1]  
  
var.sst<-leveneTest(sst.pcf~decade,data=all.data) #p > 0.05 so var are same (H0: var is same)  
aov.sst <- summary(aov(sst.pcf ~ decade, data=all.data))  
p.sst <- aov.sst[[1]]$`Pr(>F)`[1]  
  
var.substemp<-leveneTest(substemp.pcf~decade,data=all.data) #p > 0.05 so var are same (H0: var is same)  
aov.substemp <- summary(aov(substemp.pcf ~ decade, data=all.data))  
p.substemp <- aov.substemp[[1]]$`Pr(>F)`[1]  
  
var.okla<-leveneTest(okla.pcf~decade,data=all.data) #p > 0.05 so var are same (H0: var is same)  
aov.okla <- summary(aov(okla.pcf ~ decade, data=all.data))  
p.okla <- aov.okla[[1]]$`Pr(>F)`[1]  
  
var.wind<-leveneTest(wind.pcf~decade,data=all.data) #p > 0.05 so var are same (H0: var is same)  
aov.wind <- summary(aov(wind.pcf ~ decade, data=all.data))  
p.wind <-aov.wind[[1]]$`Pr(>F)`[1]  
  
p.values <- data.frame(p.sat=p.sat,  
 p.rainf=p.rainf,  
 p.sst=p.sst,  
 p.substemp=p.substemp,  
 p.okla=p.okla,  
 p.wind=p.wind)  
  
print(round(p.values,7))

## p.sat p.rainf p.sst p.substemp p.okla p.wind  
## 1 0 0.2730929 0.063421 0.5348572 0.9908606 0

# since p values of sat, sst, wind <0.05, we cannot rej H0. ie the means are different across decadal time scales. Therefore, in order to analyse enso trend, we will need more data to capture the variations better as a sample size of 5 decades are clearly insufficient to fully capture the variations.

From Levene’s test, we find that the variances are similar for all our datasets. Thus, we can conduct ANOVA.

From ANOVA, we find that there are significant differences in the means.

This suggests that there are trends in the predictor and output variables that vary over at least 5 years. (If the longest variations are on short time frames, each decade’s data should be similar to previous decades.) Given that our study period is only 12 years, we might not have enough data to capture these trends.

## 4.4: Modelling to predict SG SAT with ENSO variables

In this section, we attempted to model and predict SG SAT values with ENSO variables. We will use 3 types of models:

* General Linear Model
* Neural Network
* Random Forest

rsquarer = function(obs,pred) {  
 tss = sum((obs-mean(obs))^2)  
 rss = sum((obs-pred)^2)  
 return(1-rss/tss)  
}  
  
satFormula = (sat.sg ~ sst.pcf+substemp.pcf+okla.pcf+wind.pcf)  
  
k = 5  
n = nrow(sat.timeshift.df)  
sat.timeshift.df.random = sat.timeshift.df[sample(n),]  
groups = cut(1:n,k,label=F)  
  
numCores = detectCores()  
cl = makeCluster(numCores)  
clusterExport(cl,c('neuralnet','satFormula','sat.timeshift.df.random','groups','rsquarer','randomForest'))  
results = parSapply(cl, 1:k, function(i) {  
 train = sat.timeshift.df.random[groups!=i,]  
 test = sat.timeshift.df.random[groups==i,]  
   
 train.st = data.frame(scale(train))  
 means = colMeans(train); sds = apply(train,2,sd)  
 test.st = data.frame(scale(test,center=means,scale=sds))  
   
 model = glm(formula=satFormula,data=train.st)  
 pred = predict(model,test.st)  
 linearRMSE = sqrt(sum((pred-test.st$sat.sg)^2)/length(test.st))  
 linearRSQ = rsquarer(test.st$sat.sg,pred)  
   
 net = neuralnet(formula=satFormula,  
 data=train.st,  
 #act.fct='logistic',  
 hidden=c(4),  
 algorithm="sag",  
 stepmax=1e+08,  
 linear.output=FALSE)  
   
 pred = predict(object=net,newdata=test.st)[,1]  
 nnRMSE = sqrt(sum((pred-test.st$sat.sg)^2/length(test.st)))  
 nnRSQ = rsquarer(test.st$sat.sg,pred)  
   
 rf = randomForest(satFormula,data=train.st)  
 pred = predict(rf,newdata=test.st)  
 rfRMSE = sqrt(sum((pred-test.st$sat.sg)^2/length(test.st)))  
 rfRSQ = rsquarer(test.st$sat.sg,pred)  
  
 return(c(linearRMSE,linearRSQ,nnRMSE,nnRSQ,rfRMSE,rfRSQ))  
})  
  
results = data.frame(t(results))  
colnames(results) = c('linearrmse','linearrsq','nnrmse','nnrsq','rfRMSE','rfRSQ')  
colMeans(results)

## linearrmse linearrsq nnrmse nnrsq rfRMSE rfRSQ   
## 2.11595629 0.10542842 2.25333794 -0.01579568 2.12579363 0.10365733

Based on our RMSE and Rsquared values, we can safely conclude that the linear models, neural networks, and random forest models all perform extremely poorly. We acknolwedge that we might not have enough data to fit a proper model, or perhaps there are other climatic factors that we did not take into account.

# 5. Conclusion and Discussion

We use 4 ENSO variables, Sea Surface Temp (SST), Sub Surface Temp (substemp), Wind Speed, OLR, and tried to analysis and possibly predict the effects on Singapore climate, specifically, the local Rainfall and Surface Air Temp (SAT). We find that the ENSO variables were poor likely poor in predicting Rainfall data, but could perhaps be useful in modelling SAT values. However, the modelling attempts showed us that we lack additional information or other forcing climatic factors to make a meaningful model.

The data sourcing and cleaning was split equally among the 3 group members.
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