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Task 1

显然用DP做。表示串的前个字符和串的前个字符的编辑距离。转移方式有：

1. 表示在第个字符后面添加一个字符，这个字符即为串第位的字符。
2. 表示将串的第个字符删去。
3. 当串的第个字符和串的第个字符相等，此时不需要任何操作。
4. 当串的第个字符和串的第个字符不相等，表示将串的第个字符替换成一个字符，这个字符即为串的第个字符。

时间复杂度，和分别为字符串和的长度。由于要输出方案，另使用数组表示是从哪个格子转移过来的。由于只有三种转移的格子，所以在中记录对应种情况。其中，对应于的情况包含3和4两种子情况，这只需要判断串位置和串位置的字符是否相同即可区分。

|  |  |
| --- | --- |
|  |  |

Task 1 伪代码

Task 2

先考虑一种简单情况，数据的图有个节点，并且是一条链，即除了一个节点没有前驱、一个节点没有后继以外，所有节点有且仅有一个前驱和后继。在这个情况下，最长的字符串显然就是整条链组成的字符串，长度为。我们把这个字符串当做串。我们可以发现，一条图上的路径即对应串的一个长度大于等于的子串。我们可以使用如下方法计算：首先对于每个节点所代表的长度为的字符串，我们将其和串求最短编辑距离，表示串的前个字符和这个节点对应字符串的前个字符的编辑距离。对于一个节点，计算的时间是，共有个节点需要处理，所以预处理的总时间为。

|  |  |
| --- | --- |
|  |  |

Task 2 预处理伪代码

接下来，我们用表示串的前个字符和串中以第个字符结尾的，长度大于等于的所有子串的编辑距离中最小编辑距离。转移方式与两个串之间求编辑距离的转移类似。再次基础上再加上一个转移：

1. 当大于等于时

由于之前转移而来的是以第个字符结尾、串长度大于的所有子串的最小编辑距离，因此用这个转移将串长度刚好为的结果转移，使得满足我们的定义。现在考虑是图的情况。与一条链不同，每一个节点可以有多个前驱和后继。显然，我们只需要对于第二种 第三种转移对于其每个前驱都做一遍即可。这部分时间复杂度为，总时间复杂度为。

|  |  |
| --- | --- |
|  |  |

Task 2 简化问题的转移伪代码

现在考虑DP顺序的问题，由于一个点必须等到其前驱完成计算，这个点的转移才有意义，所以需要使用一个合理的顺序。首先，由于串显然是有序的，DP的二重循环我们先枚举串前缀长度。对于内部循环，我们可以采用这样的顺序：首先将所有没有前驱的点加入队列中，它们显然是可以进行计算的。接下来，当一个点计算完后，如果这个点的答案发生了更新，那么对于这个点的后继点的答案也有可能发生更新，因此将其所有后继点加入队列中，然后将这个点从队列中删除。这样做对于一种特殊情况-环不能处理，因为环上每个点都有前驱。如果没有一条路径可以通过某一个起始点走到环上，那么这个环上的点将永远不会被加入队列。因此，在队列为空后，我们检查所有节点是否都进入过队列进行计算，对于没有进入过队列的点随机选择一个加入但队列并重复上述过程直到所有点都进行过了计算。幸运的是，在Task 2中数据并没有环，在Task 3中数据虽然有环但是环可以通过起始点走到，不进行上述处理也没有关系。

|  |  |
| --- | --- |
|  |  |

Task 2 主函数伪代码

Task 3

与Task 2的区别即为和分别扩大了10倍和100倍。如果依旧使用Task 2的时间复杂度为的做法无法在合理的时间内计算完成。同时，计算需要的空间复杂度为，达到TB级，几乎没有设备可以拥有如此巨大的内存。接下来我们分别来解决这两个问题。

对于时间复杂度的优化，考虑到Task 2中使用的方法中，复杂度来自于最开始的预处理DP，而不是之后的最优解计算DP，我们需要想办法将预处理复杂度中比之后计算多出来的给消去。在我们的预处理中，最终被利用的结果为每个节点上的s串和串的每个前缀的最短编辑距离。我们可以注意到，当串是串的一个子序列，当且仅当的编辑距离为。而如果串已经是串的前缀的子序列，显然串必为串的子序列，即两者的编辑距离为。因此，当串和串的某一个前缀的编辑距离为的时候，即为的一个子序列，那么之后的DP都是没有必要的，因为之后与串的另一个长度大于前缀的最短编辑距离必为。

现在考虑在这个优化下的时间复杂度。浏览数据后可以发现，虽然数据不是纯随机数据，但是其分布和概率和纯随机较为接近。我们以纯随机数据来考虑复杂度。由于串长度为100000，串长度为30，若串为串长度为3000的串的前缀，那么可以认为预处理的复杂度降为了。经过简单计算，串不是串长度为3000的串的前缀的概率小于。实际测试中，前缀最长到350左右时所有串已均为其子序列，因此复杂度成功降为了。

|  |  |
| --- | --- |
|  |  |

Task 3 预处理加速伪代码

对于空间复杂度，由于转移时只和前一次动态规划的结果相关，因此我们可以对于动态规划数组使用滚动数组，这样预处理数组大小降到了，主数组大小降到了。然而，由于最后需要给出方案，对于记录我们是从哪个位置转移过来的数组无法省略。考虑到一个点最多只有四个父亲，每个父亲最多有两个格子转移，再加上两个不是从父亲来的转移共有10种不同的转移。对其进行编号，只需要即可。这样，转移方案需要空间。如果拥有一台内存在及以上的计算机，就可以在内存中完成存储计算。由于我没有这种设备，因此选择将每层的转移分层存储至硬盘。而在恢复时，和动态规划数组使用滚动数组原因类似，当移动到第层时，就永远不会移动到层及以上，可以将上面层的内存释放并载入新的一层转移数组。这样，我们只需要的内存空间和的磁盘空间。由于只是简单的数组重复利用和文件存储，主函数与Task 2基本相同，故省略伪代码。