池空间组织：

struct pmemobjpool：

memory pool header (struct pool\_hdr hdr)

persistent part/descriptor（2KB）

struct lane\_layout (需要cacheline对齐 per 3KB）

struct ULOG(LANE\_REDO\_INTERNAL\_SIZE) internal (64B+192B)

struct ULOG(LANE\_REDO\_EXTERNAL\_SIZE) external (64B+640B)

struct ULOG(LANE\_UNDO\_SIZE) undo (64B+2048B)

struct lane\_layout

...

struct lane\_layout ( \* 1024)

struct heap\_layout （地址pagesize对齐，pool后续全部空间）

struct heap\_header header(1KB)

struct zone zone0（除了最后一个zone，都为MAX\_SIZE，由pool所剩空间决定）

struct zone\_header (64B)

struct chunk\_header (8B \* （65535-7） 8的倍数，表示chunk的最大数量）

struct chunk chunk (256KB \* （65535-7） 可变长度）

struct chunk\_run (chunk\_run = ? chunk, 16B hdr + content)

16B hdr

? \*8B bitmap（根据计算得到bitmap占用空间）

256KB-hdr-bitmap

n \* chunk

...

struct chunk chunk

...

struct zone zoneN

其中chunk run是chunk的实际组织形式，一个chunk run可能包括1或最多10个chunk，由 hdr+bitmap+data组成

如何完成分配：

pop create时创建一个alloc class collection

alloc class数组，最多可以有255个alloc class
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每个alloc class对应一个unit size，即该alloc class的分配单元是多大，对于一个obj对象的分配，最多用8个单元，同时每个alloc class根据一个总分配次数的预计值计算一个总空间，从而维护一个chunk的倍数值，用来表示该alloc class将来使用时对应的chunk run的大小，并且维护一个bitmap的信息（不包括bit空间本身），该bitmap将来在chunk run内保存实际bit空间，每个bit位代表一个unit size

alloc class分为CLASS\_HUGE和CLASS\_RUN两类，初始时ac[0]为CLASS\_HUGE，ac[1]指向unit\_size=128的alloc class

并在128，1024，2048，4096，8192，16384，32768，131072，393216（384K） 8个区间

每个区间（l+64,r]内依次0.05倍的步长增加size大小（并且需要64位对齐），去尝试创建新的alloc class并依次添加到数组内

class\_map\_by\_alloc\_size，以粒度16来取index，每个slot对应一个alloc class数组的下标，初始值为FF

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWMAAABkCAYAAABTsFHtAAAJoElEQVR4Ae2Zi3EbOxAElYuDUSwOxZEoEMWhWPRqZOMZhwLvbqghsTSbVSrxPtrFNXqHLPvlkxcEIAABCCwn8LJ8BSwAAhCAAAQ+CWMkgAAEIFCAAGFcYBNYAgQgAAHCGAcgAAEIFCBAGBfYBJYAAQhAgDDGAQhAAAIFCBDGBTaBJUAAAhAgjHEAAhCAQAEChHGBTWAJEIAABAhjHIAABCBQgABhXGATWAIEIAABwhgHIAABCBQgQBgX2ASWAAEIQIAwxgEIQAACBQgQxgU2gSVAAAIQIIxxAAIQgEABArEwfnl5+eQHBjiAAzjw1wEn46Nh7DT+F++VhM/+gsHn15cSPGAW3FmIEXMb/4uywoAgktd4AINrPCCMg58KDCFDeM0QBhUsU4pZ8GeBMA7qi4C+gEH8ZUrhAR5IRtcDwjg4wi78YOsypWDgD2GZzQsuBA98DwhjBAwS8AWMNi9SjCDCA6noekAYBwfYhR9sXaYUDPwhLLN5wYXgge8BYYyAQQK+gNHmRYoRRHggFV0PCOPgALvwg63LlIKBP4RlNi+4EDzwPSCMETBIwBcw2rxIMYIID6Si6wFhHBxgF36wdZlSMPCHsMzmBReCB74HhDECBgn4AkabFylGEOGBVHQ9IIyDA+zCD7YuUwoG/hCW2bzgQvDA94AwRsAgAV/AaPMixQgiPJCKrgeEcXCAXfjB1mVKwcAfwjKbF1wIHvgeEMYIGCTgCxhtXqQYQYQHUtH1gDAODrALP9i6TCkY+ENYZvOCC8ED3wPCGAGDBHwBo82LFCOI8EAquh4QxsEBduEHW5cpBQN/CMtsXnAheOB7QBgjYJCAL2C0eZFiBBEeSEXXA8I4OMAu/GDrMqVg4A9hmc0LLgQPfA8IYwQMEvAFjDYvUowgwgOp6HpAGAcH2IUfbF2mFAz8ISyzecGF4IHvAWGMgEECvoDR5kWKEUR4IBVdDwjj4AC78IOty5SCgT+EZTYvuBA88D14+DD++Pj4+gTS5v/48SOok19qtYC/fv36FI+Vr1UM3t/f//dAaxCLVa9VDFY976yvw+Dnz5+zEl/n3t7eNvs6u1G92s/sevKcPNOazrwcBqr38GGsB25wNICvr69nON3kHhd+ahF65ibjM4axBqT/IG4f0M2LFOezdVZ5cHZ997jviEH/4XkpjLV//Tzr/fghq31v53R/74HqtrnQtaOeut5qjYx0vq81Xp8dHzEY/+ahw1iA+s3SwwmAoK54ufDTa1T/ZwxjeTAOkY4vDXma+1hvtQfjelYcn2Wwt09HNcbw1XMqjHW+veRAf6y86I/bffq9F8btvr2/b/e030frb/e13w8dxjMwOjcOZnvYW/924afXo/7PGsYj+70hT3Mf641rGa8/w/FZBpf2SYGpWd57KWjHWde5/kO4D+P+/awuYTyjcvKcNnz8FjxuxslSkdvOChhpNimi/s8YxhMUXwN56RvQ7P7kudUeJJ/l2lpnGVwK43Zee6ha+un/CULrGr8F65z+rg/xFsA6r5+9F2G8R+fgmjZoDONxMw5KRC+fFTDatCum/oTx5xeDfiA7RHd5u9qDuzzkQZOzDDSvCszxpXMK2/6a9rQ/noWxwrsPbd2vv9N6Zh/O6q9rs5+ZQzo3qzOuX8dnGbS/feh/ptDDEsZtK39vPmH8+xvTXyr3f+cO4f1XePuOZxnshfEYhnK7r3s2jFtO9CE9I8A34xmVk+ca5P52fRL2n579tVu/70W5da9ZffV/9jA+GrgZt/S51R6kn+eaemcZ7IXxbI57x2dhrHp9iKtG+yZ79K2WML5mp//8zWwzBFwbsuJ1VsBbra0X9VY9juquZCAfVn8Yic9KBkf7c6/rZxlcCuMxVNu6e8dnsz5+GevDWGG792FNGDfKV/yebZg2S1BXvM4KeKu19aLeqsdR3VUMNHRjELdvREdrTl9fxSD9HN+pd5bBpTDWDI81tL99mGp/+2OtV8f9vvdhrOt7344J4+/s+J9vIQ2+wAv2qtcoz73Xof6rPojas65goP1vDrR1aHDlw4rXLRio5p7bLbwUbpdeunYvR84ymH2hautXsPbPrPfj8+medk6/x3Aew1ienF1bW0f/e7aG/nr/3u3z0P+BpwfX0Omh9TNuRA/mHu9d+Kk1SZDGoP1O1XbrrGAwe36tow2p+wzfvf8WDFRTz3np9Whh3Nar52o/s/3STO9dF492Xb/7l4K4XWsf1u14vLf/u9l7ra3/W70/+uLj9tiufraKk+fcxifLPtRtMODfSyUsHsDgGg8I42DcM4QM4TVDGFSwTClmwZ8FwjioLwL6AgbxlymFB3ggGV0PCOPgCLvwg63LlIKBP4RlNi+4EDzwPSCMETBIwBcw2rxIMYIID6Si6wFhHBxgF36wdZlSMPCHsMzmBReCB74HhDECBgn4AkabFylGEOGBVHQ9IIyDA+zCD7YuUwoG/hCW2bzgQvDA94AwRsAgAV/AaPMixQgiPJCKrgeEcXCAXfjB1mVKwcAfwjKbF1wIHvgeEMYIGCTgCxhtXqQYQYQHUtH1gDAODrALP9i6TCkY+ENYZvOCC8ED3wPCGAGDBHwBo82LFCOI8EAquh4QxsEBduEHW5cpBQN/CMtsXnAheOB7QBgjYJCAL2C0eZFiBBEeSEXXA8I4OMAu/GDrMqVg4A9hmc0LLgQPfA8IYwQMEvAFjDYvUowgwgOp6HpAGAcH2IUfbF2mFAz8ISyzecGF4IHvAWGMgEECvoDR5kWKEUR4IBVdDwjj4AC78IOty5SCgT+EZTYvuBA88D0gjBEwSMAXMNq8SDGCCA+kousBYRwcYBd+sHWZUjDwh7DM5gUXgge+B4QxAgYJ+AJGmxcpRhDhgVR0PSCMgwPswg+2LlMKBv4Qltm84ELwwPeAMEbAIAFfwGjzIsUIIjyQiq4HhHFwgF34wdZlSsHAH8IymxdcCB74HhDGCBgk4AsYbV6kGEGEB1LR9YAwDg6wCz/YukwpGPhDWGbzggvBA9+DaBhrA/iBAQ7gAA78dsD5fIuFsdOUeyEAAQhAYEuAMN7y4AgCEIDAEgKE8RLsNIUABCCwJUAYb3lwBAEIQGAJAcJ4CXaaQgACENgSIIy3PDiCAAQgsIQAYbwEO00hAAEIbAkQxlseHEEAAhBYQoAwXoKdphCAAAS2BAjjLQ+OIAABCCwhQBgvwU5TCEAAAlsChPGWB0cQgAAElhAgjJdgpykEIACBLQHCeMuDIwhAAAJLCBDGS7DTFAIQgMCWAGG85cERBCAAgSUE/gMLkeAFnuOvZQAAAABJRU5ErkJggg==)

初始化时前128/16=8个slot都存1

每个alloc class对应1个bucket，bucket用来管理alloc class的具体分配，bucket用一个container来保存memory block结构，memory block结构可以理解为用来指代chunk run上的一片空间，分为HUGE和RUN两类，第一类memory block用来表示多个chunk，用于给alloc class分配对应的chunk run，第二类memory block用来表示chunk run上的多个unit，用于给obj分配空间

两类memory block对应的bucket container分别为二叉树和队列

以root分配为例：

root或其他obj走的是相同的流程

首先获取一个bestfit的alloc class：如果class\_map\_by\_alloc\_size里找不到，则反向遍历alloc class数组找到碎片空间最少的alloc class，并将该ac插入到map的对应位置

然后尝试从alloc class对应的bucket里取出一个memory block，表示在pmem上root对应的空间

由于初始状态下bucket都为空，因此首先会在ac[0]对应的bucket container里插入指代zone0全部空间的memory block，然后根据alloc class需要的chunk run大小，从memory block里取出一个对应的memory block（这里的memory block就是第一类memory block，用于给alloc class分配需要的chunk run）；当alloc class有了对应的空间之后，将整个空间同样以memory block的形式组织（每个memory block对应64个unit\_size，和bitmap以u64的形式保存在内存相匹配），并插入到alloc class对应的bucket container里

最后从container里取出一个对应大小的memory block，比如分配3个unit\_size大小，那么将取出队头的memory block进行拆分，剩下的memory block重新插回container