首先，在这个算法解决过程中，我学会了单向链表的实现。

1.链表节点的结构体：

public static class ListNode{ //构造链表节点结构体  
 int val;  
 ListNode next;  
 public ListNode(){}  
 public ListNode(int val){  
 this.val=val;  
 }  
}

注意构造函数一定要加入无参数构造，第一次我写的时候没有写默认的无参数构造就造成了一些困惑和问题，虽然默认无参数构造会默认给出，但是给出的条件是你没有写别的构造函数，我写了有参数的构造函数，系统默认就不给出无参数的构造函数了，所以需要自己写无参数的构造函数。写构造函数的时候应该一步一步认真的思考后在写。

2.链表的构造：

public static ListNode listBuilder(int[]nums){

//链表节点生成链表  
 ListNode head , last , newnode; //初始化  
 head = new ListNode();  
 head.next=null;  
 last = new ListNode();  
  
 for(int i=0;i<nums.length;i++){  
 newnode = new ListNode(nums[i]);  
 if(head.next==null){  
 head.next=newnode;  
 last=newnode;  
 last.next=null;  
 }  
 else{  
 last.next=newnode;  
 newnode.next=null;  
 last=newnode;  
 }  
 }  
 return head;  
}

在链表构造过程中，开始我所用的节点忘记初始化了，导致程序虽没有错误但是不能运行。在链表的构造过程中，先做连接链表，在把last和要连接链表进行替换。注意，尾巴一定要（last.next）赋值为null。

3.遍历链表

public static void showList(ListNode ln){  
 ListNode p = new ListNode();  
 p = ln.next;  
 while(p!=null){  
 System.*out*.print(p.val+" ");  
 p = p.next;  
 }  
 System.*out*.println();  
}

每个链表都有头结点的，但是头结点只是头结点用于指针的指引作用，并没有数据存储。遍历链表的话需要跳过头结点。

4.添加链表节点

public static void addNode

(int index,intval,ListNode head){ ListNode addnode = new ListNode(val);

//创建要加入的数值的节点  
 int i = 0 ;  
 ListNode p = new ListNode();  
 p = head;  
 while (p!=null){  
 if(i==index-1){  
 addnode.next = p.next;  
 p.next = addnode;  
 }  
 i=i+1;  
 p = p.next;  
 }  
}

添加过程中，要先连链再断开，万万不可先断再连，先断的话原来的链子就找不到了。添加节点其实分两种情况：空链、非空链。非空时候注意头结点虽然没有数据但是遍历的时候不注意可能被记录进去，我这种方法先遍历后计数，count从头结点开始计数必须从0开始，若从头节点的下一个节点开始，就是有数据的节点，必须要考虑情况是在第一个数据节点前插入节点。推荐直接从头结点开始计数，计数以0开始。

4.删除节点

public static void removeNode(int index,ListNode head){  
 int i = 0;  
 ListNode p = new ListNode();  
 p = head;  
  
 while(p!=null){  
 if(i==index-1){  
 p.next=p.next.next;  
 }  
 i=i+1;  
 p=p.next;  
 }  
}

讨论完单链表，我们回到算法题中来

题目：

You are given two **non-empty** linked lists representing two non-negative integers. The digits are stored in **reverse order** and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

You may assume the two numbers do not contain any leading zero, except the number 0 itself.

**Example**

**Input:** (2 -> 4 -> 3) + (5 -> 6 -> 4)

**Output:** 7 -> 0 -> 8

**Explanation:** 342 + 465 = 807.

我的想法：

只是把链表内容提取出来，然后倒置计算成相应的整数，再相加再倒置。AddTwoNumbers是我写的，但是并没有运行出来。很麻烦

答案：

思路：

![](data:image/png;base64,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)

如同加法演算一样，把每个位置的数字相加，然后进位，并把最终结果输入到一个链表中。

所以有三个变量，x为L1的数值，y为L2的数值，还有有进位的数值carry

sum=x+y+carry。

每个相邻位进制为10，向下个进位的carry值就是sum / 10 。 / 除法取整

本身保留的数值为 sum % 10 。 % 除法取余

但是同时判断两个链表的长度，以比较长的为准，短的不够长度的节点数值用0代替。

遍历下一个节点的时候如果到头了p.next=null的时候不继续往下遍历了，就是以后的数值直接取0就可以了。

源代码：

public static ListNode addTwoNumbers(ListNode l1, ListNode l2){  
  
 int sum=0;  
 int carry=0; //进位  
  
 ListNode p1 = new ListNode();  
 ListNode p2 = new ListNode();  
 p1 = l1.next;  
 p2 = l2.next;  
  
 ListNode head = new ListNode();  
 head.next=null;  
 ListNode last = new ListNode();  
 ListNode newnode;  
  
 while(p1!=null || p2!=null){  
  
 int x = (p1 != null) ? p1.val : 0;  
 int y = (p2 != null) ? p2.val : 0;  
 sum = carry + x + y;  
 carry = sum / 10 ;  
  
 newnode = new ListNode(sum % 10);  
 if(head.next==null){  
 head.next=newnode;  
 last=newnode;  
 last.next=null;  
 }  
 else {  
 last.next=newnode;  
 newnode.next=null;  
 last=newnode;  
 }  
 if(p1 != null)  
 p1 = p1.next;  
 if(p2 != null)  
 p2 = p2.next;  
 }  
  
 return head;  
}